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Abstract. We discuss key properties that we have focused on when designing 
the Model-Oriented Programming language Umple and its support tools. Usa-
bility is key because we want to enable modellers to work rapidly, make fewer 
mistakes, and appreciate the benefits of modeling better. Completeness in code 
generation with respect to UML is important because most tools omit important 
semantics in the code they generate. Scalability is important because we want it 
to be possible to develop a system of arbitrary size. In this paper we highlight 
some of the essentials of how we have addressed these key properties in Umple. 
We also discuss how these properties can be used to compare modeling ap-
proaches. 

1 Introduction 

In this paper we discuss three important properties we have addressed in the devel-
opment of the Umple model-oriented programming language and related technology. 
These properties are, 1) Usability, because many modeling tools are complex and 
slow; 2) Scalability, because graphical modeling languages in particular have issues 
in very large systems; and 3) Completeness, because most modeling tools generate 
incomplete code and many do not meet the completeness needs of users. 

We propose assessment criteria for these and suggest these features be central to 
the comparison of modeling tools in general because they have such an impact on the 
usability and usefulness of such tools. They are among the issues being discussed at 
the Comparing Modeling Approaches series of workshops [13] [14]. 

Umple [1] is a set of extensions that can be applied to C-family languages such as 
Java, C++ and PhP (we refer to these as base languages). Some Umple features are: 

• It represents UML associations (specifications of sets of links between classes) as 
a language primitive, allowing a large amount of code for these to be generated. 
The generated code supports referential integrity, as in databases. 

• It represents UML state machines, including arbitrarily nested states, concurrent 
regions, actions, activities run in separate threads, and various other features. 

• It includes certain patterns such as immutable and singleton as primitives. 
• It includes various separation-of-concerns abilities such as mixins and aspects. 



• Methods in base languages are embedded in Umple code and passed to the Umple 
compiler unchanged; the remainder of the system’s code is generated by Umple. 

Umple merges programming and modeling, since Umple’s textual form is the pri-
mary way in which a system is expressed. In this paper and in Umple, when we refer 
to modeling, we are talking about the use of abstractions that are not present in stand-
ard programming languages, such as state machines, associations, use cases, etc. The 
use of such constructs should allow the modeller to work at a ‘higher level’ when 
developing systems, as compared to the typical programmer. Umple, however, envi-
sions that all such abstractions should conceptually be capable of being expressed in 
the same manner as in programming languages, and that many of them will in time 
become part of programming languages. 

Umple provides a command-line compiler, an Eclipse plugin and UmpleOnline [2] 
(see Figure 1), a web-based tool. The latter is useful for education and demonstra-
tions. All three tools support code generation; UmpleOnline also supports interactive 
editing in which a UML diagram is kept synchronized with the Umple text. Figure 1 
shows a view of the bCMS system in the process of being edited by UmpleOnline. 
The example itself can be accessed online [3]. 

 
Fig. 1. Image of UmpleOnline showing part of the bCMS Umple model [3] 

Key motivations for developing Umple were: 

• Our research showed that existing UML Modeling tools were weak in terms of 
both usability [4] and completeness of code generation [5] [6]. We wanted to de-
velop a tool that would be accessible to the open source community [7], which has 



always preferred to develop in a code-centric manner. Neither ArgoUML [8] nor 
Papyrus [8], both prominent open source modeling tools, are developed by having 
their code generated from models. They are coded in a traditional manner. We 
wanted to break this trend by developing Umple in itself. 

• We wanted a low-footprint modeling tool that we could use in the classroom. 

In the following sections, we discuss usability, completeness and scalability. 

2 Usability  

Given the key motivations behind Umple, as discussed above, it was central that usa-
bility should be our central concern in the development of Umple or any other model-
ing tool. We have focused on the following aspects of usability that we believe are 
central, and propose these as sub-criteria for comparing modeling approaches. 
 

It should be easy to install: A problem with many tools is that they are not ‘in-
stant-on’. This hampers not only use in the classroom, but also spontaneous discus-
sions among developers (such as ‘whiteboard-style’ sessions) or quick resumption of 
work after an interruption. In Umple, users can do quick work on the web using 
UmpleOnline, and have access to a command-line tool that also requires hardly any 
installation. 

We propose this should be assessed on the following scale: i. Instant-on (typically 
web based); ii. Download-and-run; iii. Download and run with other components that 
must be pre-installed (such as an IDE), and which must be at this level or better in 
installability. iv. Complex to install (e.g. requires compiling, configuring, etc.) 

 
It should be simple to learn: The tool must have modes that are extremely simple, 

so a beginner can instantly intuit what needs to be done. In Umple we have focused 
on making the language straightforward: Class declarations look like declarations in 
other languages; association declarations look like UML; state machines are just nest-
ed named C-style blocks. Similarly, at startup, UmpleOnline displays a central menu 
highlighting key actions: Load/Draw/Generate. There is no complex set up of ‘pro-
jects’ as is normal in other modeling tools or IDEs. 

In Umple, we have chosen to allow models to be written with the least amount of 
special symbols, bracketing and other complex syntax. We have also ensured its syn-
tax aligns with other C-family languages to ensure familiarity and ease of embedding. 
For graphical languages, Moodie provides a comprehensive set of ideas [15]. 

Assessing learnability can only be fully done with empirical studies, but to achieve 
top learnability there would need to be: a) Some examples that can be tried out with 
essentially no effort; b) Comprehensive feedback to assist users when they make er-
rors or to suggest alternatives; c) Ability to do basic modeling by looking at and emu-
lating or editing examples; d) A comprehensive user manual; e) Defaults for configu-
rable items, so the user can ‘get going’ with a basic project right away. Undoubtedly 
this list of criteria will need to be extended. 

 



It should be efficient and quick to use: Users should be able to edit models as 
fast as they can with the fewest mouse movements or keystrokes. We have found that 
for some tasks (such as adding a diagram element), two-click interactions that involve 
clicking on an icon, then clicking on the place in a diagram to add the element, work 
best. Renaming by clicking on a name and editing, can work well on a diagram too. 
However, for anything more complex, well-designed textual notations become supe-
rior. In Umple we chose to deploy tools that allow textual editing of UML models in a 
C-family syntax, alongside diagram editing. This gives the best of both worlds to 
users, and our surveys show that users are satisfied [10]. 

To assess this criterion, empirical studies would once again be needed. Measure-
ment could entail determining users’ ability to create benchmark models, to make 
specific changes to such models, and to answer specific questions about such models. 

 
It should guide users away from errors: We observed that many modelers in in-

dustry produce models that are incorrect or incomplete [11]. Having comprehensive 
code-generation is one solution to this, since without code generation where the re-
sults can be tested, it is hard to receive feedback about models. Umple works like any 
other compiler, and provides many different warnings and errors that guide the user to 
create correct models. We have created a manual page that shows what causes the 
error, and gives an example of how to solve it. All errors, even in embedded base-
language code, give pointers to the original Umple source, eliminating ‘round-trip-
engineering’ which is error-prone and complex. 

To compare tools there would need to be empirical assessment, measuring the fre-
quency of errors, and speed of recovery from errors, when working on standard prob-
lems. 

3 Scalability  

Many modeling tools have scalability problems. We propose that scalability should 
mean the following for a modeling language or tool.  
 

It should be able to model systems of arbitrary size and manage those models 
without slowing down: In Umple we have compiled systems of many thousands of 
lines, including Umple itself, or JHotDraw [12]. It should have acceptable response 
time when the system gets larger: Since Umple is text-based, editing large models is 
not an issue: integrated development environments have for decades been able to 
handle large multi-file systems. In addition, the Umple compiler can compile a very 
large system in not much more time than a comparable Java system can be compiled. 

To assess this, measurement of editing speed, and, where appropriate, analysis 
speed or code generation speed would be needed. Any slowdowns for editing of mas-
sive models would show lack of scalability, as would non-linear slowdown of analysis 
or code generation. 

 



It should have mechanisms for separation and concerns: These allow the user 
to work with portions of the system, and not get confused by overwhelming com-
plexity. An Umple system can be divided into files in many ways: By class, or by 
feature for example. Pieces of a class can be defined in different files. 

Having such mechanisms does not immediately guarantee scalability, since the 
modeler must still organize their model. However, lack of such capability does limit 
scalability. 

To assess this criterion, modeling approaches should be tagged according to 
whether submodels can be edited and analysed independently of the larger model, and 
whether any of the following techniques are employed: Composition of multiple ele-
ments, aspect orientation, mixins/traits, variants, and tools to show the relationship 
among the model components (e.g. generated UML package diagrams) as well as edit 
such relationships. 

 
It should have search tools allowing finding of elements in a complex model. 

Since Umple is a textual modeling tool at heart, the full power of existing textual 
search tools can be used. 

Graphical modeling approaches should be assessed based on how easy it is to 
search for elements or structures. 

4 Completeness  

Completeness in a modeling tool can be assessed along a number of dimensions: 

• Completeness with respect to a standard language (e.g. UML). 
• Completeness with respect to user needs, as assessed by empirical studies. 
• Completeness of analytic abilities, i.e. the extent to which possible analyses of the 

semantics of the model are performed to find errors or inconsistencies. 
• Completeness of generation, i.e. whether all relevant semantics expressed in the 

model is reflected in generated code. This only applies to languages that are in-
tended to generate code, and not to languages for such aspects as requirements. 

In Umple we specifically avoided implementing all of UML, since a key criticism 
of UML is that it is so complex. Instead we have focused on the second criterion 
above: We have asked users to develop systems and when they have found significant 
shortcomings in Umple we have improved Umple by adding needed features. We 
continue to also address the third criterion by adding more layers of analytic capabil-
ity. Umple already has a comprehensive set of warning and error messages, pointing 
out inconsistencies. We also have tools to generate metrics, and are working on inter-
facing Umple to formal tools for model checking and theorem proving. 

Our previous research found serious gaps in the code generated by almost all code 
generators we were able to access. For example, most code generators for UML asso-
ciations, including ArgoUML, simply generate a couple of variables in each class. 
The user has to write code to manipulate those variables. Umple generates code that 
accurately handles all constraints, as well as referential integrity. 



Similarly, very few state machine generators do a proper job with nested states and 
concurrent regions. This is akin to having a word processor that doesn’t print many 
types of documents. In Umple we have focused on ensuring that our code generation 
covers the complete semantics of the underlying formalisms to a much greater extent 
than other tools. This is documented in the theses of Badreddin [6] and Forward [5]. 

5 Conclusions 

We have highlighted a number of key qualities of modelling tools that we feel should 
be the focus of attention for language and tool developers, and which should be used 
when comparing modeling approaches. We have pointed out a few ways we have 
addressed these in Umple, and have suggested how they could be assessed. 
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