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Abstract. Effective and efficient support for engineering model trans-
formations is of paramount importance for automating Model-Driven
Engineering (MDE) in practice. Such support should include techniques
and tools for testing the correctness of model transformations. In this
paper, we present a novel approach for identifying incorrect parts of
model transformations by using the traceability information produced
during the execution of a transformation by a transformation engine.
The proposed approach relies on a transformation postprocessor in or-
der to enrich the produced traceability information with domain-specific
semantics and then to check automatically its conformance to the trans-
formation specification.

1 Introduction

Model transformations are considered to be the “heart” and “soul” of MDE [14].
As such, they are critical to its success and thus their quality must be ensured.
Due to the nature of typical MDE processes (e.g. successive transformations of
models until the final implementation of the system is obtained) a fault in a
transformation can have unpredictable consequences. When such a transforma-
tion is executed, it can result in a faulty model, which itself can be used as
input to subsequent transformations. Thus, such a fault can be propagated to
successive development steps, resulting in faults in the final implementation of
the system [2]. Therefore, to ensure the quality of the developed system, efficient
techniques and tools are needed to validate and verify model transformations.
Following [10], model-based testing is such a technique and it can contribute to
improving the quality of model transformations.

In this paper, we present a novel, tool-supported approach to identifying
faults in model transformations and therefore reducing their defect density.
When a transformation is executed by a transformation engine, an internal trace
is generated. The proposed approach relies on a transformation postprocessor in
order to enrich the produced internal trace with domain-specific semantics and
then to check automatically its conformance to the transformation specification.
A transformation, which generates a non-conforming trace, is erroneous and it
should be corrected.



In section 2, we present the motivation for this work, while in section 3 the
proposed approach is discussed. Section 4 presents how the proposed approach
can be used in a test-driven manner in order to test model transformations.
Finally, in section 5 we conclude this paper and we present future work to be
carried out.

2 Motivation

Following [13], two main challenges are associated with model transformation
testing. The first one has to do with how adequate test data (i.e. test input
models) can be generated, while the second one is related to the prediction of
the expected outcome of the transformation and its comparison to the actual
outcome of the transformation for particular test data.

Generating test cases, manually or automatically, is a very important activity
in model transformation testing. Therefore, much research work has focused on
this area (e.g., [3, 7, 10]). However, the generation of test cases is out of the scope
of this paper and thus we will not discuss about it in more detail. The focus of
this paper is on the second challenge, namely the oracle specification problem.

According to the relevant literature, there are two types of oracle functions:
complete and partial. Complete oracle functions can be specified either by pro-
viding an expected output model for each test input model [11], or by specifying
the oracle on the basis of the trace links between the input and output models
[9]. In the first case, to verify the correctness of the transformation, the expected
and actual models are compared using model comparison algorithms for every
test case. If the expected model matches the actual one then the transformation
contains no faults. However, model comparison can be both complicated and
computationally expensive [1]. Moreover, the tester has to specify an expected
output model for every single test case. [13] suggests that for large test input
models, which result in large output models, the approach of model compari-
son is neither practical nor efficient. In such scenarios, partial oracle functions
are more appropriate. In the case of the traceability-driven oracle functions, the
verification of the correctness of the transformation is performed by comparing
a set of correct trace links with the trace links generated by the execution of
the transformation on the various test input models. The main advantage of
this approach is that the tester does not have to provide an expected output
model for every actual output model. Moreover, the set of traces, which is re-
quired by such approaches can be rather small [9]. However, the performance of
traceability-driven approaches relies heavily on the availability and correctness
of good transformation examples in order to generate the correct trace links.
Such examples could be difficult to collect [9].

The second category of approaches to oracle specification consists of partial
oracle approaches. These approaches are also called specification-conformance
checking approaches [9]. Instead of comparing in some way expected and actual
output data of transformations, partial oracle functions test transformations
against desired properties. Such properties can be either generic or custom.



Generic properties are common for all model transformations, such as conflu-
ence or termination. On the other hand, custom properties are transformation
specific properties, which have to be checked in order to test the correctness of a
specific model-to-model transformation. An example of a partial oracle approach
is the one presented in [4]. In this work, the authors use the Object Constraint
Language (OCL) [12] to define contracts for the transformation of interest, which
consists of pre- and post-conditions. The specified conditions are used to check
that when the transformation is executed on the test data, it yields models,
which satisfy particular properties. The main limitation of this type of approach
is the fact that pre- and post-conditions might be difficult to specify in practice
[4]. Moreover, many different conditions might need to be specified in order to
cover all different transformation possibilities [1]. According to [15], the com-
plexity of defining contracts for model transformations is of similar complexity
to implementing model transformations and therefore it is error-prone as well.

3 Traceability-driven testing of model transformations

In this section we will present a novel approach to reducing the defect density
of model transformations, that is the number of defects per model transfor-
mation rule. The proposed approach can be considered as a traceability-driven
specification-conformance checking approach.

Figure 1 illustrates how model transformation testing is currently conducted.
When a transformation specification is executed over a set of input of models,
output models are generated by the transformation engine and then an appropri-
ate oracle function (partial or complete) is defined using one of the approaches
described in Section 2.
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Fig. 1. Current practice of model transformation testing.

In this paper, we propose a different approach to model transformation test-
ing (Figure 2). When a transformation is executed, an internal trace is produced
by the transformation engine in addition to the output models. The format of
this internal trace depends on the transformation engine, but usually it consists
of trace links, which capture mappings between elements in the source model(s),



their corresponding elements in the target model(s), and the rules used to trans-
form the source to the target elements. In the proposed approach, these internal
traces can be semantically enriched with domain-specific information such as
trace link types. In the spirit of MDE, the enriched trace models have to con-
form to a metamodel. This case-specific metamodel defines valid mappings be-
tween the metamodels of interest. Erroneous parts of a transformation therefore
can be identified by generating traces, which do not conform to the traceability
metamodel or which violate the metamodel’s correctness constraints.
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Fig. 2. Proposed approach to model transformation testing.

This approach is based on two main assumptions. First, a detailed trace-
ability metamodel needs to be specified before testing. Second, we assume that
the traceability metamodel is correct and complete (i.e. captures all the valid
relationships between the metamodels of interest). In the following sections we
will briefly present in more detail the proposed approach.

3.1 Specifying the domain-specific traceability metamodel

Defining the correspondences and requirements of a model transformation before
its implementation is considered to be best practice [8]. Such correspondences
can be modelled using different mapping languages such as transML [8], the
Atlas Model Weaver [5] or the Traceability Metamodeling Language (TML) [6].
What all these approaches have in common is the way they encode mappings
between metamodels. The mappings are typed, conforming to domain-specific
metamodels, which are accompanied by additional correctness constraints. Map-
pings, which poses these characteristics, are amendable to automatic tool ma-
nipulation and analysis. In our reference implementation, we are using TML to
capture such mappings.

Imagine a scenario where we want to transform a Class model to a Compo-
nent model. The Class model conforms to the Class metamodel illustrated in
Figure 3(a), while the Component model conforms to the Component metamodel
illustrated in Figure 3(b). Such a scenario can arise in a component-based de-



velopment environment, where class diagrams are used to refine the architecture
specified by component diagrams into a concrete design.
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Fig. 4. Mappings metamodel

In this scenario, we want to transform instances of Package from the Class
metamodel to instances of Component from the Component metamodel. Addi-
tionally, we want to transform instances of the Method meta-class to instances
of the Service meta-class. These mappings can be captured in a scenario-specific
TML model. This model is illustrated in Figure 4. It consists of the two aforemen-
tioned mappings, namely the ServiceMethod and the ComponentPackage. Each
of the two links has references to the corresponding elements in the metamodels
of interest.

Additionally, the following exemplar constraint must be satisfied by the map-
ping model:

(C1) For each instance of Service in the Component metamodel there is
exactly one instance of ServiceMethodTraceLink in the mapping model
that links it with an instance of Method in Class metamodel.



When the mappings and their constraints are captured, the transformation
can be implemented and tested.

3.2 Detecting erroneous transformation rules

Once the transformation is implemented, it can be executed over a set of input
models. One of the assumptions of our approach is that such a set is available
to the engineer.

When the transformation is executed, the transformation engine generates
a generic internal trace. Such a trace is generated by most of the contempo-
rary model transformation engines. The metamodel of the internal trace is very
similar across the various transformation engines and it is illustrated in Figure
5.
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Fig. 5. Internal trace metamodel

We propose the use of a transformation’s engine postprocessor, which can
use this internal trace in conjunction with the mappings specification described
in section 3.1 in order to generate links with case-specific semantics. In the case
where the transformation is error-free, the resulting set of case-specific mappings
should conform to the TML specification. If there are errors in the implementa-
tion of the transformation, then it will generate invalid mappings.

To enrich the internal trace of the transformation engine with case-specific
semantics, the postprocessor attempts to match the various links of the internal
trace to types of links in the TML model. This can be done by matching the
link end types and their cardinalities and by checking whether any mapping
constraints are violated.

3.3 Examples of error types

The proposed approach to model transformation testing can detect only errors,
which generate invalid traces. Therefore, it can be used ideally in combination
with other transformation testing approaches in order to minimise as much as
possible the defect density. In this section we will provide some examples of
transformation error types, which can be detected by our approach.



Error type I: A possible transformation error might be introduced when an
engineer transforms an entity of the source metamodel to an invalid entity in
the target metamodel. For this example, consider the scenario where the en-
gineer transforms erroneously instances of the Class meta-class to instances of
the Component meta-class. The transformation rule for this transformation is
illustrated in Listing 1.1.

Listing 1.1. Class2Component ETL transformation - error type I

rule Class2Component transform s : ClassModel!Class

to t : ComponentModel!Component {

t.name = s.name;

}

When this transformation is executed the transformation postprocessor at-
tempts to generate a traceability model which conforms to the TML model
in Figure 4. However, in doing so it can not find any valid link types for the
Class2Component rule, since there is no link type, whose link ends point to the
two meta-classes of the transformation rule. As a result, the transformation post-
processor generates a warning marker next to the rule that caused this problem.
This is illustrated in Figure 6.

Fig. 6. ETL editor with warning markers.

Error type II: This error type describes transformation rules, which create
trace links with wrong cardinalities. Imagine for example that an engineer trans-
forms an instance of the Package meta-class to two instances of the Component
meta-class. This transformation rule is illustrated in Listing 1.2. The post pro-
cessor of the transformation engine will generate a warning, since in the TML
model the relationship between instances of the Package meta-class and instances
of the Component meta-class is a 1-to-1 relationship and not 1-to-2 as indicated
by this rule.

Listing 1.2. Class2Component ETL transformation - error type II

rule Class2Component transform s : ClassModel!Package

to t1 : ComponentModel!Component, t2 : ComponentModel!Component {



t1.name = s.name +’1’;

t2.name = s.name +’2’;}

Error type III: The third type of errors describes erroneous rules which create
mappings, which conform to the traceability metamodel but they violate the
correctness constraints, which accompany the traceability metamodel. Imagine
for example that for every Package meta-class of the Class metamodel there is
a mapping of type Package2Component. The implementation of this constraint
is illustrated in Listing 1.3.

Listing 1.3. EVL constraint

context Package {

constraint OneForEachPackage{

check : Package2ComponentTraceLink.all.exists(e|e.Package.target =

self)

message : ’No links of type Package2Component found for Package ’ +

self

}

}

A possible transformation rule might transform instances of the Package meta-
class to instances of the Component meta-class, but only when they contain
instances of the Class meta-class. This constraint is expressed as a guard in line
3 of the transformation illustrated in Listing 1.4.

Listing 1.4. Class2Component ETL transformation - error type III

rule Class2Component

transform s : ClassModel!Package to t : ComponentModel!Component {

guard : s.contents.select(c|c.isTypeOf(Class)).size()>0

t.name = s.name;

}

When this transformation rule is executed, it generates a traceability model
which conforms to the traceability metamodel. However, if an instance of the
Package meta-class does not contain at least one instance of the Class meta-
class, then this instance will not be used to generate a corresponding instance
of the Component meta-class and therefore no trace link will be generated for
this particular instance. This violates the constraint of Listing 1.4 Therefore, a
validation error will be generated when the validation is executed by the trans-
formation engine’s postprocessor.

4 Incremental development and testing of model
transformations

In Section 2 we discussed various limitations to specification conformance check-
ing approaches. One of these limitations has to do with the complexity involved



in defining a complete specification for a transformation. To address this issue,
we propose the incremental co-development of the transformation and its speci-
fication in a test-driven manner. This process is illustrated in Figure 7.
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Fig. 7. Process for the co-development of model transformations and specifications.

Initially the engineer specifies a single mapping between the metamodels of
interest. This mapping should be atomic in the sense that it will be generated by
a single transformation rule. Once the first mapping is defined, the corresponding
transformation rule can be implemented and then executed over a set of input
models. If the transformation engine postprocessor detects any errors, the engi-
neer can change the implementation of the transformation rule and re-execute
it. This process should continue until the postprocessor produces no errors when
the transformation rule is executed. Then, the engineer can continue in a similar
manner to implement the rest of the transformation.

The benefits of using this incremental approach is twofold. First, since the
mapping and its corresponding transformation rule are developed together, the
engineer can understand in more depth the various requirements of a particular
transformation rule. Moreover, by building the specification in small increments
and by testing the transformation after each increment, the complexity of defin-
ing the entire specification, as well as implementing the entire transformation,
in one go is reduced.

5 Conclusion and future work

In this paper, we presented a novel specification-conformance checking approach
to model transformation testing. The proposed approach relies on the traceability
information generated by transformation engines in order to identify erroneous
transformation rules. Moreover, the proposed approach can be implemented in
an incremental manner and thus reducing the complexity of developing trans-
formation specifications and implementations in one go. In the future, we would



like to investigate the integration of the proposed approach with other model
transformation testing approaches and how such an integration improves the
testing results.
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