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Abstract. We advocate the use of multimodel-driven software engineer-
ing for the principled evolution of enterprise systems whose stakeholder
concerns are captured using multiple interdependent models. Enterprise
systems that evolve are increasingly common in healthcare, transporta-
tion, e-government and defense. These important systems must be reg-
ularly extended with new components satisfying interdependent func-
tional, governance and quality-of-service (QoS) requirements that are
modelled using different domain-specific languages. We describe key chal-
lenges associated with modelling, reasoning about QoS properties, and
evolving such systems. The concepts of this engineering paradigm are
presented in the context of a statistical reporting project carried out in
collaboration with healthcare organisations.

1 Introduction

The recent advent of technologies ranging from cloud and mobile computing
to smart sensor networks has led to the emergence of new types of data and
applications at an extremely fast rate. This trend is amplified further by equally
rapid changes in public information governance. The open data movement, in
part spearheaded by the UK Government [1] and recently embraced by all G8
Governments [2], has opened up a wide range of public datasets for research and
commercial use. Healthcare, transportation, education and local government are
only a few of the areas in which new public datasets are released (e.g., data.gov,
data.gov.uk) on a daily basis.

These developments have created business and research exploitation oppor-
tunities for both public and commercial organisations. To exploit these oppor-
tunities – and to comply with changes in information governance and other
requirements – such organisations must evolve their enterprise systems on a
regular basis. Information systems supporting new business processes must be
engineered and integrated on the fly with existing enterprise systems, and must
then be updated frequently in response to new stakeholder requirements and
governance policies. Plausible examples of such evolving enterprise systems are



encountered in the health and social care domain. In the UK for instance, the
recently enacted Health and Social Care Act 2012 [3] required an organisation
to “establish and operate a system for the collection or analysis of information
of a description specified in the request” of “any person”, at any time.

The stringent demands of evolving enterprise systems cannot be achieved us-
ing today’s software engineering approaches. Traditional enterprise system engi-
neering approaches comprise manual processes that cannot respond to such de-
mands in a timely manner, and are costly and error prone. Model-driven software
engineering - which automates development processes by synthesising software
artefacts from models - is challenging to apply, as the concerns of new informa-
tion systems (e.g., functionality, governance and quality-of-service) cannot easily
be captured by a single model.

We envisage that overcoming the limitations of existing approaches and
achieving the goals of evolving enterprise systems requires multimodel-driven
software engineering (MMSE). This software engineering paradigm will auto-
mate key processes of evolving enterprise systems whose concerns are described
by multiple interdependent models, when these models are specified by different
stakeholders, in different domain-specific languages. Significant research chal-
lenges must be addressed to achieve this vision. A key concern is integrating QoS
models throughout the engineering lifecycle. In particular, the research commu-
nity will need to address the open research questions of how to devise multimodel
transformation techniques that consider inter-model dependencies (where some
are QoS models), and how to co-evolve sets of interdependent metamodels. An-
other key challenge is the joint analysis of quality-of-service (QoS) models for
dependability, performance and resource usage, to identify system configurations
that deliver effective QoS trade-offs.

Our paper summarises these key challenges, and sets a research agenda for
the delivery of the software engineering formalisms, techniques and tools needed
to automate the development, analysis, adaptive configuration and evolution of
information systems specified by sets of interdependent functional, governance
and QoS models.

2 Background

Recent advances in model-driven software engineering (MDSE) address many
challenges of developing traditional software systems. MDSE is a software devel-
opment paradigm that aims to use (software) models as the main development
artefact instead of code [4]. Achieving this aim within a problem domain involves
the use of domain-specific languages (DSLs) to define models of the systems to
develop [5]. Automated transformations can be applied to them to generate mod-
els of lower abstraction levels, which ultimately can be transformed into code.
The advantages of MDSE over other approaches to software development in-
clude significant improvements in software quality and development efficiency,
and increased reusability of software components [4, 5]. The research efforts to



exploit these advantages produced a broad range of effective MDSE modelling
languages and tools (e.g., [6, 7]).

More recently, the MDSE paradigm was extended to also cover the post-
development stages of the software lifecycle. In this extended MDSE approach,
models continue to be used as the primary artifact in the maintenance and
evolution of software systems. A key challenge of using MDSE in this context
is that the models and metamodels used at different levels of abstraction may
change asynchronously as the software system evolves, creating ripple effects
on related artefacts such as model transformations and validation constraints.
Different aspects of this challenge have been addressed by recent research on
model management [8], model-metamodel co-evolution [9], and incremental and
bidirectional model synchronisation [10].

In parallel with these advances, the performance (or QoS ) engineering area
of MDSE uses performance, reliability and cost models as key artifacts in all
stages of the software lifecycle [11, 12]. Model-driven QoS engineering aims to
ensure that software systems satisfy their QoS requirements “by construction”
when initially delivered [13], and continue to do so as they self-adapt in response
to changes in environment, requirements or internal state [14]. QoS models may
be developed explicitly or may be synthesised from annotated variants of the
structural and behaviour models used in the traditional MDSE process [15],
and typically need to be updated continually at run time based on the observed
system behaviour [16]. Such efforts can be linked to relevant modelling standards
such as the MARTE and QoS profiles for UML [17, 18].

3 A motivating scenario

In the UK, there are organisations responsible for accumulating and managing
data related to health and social care. They act as a trusted repository and
broker for such information, and also provide statistical expertise and domain
knowledge relevant to such data. In particular, they may produce and provide
statistical reports on health and social care data to a variety of stakeholders.
Stakeholders may include casual browsers of health and social care data – who
may simply be interested in learning what information or reports are available –
to sophisticated commercial users of data/reports, who may base important com-
mercial decisions on what they acquire from this trusted broker. Additionally,
the organisation may be required to provide information to government depart-
ments or ministers. As such, information in the form of customised reports and
data may be requested by commercial, public or governmental stakeholders, at
any time, and the organisation must be able to respond to such requests. In
particular:

– QoS requirements may be applicable to requests coming from stakeholders,
e.g., a certain data quality, a report available within a certain hard or soft-
ware deadline.

– Information governance requirements and policies may also be applicable, re-
quiring the health and social care organisation to determine whether prospec-



tive customers are permitted to access either raw data, or pseudonymised
data, of a certain type or kind. Checking compliance with information gov-
ernance policies is particularly time consuming; it would be beneficial to be
able to determine if a customer was permitted to access particular data items
before continuing with the rest of the procurement process, but sometimes
this is not possible – research (see the next point) may need to be carried
out in parallel with checking compliance.

– A customer may request an existing type of report, or a report that is similar
to one that is currently available. But they may also request reports that
are new and novel, for which a research process must be carried out. In such
a process, the organisation may have to ‘buy in’ expertise it may not have,
may need to investigate new statistical methods or practices, and may need
to synchronise the research process with parallel business processes that are
in place to ensure proper billing and compliance with governance policies
and regulations.

Such an organisation would potentially benefit from the application of differ-
ent models: for capturing business processes; for capturing QoS properties and
requirements; for capturing data and interrelationships; and for capturing infor-
mation governance rules. Such models could be used for understanding the com-
plexity of the organisation, analysing the effectiveness or potential bottlenecks
in a particular stakeholder interaction, and for analysing the effects of evolu-
tion, e.g., through new QoS requirements or stakeholder requirements. However,
the stakeholders interested in the organisation’s research, data and results can
change at any time, leading to new report/data requirements. As such, the mod-
els relevant to the organisation should be considered highly volatile, and may be
subject to evolution at any time.

4 Multimodel-driven software engineering

Fast and robust evolution represents a key requirement for a growing number
of important enterprise systems. Achieving this requirement needs software en-
gineering technology capable of developing “on demand” information systems
that satisfy the overlapping concerns of different stakeholders, and of integrat-
ing them into evolving enterprise systems on the fly. We envisage that this role
will be played by multimodel-driven software engineering (MMSE) – a novel
software engineering approach that will combine:

– multimodel-driven automated code generation—to take advantage effectively
of interdependent models associated with different but overlapping areas of
concern, and specified by different classes of stakeholders in distinct and
co-evolving domain-specific languages;

– multimodel-driven QoS engineering—to ensure that evolving enterprise sys-
tems achieve the performance, dependability and cost-related requirements
specified across the interdependent models mentioned above.



Significant research is required to provide the theoretical foundation for the
MMSE vision and open-standards MMSE tools that realise this theory. Extend-
ing the applicability of MDSE to large-scale, evolving software systems whose
characteristics spread multiple domains is a hard open problem [4, 19], whose
solution involves addressing several major challenges:

1. Transformations of interdependent models. Identifying the dependencies among
multiple concern-specific models and devising model transformations that
comply with these dependencies is notoriously difficult and error prone [4].

2. Co-evolution of interdependent metamodels. Managing the co-evolution of
heterogeneous sets of interdependent metamodels and the synchronisation
of their associated models is a complex problem that is not addressed by
existing MDSE approaches [19].

3. Cross-analysis of interrelated QoS models. Analysing the relationships and
tradeoffs between interacting performance, dependability and cost attributes
specified across multiple models is a complex and non-scalable task that is
deemed a major challenge for QoS engineering [11].

The research agenda in the next section suggests research objectives that need
to be pursued by the software enginnering community in order to tackle these
challenges and to realise the vision of multimodel-driven software engineering.

5 MMSE research agenda

Research objective 1. To develop a theoretical foundation comprising for-
malisms, algorithms, model transformations and techniques for multimodel-driven
software development, and for the management and co-evolution of interdepen-
dent metamodel and model sets.

Addressing this objective requires the development of new techniques for
multi-modelling, including the following multimodel-aware code generators and
co-evolution approaches:

1. DSLs for modelling the architecture, business processes and governance rules
associated with enterprise information systems. These DSLs must be defined
using generic modelling concepts (generic in the sense that they can be used
throughout the enterprise domain, and derived from existing modelling lan-
guages or frameworks such as ArchiMate and TOGAF), wherein metamodels
are specified in terms of required arguments. This will allow substantial shar-
ing between DSLs.

2. Formalism based on OCL and OCL extensions such as the Epsilon Valida-
tion Language [8], for defining generic inter-dependencies between the DSLs
from (1). These formalisms must allow instantiation of the generic modelling
concepts from (1) and support the specification of strong (i.e., must-hold)
and weak (i.e., may-hold) consistency rules on models. These formalisms
need to be elaborated to allow such rules to be defined for QoS models.



3. A theory of generic code generation for transforming multi-models into
platform-specific enterprise information systems application code. The trans-
formations must be capable of instantiating generic parameters and of pro-
ducing monitors to be used to detect whenever QoS properties (not guaran-
teed to hold via construction) have been violated. The novelty here is that
the code generation must take into account QoS models as well as other
enterprise systems domain models.

4. A theory of co-evolution for generic multi-models, investigating patterns of
generic metamodel change (including changes to parameters), as well as
defining strategies for co-evolving generic models, metamodels and inter-
dependencies (from (1) and (2)) and code generators (from (3)).

Research objective 2. To devise a suite of scalable QoS engineering techniques
for: (i) co-analysing the relationships between QoS concerns specified through
multiple mathematical models; and (ii) identifying effective tradeoffs between
conflicting QoS concerns. The real challenge here is to be able to manage QoS
models in a structurally identical way to other MDSE models.

Achieving this objective will require the use of a combination of stochastic,
Markovian and queueing models to co-analyse QoS properties including: (i) de-
pendability (e.g., availability and reliability); (ii) performability (e.g., response
time and throughput); and (iii) resource usage (e.g., battery power, data storage
capacity, bandwidth and cost). New research results are needed to enable the
co-analysis of interdependent QoS attributes specified by heterogeneous mathe-
matical models, in order to identify and exploit effective tradeoffs between the
dependability, performability and resource usage requirements of complex soft-
ware systems. To accomplish this, the research must develop the following new
theoretical contributions for the co-analysis of interdependent QoS models:

1. Techniques for the automated co-extraction of stochastic, Markovian and
queueing QoS models from enhanced structural models specified using QoS-
related UML profiles [20, 17, 18]. These techniques could build on results from
[21, 22, 12, 15, 23], extending them with support for extracting new types of
QoS models, and with the ability to identify and encode the interdependen-
cies among multiple QoS models.

2. A high-level formalism for specifying (i) the QoS constraints that an infor-
mation system must comply with at all times; and (ii) the utility associated
with the achievable trade-offs between the dependability, performability and
resource usage of these systems.

3. Algorithms for translating the QoS constraints and utility levels that system
developers and operators provide in the high-level formalism from (2) into
verifiable low-level properties expressed in temporal logics augmented with
probabilities, event rates, costs and rewards.

4. Quantitative analysis techniques for the co-analysis of the formally expressed
sets of QoS properties from (3) against the mathematical QoS models from (1).
These techniques will need to take into account the dependencies among
multiple QoS models, in order to identify trade-offs between performabil-



ity, dependability and resource usage that satisfy the QoS constraints and
achieve a high utility.

Research objective 3. To develop an open-standards MMSE platform.
This multimodel-driven software engineering platform needs to include:

1. An integrated toolset supporting multimodel-driven software development,
QoS engineering and metamodel/model management. Some of this technol-
ogy already exists, but extensions to existing model management platforms
(such as ATL or Epsilon) need to be made to fully support QoS models,
particularly for code generation.

2. A methodology comprising methods for the effective engineering of evolving
enterprise systems.

The MMSE platform must integrate, implement and hide the complexity of the
formalisms, algorithms and techniques devised by the research described under
the research objectives 1 and 2, enabling developers of large-scale evolving soft-
ware systems to exploit these theoretical results effectively without the need for
expert training. Extending an established platform (e.g., the Eclipse platform)
for achieving this would speed up the adoption of MMSE considerably.

Research objective 4. To employ MMSE in the development of exemplar
evolving enterprise systems.

It is essential that emerging MMSE techniques and tools are evaluated in the
development of real-world evolving enterprise systems, as part of joint projects
between the research community and organisations whose business processes
are supported by such systems. The wide dissemination of the results of these
projects, ideally as open-sourced exemplars, is essential to the early adoption of
the much needed MMSE technology.

6 MMSE technology delivery in health and social case

We recently embarked on a new project to devise MMSE technology compo-
nents, and to use them for the development of a prototype evolving enterprise
system, in collaboration with a health and social care partner. This will allow
us to validate, refine and extend our preliminary version of several MMSE tech-
nology components, and to contribute significantly to the efforts to achieve the
objectives stated in the UK Health and Social Care Act 2012 [3]. As part of
this, our planned MMSE platform will be instantiated with specific types of
models relevant to a health and social care industry partner. In particular, we
envision building QoS models relevant to assessing the timeliness of treatment or
care, information governance models capturing the policies, rules and procedures
related to health and social care, etc. This approach is summarised in Fig. 1.

Our research will be carried out while being driven by scenarios and use cases
from the health and social care domain. A plausible use case that we have avail-
able involves using multimodel-driven software engineering to support reporting



Fig. 1. Conceptual model of instantiation of the MMSE approach

scenarios. Such scenarios involve collecting different types of raw pseudonymised
data (e.g., number of incidents of stroke in a particular region) as well as sta-
tistical data (e.g., percentage of residents of a certain age being supported by a
care provider in a region). Such data may need to be collated and presented in
a report for a particular stakeholder group - like a health trust (who may have
responsibility for reporting care outcomes to government), or even a government
minister.

The data and statistics either gathered or produced for these reports must
be audited and validated, produced within strict time bounds, for specific costs
(for example, some reports may be produced for a commercial organisation for
a fee). The type, quantity and complexity of the data that is being managed,
and the reports that are being generated, may change at any time – that is, new
IT systems may be brought in to the report-generating organisation (e.g., from
new health care providers) and integrated into the report generating process.

Such systems clearly require handling of multiple models and QoS concerns,
as well as the need to handle evolution of models. What is particularly challeng-
ing about this scenario is that the types of models evolve in different ways and
at different rates. Consider Fig. 1: the architecture of such an enterprise system
at one of our health and social care partners does not change frequently, but the
QoS requirements do (e.g., on a problem-by-problem basis: different customers
require their results at different rates), and the information governance rules
also change frequently (though not as frequently as QoS models) due to new
legislation and Department of Health rules. As such, the multimodel evolution
problem is extremely challenging in this context.

7 Conclusions

We have motivated the need for and the challenges of multimodel-driven software
development (MMSE), particularly focusing on evolving enterprise systems. We
have described a research agenda for developing the MMSE theory and tools
required to work with such systems, as well as a motivating scenario in the health



and social care domain. Currently, we are developing the MMSE infrastructure
for addressing the research objectives of this agenda in the health and social
care domain, and are identifying suitable enterprise systems scenarios with two
practicing health and social care partners.

References

1. Nigel Shadbolt, Kieron O’Hara, Tim Berners-Lee, Nicholas Gibbins, Hugh Glaser,
Wendy Hall, and M. C. Schraefel. Linked open government data: Lessons from
data.gov.uk. IEEE Intelligent Systems, 27(3):16–24, 2012.

2. UK Cabinet Office. G8 Open Data Charter and Technical Annex, G8 communiqué
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