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Abstract. This paper describes an approach to representing contextual informa-
tion through a domain independent solution. It, further more, shows how case-
based reasoning can be used to reason about user-situations.
The solutions described is implemented within a context-aware system support-
ing users in an mobile environment.

1 Introduction

The users of mobile computers today are bringing an ever increasing amount of compu-
tational power and storage along. Most mobile users today are also equipped to access
the Internet via a wide array of different carriers. With this movement of the computer
from the desktop to the ubiquitous paradigm described by Weiser [1], the computer
system should now adapt to the user’s situation, instead of the user adapting to the
computer.

Situation adaption, or services and products customisation/personalisation, consists
of two major components. Some type of contextual information is required, such as
information about the user, the user’s environment, etc. However this is not sufficient;
some mechanism to reason about this information is also required. When these two
components are present, a context-aware system will be able to deliver context-sensitive
services to the users.

Even though a lot of research has been conducted within context-aware systems,
the core term context is not yet a well defined concept. As a consequence of this the
interesting issue of knowledge use in context-aware systems is almost invisible. Most
of the research until now have been focused on the technical issues associated with
context, and the syntactic relationships between different contextual concepts.

This paper describes an approach to automatic situation assessment in a mobile
environment within the AmbieSense research project. Even though the AmbieSense
system includes both mobile and fixed parts, this paper focuses on the mobile part of
the system. The three major issues covered here are: the open-ended context model, the
multi-agent system, and the reasoning mechanism.



2 Related Work

The research field of context-awareness has seen a lot of research covering many diverse
topics. A lot of this research is relevant to the research presented here. However, given
the limited scope of this paper, we have decided to focus on two projects relevant to
our research: the Context Toolkit by Dey [2], and the Reflective Middleware Solution by
Capra et. al. [3].

The Context Toolkit [2] aims to add the use of context to existing non-context-aware
applications and to evolve existing context-aware applications.

The Context Toolkit introduce the context widget, which is responsible of acquiring
a certain type of context information, and make this information available to applica-
tions. Applications access the widget by using poll and subscribe methods. Context wid-
gets operate independently from applications that use them. Context widgets make the
distribution of context sensing devices in the architecture invisible to the context-aware
applications, mediating all communication between applications and components.

The context interpreter incorporates interpretation functionality to try to predict fu-
ture actions or intentions of users. The interpreter accepts one or more contexts and
produces a single piece of context. One example may be to get all contexts from all
widgets in a conference room, and determine that a meeting is occurring. This function-
ality requires the programmer to write the actual code that performs the interpretation
for this specific problem.

The Context Toolkit delivers a standardised way of implementing the syntactical
part of context-aware systems. However, the reasoning about contextual information
must be implemented for each domain and application. Thus, making it flexible only in
the design and implementation phase, and not in run-time.

Another approach to aggregate context has been developed by by Capra et. al. [3].
In this system a marriage of reflection and metadata is suggested as a means to create a
middleware that give applications dynamic access to information about their execution
context.

In this view, middleware is seen as a network middleware. Network middlewares sit
on top of a network operating system and provides application developers with higher
levels of abstractions, hiding complexities introduced e.g. by distribution (e.g. discon-
nections).

Network middlewares have been designed and work successfully on stationary com-
puters, but they appear not to be suitable for the mobile setting of the following reasons:
Firstly, the interaction primitives (e.g. distributed transactions) assume high-bandwidth
connection of components, as well as constant availability. This is not the case in mobile
systems, where unreachability and low bandwidth is the norm rather than an exception.
Secondly, completely hiding implementation detail from applications makes little sense.
Mobile systems need to detect and adapt to drastic change occurring in the environment,
such as battery power. If we have complete transparency, the middleware need to make
decisions on behalf of the application. Applications however, make more efficient and
better quality decisions based on application specific information.

Reflection and meta data are used to build the system that support context aware ap-
plications. Applications pass metadata to the middleware. This metadata constitutes a
policy as to how the applications want the middleware to behave as a result of a specific



context occurrence. As context and application needs changes continuously, one cannot
assume that meta data are static, therefore applications use reflection mechanisms of-
fered by the middleware to inspect their own meta data, and possibly alter it according
to changing needs. The meta data is standardised using XML Schemas.

3 AmbieSense

AmbieSense is a project in the Information Society Technologies (IST) Programme of
the European Union. The goal is to develop a set of software and hardware tools to
facilitate context aware computing. The AmbieSense framework can be used to build
ubiquitous information channels in the surroundings, capable of delivering the right
information to the right time to the mobile traveller.

3.1 System overview
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Fig. 1. Overall Architecture

The mobile system is one compound in an architecture that also contains “Con-
text Tags” (Bluetooth beacons) primarily used for communications and location, and
Net-Based Information Services (see Figure: 1). Since this work is concerned with con-
textual understanding on mobile devices, the overall architecture will only be touched
briefly. Interested parties are directed to the projects website (www.AmbieSense.com)
or a more thorough description of the architecture in Myrhaug and Göker [4].

One of the Context Tag’s primary assignments is to supply the location. It can also
distribute localised information, such as the menu of the particular restaurant, where it is
installed. The more advanced Context Tags can offer both local services or a connection
to services located on the net.

The Net-Based Information Services are divided into two major categories: i) The
AmbieSense connected services that offer personalised information services tailored to



the AmbieSense system. ii) The more general information services that are available on
the Internet.

The mobile system is divided into three major parts: the Context Middleware (Sec-
tion: 3.3), the multi-agent system (Section: 3.4), and the reasoning mechanism (Section
3.5).

3.2 Context

Given the domain independent nature of the context middleware, a broad and non-
excluding definition of context is needed. We extend the definition of context given by
Dey [7], applying the following definition to context:

Context is the set of suitable environmental states and settings concerning
a user, which are relevant for a situation sensitive application in the process of
adapting the services and information offered to a user.

We believe that this is a pragmatic definition of context that allows application de-
velopers to efficiently rule out information that is not context in their particular ap-
plication domain. At design time, developers can ask the question; is this information
relevant for adapting our services and information? If the answer is no, the information
is discarded as not being context, and excluded from the context model. This flexibility
leads to an open context model that only defines the taxonomic structure is in the design
phase (see Figure 2).

User Context

Personal Context Spatio−Temporal ContextSocial ContextTask Context Environmental Context

Physiological Context Mental Context

Fig. 2. User Context in the AmbieSense project

As part of the AmbieSense framework, the context is divided into five main cat-
egories (a more thorough discussion can be found in [8]): i) Environmental context:
This part captures the users surroundings, such as things, services, light, people, and in-
formation accessed by the user. ii) Personal context: This part describes the mental and
physical information about the user, such as mood, expertise, disabilities and weight. iii)
Social context: This describes the social aspects of the user, such as information about
friends, relatives and colleagues. iv) Task context, the task context describe what the
user is doing, it can describe the user’s goals, tasks, activities, etc. v) Spatio-temporal
context: This type of context is concerned with attributes like: time, location and move-
ment. The different aspects of the contexts are attribute-value tuples that are associated
with the appropriate contexts.

This work postulates that there exist a goal or task in any situation. It would be
futile to identify a situation unless there is some task connected to it - no matter how



mundane. This is most obvious when dealing with users, where a situation implies that
there is a problem that needs to be solved; such as the possible situation “hungry user”,
which implies the goal of not hungry user, leading to the task provide food, with a
subtask ‘locate food.

3.3 Context Middleware

The utility of context aware services has already been demonstrated by [5]. The problem
today is that many context aware applications custom build proprietary infrastructures
for their context management [6].

The main contribution of the context middleware is to provide a generic and user-
friendly context management infrastructure, by collecting and maintaining context. The
context middleware allow applications to utilise relevant context information, paying
little or no attention to the details of context management.

The context information available in the context middleware is provided from some
context sources. Examples of sources are mobile users (through a user interface), appli-
cations, software agents and sensors. Clients may be other context sensitive applications
or other software agents. The sources and clients interact with the context middleware,
using services relevant to their particular needs, without integrating with each other
directly.

The context middleware offers the following relevant features: Context represen-
tation and validation: The context middleware supports the creation of valid context
representations compliant to a given context template. Context storage and retrieval:
The users current context can be stored so it can be utilised in the future. In the con-
text middleware contexts are stored in a context space, as context history, a current
context, or a future context. Publish and subscribe context: context aware clients use
subscription mechanisms of the context middleware to indicate that they are interested
in notifications when context changes as a results of sources publishing context.

Context Templates As the name implies, the context template is a template for context
representations. The purpose of the context template is to provide a pattern that all
contexts that is added to a context space, as compliant to this template, must be valid
to.

As we have seen, a generic context service such as the context middleware must
make few assumptions about context needs across different domains to ensure usabil-
ity. But, given the uniqueness of various domains, application developers will need a
mechanism to constrain context relevant to their domain. The context template enables
developers to constrain context and define contextual information valid within their
particular domain. This is a common rationale for any other domain model. Using the
context template one can define context structure, and attributes and valid values. Us-
ing the validation mechanism of the context middleware, one can ensure that a given
context instance is valid towards the context template for a particular domain.

Context instance A would be allowed into the context space, while context instance
B would be discarded as not being a valid context within this particular domain.
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Fig. 3. Example context template and context instances (valid (A) and invalid (B))

Context Space The context middleware implements a context space [9]. The context
space abstraction is essential to capture the difference between transient and persistent
context [6].

Transient context reflects the environment at a single point in time, whereas persis-
tent context represents a recurrent pattern of transient context. The fact that Hans Inge
eats a Danish pastry at 10:30 AM in the morning is transient context, and the fact that
he eats a Danish every morning at 10:30 is persistent context. An application (or agent)
may deduce persistent context from retrieving context from history, and the persistent
context it predicts, it can store this in the context future (context cache). The current
context is the set of contexts and attributes currently relevant. When not relevant any
longer, it can be stored into context history.

3.4 Agents

As a part on the AmbieSense system, the mobile device holds the agency that identifies
user situations and solves the problems associated with the current situation.

Agents have been chosen for various reasons. One of the most important is the mod-
ularity that an agency supports. This flexibility is a great benefit when new application
agents are implemented into the system.

The agency consists of three kinds of agents:

– The framework agents supplied by the agent platform Jade [10]
– The core agents handling the situation detection, and goal decomposition, which in

turn are connected to the context middleware.
– The application agents, each handling one specific application, such as map con-

struction or news gathering.

The context agent communicates with the context middleware, that maintains the
space of contextual data. This agent receives new current contexts from the context
middleware, translates them to Jade ACL messages, and sends them to the relevant re-
ceivers. The case-based reasoning agent utilises the Creek [11] CBR system to identify
the current situation. Based on this identification, the agent notifies the facilitator about
this particular situation. This notification is the set consisting of the situation with the
corresponding contextual information, and the goal associated with it. Once the facili-
tator has reached it’s goal, the solution will be returned to the context agent.

The facilitator uses the Unified Problem-solving Method description Language (UP-
ML) [12] to maintain an overview of the application agents’ services and for handling



the task decomposition. It will receive the situation and task description from the con-
text agent, decompose the task into the different sub-tasks required, and recruit the
correct application agents for solving the tasks.

Application agents are responsible for solving their own particular tasks. At present
four different application agents exists:

– Map agent, who can access the map server and supply map suited to the particular
context information.

– News agent, who can gather relevant news.
– Information agent, who can gather information that is generally available on the

net.
– Airport agent, who can solve airport-related problems.

When new application agents are to be introduced into the system, the programmer
needs only to know the context ontology, and how to specify the capabilities of this
agent in UPML, and the agent is basically ready to be a part of the system.

3.5 Reasoning

In most of the research in context-aware systems, the problem of filtering the vast
amount of contextual information that is available, in such a way that the identifica-
tion of important constellations of the contextual information is feasible, has not been
thoroughly addressed. Case Based Reasoning is a promising method for this.

Case Based Reasoning [13] is concerned with adapting to new situations by remem-
bering similar earlier experienced situations (cases). CBR has historically been used in
large monolithic systems. This work applies CBR as a lightweight reasoning mecha-
nism that is capable of running on a small mobile device.

The reasoning mechanism is split into two different parts. The on-line part that
resides on the user’s mobile device, and the off-line reasoning that resides on the user’s
backbone system.

On-line reasoning Different types of contextual information can arrive in a very dif-
fuse fashion, e.g. time is continually flowing into the system, whereas location might be
pseudo static. Since CBR works on discreet cases, the continuous values flowing into
the system must be made discreet. The context agent receives a Current Context from
the Context Middleware, translates it to fit the ontology used in Jade, and sends it to the
CBR agent.

Once a new context arrives, the CBR cycle is activated (see Figure 4). The system
will try to retrieve a known context or case, and classify the current situation based on
the retrieved one. When the situation has been classified, the associated goal is pre-
sented to the task decomposition agent. After the agency has handled the problem the
case will be stored in the case base in a triplet consisting of: i) the contextual informa-
tion describing the situation, ii) the problem associated with the situation, and iii) the
solution constructed by the application agents.

Since the user is expected to experience at least a few different situations a day, the
storage of the cases will quickly fill up the mobile device. This potential vast amount
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of cases will also severely hamper the searching process for the CBR mechanism. To
remedy this, some of the reasoning process is moved into the user’s backbone servers.

Off-line reasoning There are potentially two main problems with the use of Case-
Based Reasoning for identifying situations: the storage problem, and the problem of
indexing and searching.

First and foremost is the problem of storing the, potentially vast, amount of cases
constructed during run time. To solve this, the user will have personal persistence stor-
age available on the user’s home network. This storage will be used for storing the
cases, and will be synchronised when the user has an up-link. This large amount of data
does not only affect the amount of storage space needed, it will also severely affect the
indexing and matching algorithm used.

To remedy this a generalisation process will occur on the home net. Similar cases
will be grouped into prototypical cases, e.g. everything that the 600 business meet-
ings has in common will constitute the prototypical business meeting situation. These
prototypical cases will be part of the on-line case base, and be used in the every day
reasoning process. Generalisation of cases is a well known research area within CBR,
for an overview see for an example [15]. This case base is structured by prototypes,
which are generated on the basis of the amount of similar parameters in the point-cases.

4 A Hungry User in an Airport – An Example

In this scenario we will show how the system can detect that a user is hungry in OSL
Airport Gardermoen and assist him in finding food to his liking.



The user enters the restaurant area of OSL Gardermoen, where a context tag is
mounted. From the current user context (see Figure 5) on the client, we know that the
user prefers Italian food. The time attribute in spatio-temporal context shows that the
time is a quarter past one. Other parts of the personal context shows that it has been
more than five hours since he last used his credit card. As the user enters the context
tag’s Bluetooth zone, the context information on the tag is transferred to the client.
This information is merged with the current user context, and represents a new context.
New information in the current user context is now that the location in Spatio-temporal
context is Eating area.

The context agent receives a new current context from the context middleware. The
context agent translates the context instance to a Jade ontology instance, which is sent
to all interested parties, including the CBR agent. The CBR system can now take this
situation case and try to find a matching case in it’s case base. A hungry user case is
matched against existing cases, based on the information presented above. The match-
ing case is a case that identifies a task get-food (see Figure: 6), and can leave it to the
facilitator to accomplish it.

The facilitator knows what agents are available on the mobile system, and what
services they offer. The facilitator can furthermore look up the services that are available
in the new current context, under Service Providers in the Environment Context. This
information is then used to decompose the task of get-food into find-restaurants
and match-restaurants-to-preferences.

Once the solution has been returned to the Context Agent, it can remind the user that
it’s time for lunch, by telling him that: “there is a nice Italian restaurant three minutes
away. The restaurants web-page claims that the service is acceptable, and that you can
get a meal for only 11

�
”.

Case 0 (Current Context)
TASK: Identify User Need
TASK STATE: In Process
SOCIAL CONTEXT: Departing
PERSONAL CONTEXT:

PREFERENCE:
Italian Food
Guardian Newspaper

FINANCIAL:
Last-CC:
08:04:00
[Joe’s Breakfast Club]

SPACIO-TEMPORAL:
Current Location :
OSL - Eating Area

Current Time: 13:15:00
ENVIRONMENTAL:

Entity: OSL-CT-TAG-12
Services:
find-restaurants@OSL-CT-TAG-12

Fig. 5 Current Context

Case 1 (Hungry User Situation)
TASK: Get Food
TASK STATE: Accomplished
GOAL: Not Hungry
SOCIAL CONTEXT: Departing, Hungry
PERSONAL CONTEXT:
PREFERENCE:

Italian Food
Le Figaro Newspaper

FINANCIAL:
Last-CC:
diff(Current Time. Last-CC) >= 5 h)

SPACIO-TEMPORAL:
Current Location : Eating Area
Current Time: range[11:00 - 14:00]

ENVIRONMENTAL:

Fig. 6 Hungry User Case

5 Conclusion and further work

The work presented here describes an approach to handle two important issues in
context-aware applications; namely the possibility of specifying behaviour based on



context in the implementation phase, and the problem of aggregating contextual data
from many and diverse sources.

The context middleware allows for specification of context templates at implemen-
tation time, where the programmer can define behaviour for a particular situation. Fur-
ther more, the context middleware handles the aggregation of contextual information
from many sources and presents it in a standardised manner to the reasoning part of the
system.

As stated earlier it is not sufficient to gather and aggregate contextual data, some
kind of reasoning about this data is required. This work proposes the use of case-based
reasoning as a method for context-sensitive applications. As this is ongoing research,
experimental results are still to come. However, work by Zimmermann [14] suggests
that CBR is a promising method for identifying the correct combination of contextual
information that leads to a good situation understanding.

An indoor user test at Oslo Airport was carried out in the beginning of May this year.
The test aimed at showing how the aggregation and merging of contextual information
was perceived by users in a real environment. The analysis of the test data was at the
time of writing not yet finished.
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