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Abstract. Complex software systems play an increasingly important role in 
business and everyday life. Software engineering education needs to cover a 
wide range of technical and non-technical competencies and skills, while tech-
nologies and best practices in this area are evolving rapidly, enabling new ap-
plications for the industry. Therefore a crucial task in teaching software engi-
neering is the incremental improvement and enhancement of courses. To make 
the complexity and evolution of software engineering education more transpar-
ent and traceable than through an unstructured documentation, we are searching 
for a way to model teaching goals. One promising candidate for modeling 
teaching goals is i*. We applied i* in a realistic setting and present a significant 
portion of the resulting model. We share some empirical experiences on using 
i* in this setting, highlight possible barriers and limitations, and outline poten-
tial next steps. 
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1 Introduction 

The influence of software in business and everyday life has become more and more 
important during the last years. Due to the rapid evolution of this domain and chang-
ing needs from industry, it is important to continuously evaluate and improve soft-
ware engineering related courses. Since the boundaries between technical and soft-
ware engineers become increasingly blurred, this issue is not only relevant for infor-
matics students, but also in related disciplines such as electrical engineering or tech-
nical physics. Thus, the research project EVELIN (Experimental improVEment of 
Learning software engINeering) is devoted to incrementally improve the quality of 
software engineering education in various university programs. 

To make the evolution of a course more transparent, comparable, and traceable, it 
is necessary to create and maintain a course profile including competencies, teaching 
goals, as well as tasks and resources to reach these goals from the perspective of an 
instructor. 

Due to the high complexity of these profiles, a visual notation seems to be a better 
choice than an informal textual documentation which usually lacks adequate structure 
since interdependencies between relevant issues remains hidden somewhere in the 
text. Furthermore, graphical notations usually allow focusing on particular elements 
in the model while temporarily hiding others. Nevertheless, textual representations 



also have their merits to complement graphical notation – graphical notations are 
valuable for the big picture, while textual notations describe details precisely. Since 
competencies and teaching goals can be viewed as goals, goal modeling notations 
from Requirements Engineering are obvious candidates for a suitable visual notation. 
This contribution aims at getting some insights on how far one can get when course 
profiles are modelled using an existing notation such as i*. 

2 Theoretical Background 

The i* notation [1] is a popular approach for visually describing goals. This notation 
allows describing the relationships between goals, actors (in various roles), resources, 
and tasks. i* is an agent-oriented approach for goal modeling [2]. Therefore it pays 
special attention to how goals may be defined and satisfied by various actors. It also 
offers possibilities to describe the relationships between various actors. Actors can be 
split up into agents (concrete persons) and roles. In our context, we focus primarily on 
students and lecturers as actors. 

Competencies may be seen as (abstract or soft) goals of education and qualification 
[3]. They cannot be taught directly, but have to be acquired individually by each stu-
dent. Lecturers can only provide knowledge and define tasks for students to exercise 
given competencies. A competency may be defined as a combination of skills, atti-
tudes, and knowledge that enable a group or person to fulfill a role in an organization 
or society [4]. Referring to [5], we use competencies as a basis for deducing teaching 
goals. In our nomenclature, we distinguish between teaching goals (goals defined by 
the lecturer) and learning goals (goals set individually by each student), even though 
it is common to treat both terms as synonyms. 

Various taxonomies defined for categorizing competencies and teaching goals have 
been proposed over time. One of the most popular taxonomies is Bloom’s Taxonomy 
of Educational Objectives [6]. In spite of its shortcomings and various revisions and 
enhancements, Bloom’s taxonomy is still fairly wide-spread. One well known revi-
sion of Bloom’s taxonomy is the multi-dimensional taxonomy by Anderson and 
Krathwohl [7]. A domain specific taxonomy for software engineering education goals 
is introduced in [8], categorizing goals at six levels, namely “remember”, “under-
stand”, “explain”, “use”, “apply” and “develop”. 

Course profiles are typically interrelated since basic courses establish the founda-
tion for more advanced ones. Therefore it is common that lower-grade course profiles 
contain teaching goals on the understand-level, such as “be able to understand the 
concept of use cases”. In contrast, teaching goals of higher grade course tend to be 
situated on the apply-level like “be able to apply the use case concept for given sce-
nario”.  

3 Related Work 

Monsalve and Leite [9] describe the potential of using i* as an enabler for pedagogy 
transparency in the context of game-based learning for software engineering educa-



tion. Their prime concern is to raise students’ awareness of the teaching process and 
make learning more effective by telling students how they are being taught. 

The description of course profiles and their evolution may also be an important 
source of domain knowledge for our ongoing work. In [10] we describe current work 
on CORE (Competency Repository), an intelligent knowledge base for software engi-
neering education. In the future, this tool should assist lecturers and educational scien-
tist in organizing and planning software engineering courses. 

4 Modeling a Software Engineering Course 

Software engineering education at Coburg University basically consists of three 
courses which build upon each other. In particular, a mandatory software engineering 
course (SE) establishes the basics, an elective course elaborates software modeling 
and software architectures (SMA) in more detail, and an elective capstone project 
synthesizes the acquired knowledge and competencies. 

The SMA course contains a “Software Modeling” and an “Architecture and Test-
ing” part. In this article we restrict ourselves to the software modeling section to limit 
complexity. Furthermore, the model expresses the perspective of instructors exclu-
sively since they are in charge of improving their courses. 

The software modeling section of SMA mainly focuses on advanced requirements 
engineering and has recently been reviewed and enhanced [11]. The most important 
contents are use cases and the treatment of functional and non-functional require-
ments, including categorization and prioritization. Students also learn to estimate the 
complexity and costs of a software project based on the requirements by using Func-
tion Points [12] and COCOMO II [13] and need to collaboratively write a require-
ments document for a fictional scenario. This article concentrates on these topics (see 
figure 1), even though SMA also covers business process modeling with Event Driven 
Process Chains (EPC), Petri Nets and Business Process Model and Notation (BPMN). 

How can relevant aspects of this course be mapped appropriately to i*? Competen-
cies and teaching goals (on a higher level) may be fuzzy and intangible. Therefore we 
express them as soft goals. Abstract high level teaching goals as defined in [11] main-
ly represent competencies to be fostered and are represented as soft goals with a bold 
border (see figure 1). Competencies and teaching goals are connected with each other 
forming a course profile. Positive influences can be stated by using the contribution 
links “help” and “some+”. Yet, we currently have no indication whether negative 
influences exist in this context or not. Exercises operationalize at least one teaching 
goal and can be expressed by the task element in i*. Related artifacts or used software 
and hardware can be expressed by the resource element. 

For brevity, the following SR diagram is only a small excerpt of the entire model, 
omitting several teaching goals, e.g. those about process modeling. In some cases, we 
model teaching goals or their representation as soft goals, occurring as leaf nodes, 
putting their decomposition into tasks in the background – at least for the time being, 
even though this is not recommended. For brevity, we also omit dependums in de-
pendency links and only mention them inside the boundaries of actors. 



 
Fig. 1. Simplified SR model of teaching goals of SMA from a lecturer’s perspective 



5 Experiences 

Even though we chose a relative small and clearly confined course, the resulting SR 
diagram is quite complex. Yet, we reached our goal to describe teaching goals and 
their relationships more clearly and intuitively than by a non-structured text only. The 
modeling process itself was also helpful to reflect the design of a course, e.g. the de-
tection of isolated topics. 

An issue that impacts diagram complexity is the question of whether a taxonomy 
with implicit relationships is used or not. For instance, the ability to apply a specific 
method presupposes an understanding of the respective method – thus, there is an 
implicit relationship between the two competencies (or teaching goals). Using a tax-
onomy with implicit relationships for goals that build on each other may significantly 
reduce the volume of a course profile and increase readability. 

Our initial hypothesis was that all teaching goals defined by the lecturer give rise to 
corresponding expected learning objectives of an average student. Therefore, they can 
be positioned inside the boundaries of the actor “student”. Yet, we found that teaching 
goals that are strongly dependent on teaching methods are mainly in the responsibility 
of the lecturer and therefore well placed inside his boundaries. 

Since there is usually no standard way to achieve an educational goal, we can only 
describe aspects that help to achieve (or maybe inhabit) it, but it is hard to break the 
process down to hard goals and means-end links. In our context, this may be only 
possible on the task-decomposition level – in some cases. 

Additional aspects that we would like to include in our model are the lecturers’ 
considerations, hypotheses, or rationales which give rise to a teaching goal. This 
might be a use case for the belief element of i*, but this is still an open question. 

Due to the expected high complexity of those diagrams, we recommend a multi-
layered view or at least a mechanism to hide or highlight relevant aspects. 

6 Summary and Future Work 

To make the complexity and evolution of software engineering courses more trans-
parent and traceable than an unstructured textual documentation, we are searching for 
a way to model teaching goals. As teaching goals exhibit significant similarities to 
requirements, we analyzed the suitability of i* for this purpose. 

In a first step, we intentionally applied our theoretical concept to a course on ad-
vanced software engineering topics. Even though we have chosen a relatively com-
pact software engineering course, we were confronted with a couple of limitations, 
leading to some open questions. 

However, our overall experiences were positive and we see a high potential for us-
ing i* in this context – at least in a tailored version. In addition to i*, we will also 
analyze other goal-oriented approaches like KAOS [14] with respect to their suitabil-
ity to model competencies and teaching goals. 



In the near future, we plan to extend our software engineering education model by 
creating a course profile for the three mentioned software engineering courses at Co-
burg University, which build on each other. 
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