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Abstract. This paper concerns the advertisement and the discovery of the capabilities or the know-how of an “object” (like a business partner, an employee, a software component, a Web site, etc.). One of the originality of our proposal is in the nature of the answers the intended system can return: they are not Yes/No answers but when no single object meets the search criteria, we attempt to find out what a set of “complementary” objects that do satisfy the whole search criteria, every object in the resulting set satisfying part of the criteria. Description Logics (DL) is used as a knowledge representation formalism and the determination of the “complementary objects” is founded on the DL complement concept.

1 Motivation and Architecture

Component-based programming, electronic business (e-business) and even enterprise knowledge management [15] are among the application domains in which there is a need for the discovery of services or capabilities an “entity” offers. The only syntactic description of an entity’s capability (like the signature of software component’s services, for example) is far from being satisfactory when trying to match service offers and a request: additional semantic description is required. Moreover, the elicitation of possible relationships among services may contribute to find out “the best” service or the “the best complementary” services that satisfy a search query. As a matter of comparison, in [13], “entities” are design fragments that are described thanks to keywords, the relationships between the fragments are constituted by metrics that measure the similarity between fragments. In [3], entities are object-oriented software components and description logics is used, notably, to describe their intended semantics together with possible constraints involving objects methods. In [4], “entities” are software objects and the capabilities of a software object are specified giving a syntactic part (signature of the object’s methods) and a semantic part expressed as logical expressions (method’s pre-condition and a post-condition). The syntactic conformance of a method to a query uses sub-typing relationship identification [6, 5] and the semantic conformance uses theorem proving techniques. In [16], a DAML-S based ontology and a DL reasoner are used to support Web services advertisement and discovery.

The purpose of this work requires formalizing and structuring the knowledge that concern the “entities” in a given application domain. We opted for Description Logics (DL) [11, 15] as a knowledge representation formalism. DL has
been used in various domains. In the database one [2], DL was used not only for querying but also for database schema design and integration [8], for reasoning about queries (query containment, query refinement, query optimisation, ...) [1]. From our concern, description logics is used for query purposes with the special objective to produce more than “Yes or No” results.

From the system architecture point of view, we opted for a trader (also called mediator) based architecture very similar to the notion of discovery agency in the Web services architecture [20] and conform to RM-ODP (Reference Model for Open Distributed Processing): an “entity”, called exporter, publishes (tells) its capabilities at one or more mediators sites (see figure 1). Entities, called importers, send requests (queries) to the mediator asking for exporters fitted with a given set of capabilities.

Fig. 1. The Mediator-based Architecture

The mediator explores its knowledge base to try to satisfy the query. The search process is founded on the exported capabilities and on relationships between them, these relationships being transparently established by the mediator. When some exporters known from the mediator satisfy the query, the references of those exporters are sent back to the importer in $L_{answer}$. Nevertheless, satisfying the query falls into different cases [7] as graphically summarized on figure 2 (the figured cases correspond to those respectively called Exact, Subsume, PlugIn, Intersection and Disjoint in [16]).

One should notice that cases 4 and 5 would conduct to a failure of the query when only one mediator is implied. But, if we assume a grouping of mediators (into a federation of mediators), these cases are typical cases where cooperation among the mediators is required. In the case 5, the whole query is transmitted for evaluation to other mediators whereas in the case 4, we need to determine “what is missing” to the individuals to satisfy $Q$, that means to determine what part of the query is not satisfied by the found individuals. This part as well as the original query are transmitted then to a mediator of the federation. Conceptually, we can see the query as being addressed to “the union” of by the federated mediators’ knowledge bases. Concretely, this union is explored from “near to near” within the federation, that means from a mediator to an other one. The

\footnote{See also [11] for the proceedings of the various “Knowledge Representation meets Database” (KRDB) Workshops.}
The ultimate goal of this work is the design and the development of a set of services to export, import and mediate, as well as the study and the development of alternative strategies and mechanisms for mediators cooperation. The coming sections detail the adopted approach.

## 2 Complement and composite answer

The query language is defined by $\mathcal{L}_{\text{Query}} = \{\text{DLs formulae}\}$, and $\mathcal{L}_{\text{Answer}}$ is defined by two components the $\mathcal{L}_{\text{Satisfaction}}$ and $\mathcal{L}_{\text{Complement}}$. $\mathcal{L}_{\text{Satisfaction}}$ describes a satisfaction, that is a single entity or a set of entities satisfying a query $Q$. If $Q$ is completely satisfied, its complement (noted $\mathcal{L}_{\text{Complement}}(Q)$) will be empty. In the contrary, the system will try to determine a complement for this answer. We define a function $\text{Comp}(\cdot, \cdot)$ that calculates the complement of an answer to a query: $\mathcal{L}_{\text{Complement}}(Q) = \text{Comp}(\mathcal{L}_{\text{Satisfaction}}(Q), Q)$. Intuitively this complement designates “the missing part” to an entity in order for that entity to satisfy the query.

The determination of the unsatisfied part of a query is founded on the concept of complement [19] in DLs and the test of the subsumption relationship between the concepts of the query and those in the mediator’s base. The algorithm that we propose to test if this relation exists or not, presents the originality, in the case where the relation is not true, to identify the concepts of the query that are the reason of the non existence of the relation: these concepts describe “the part that is missing” to the individuals who partly satisfy the query, i.e. $\text{Comp}(A, B) = C$ is the minimal additional knowledge $C$ that is missing to an instance of $B$ to be an instance of $A$.

The determination of the complement is based on the subsumption relationship using a Normalize-Compare process. The aim of the normalization is

<table>
<thead>
<tr>
<th>Yes</th>
<th>$\mathcal{L}_{\text{Satisfaction}}(Q)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 1</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Different</th>
<th>$\mathcal{L}_{\text{Satisfaction}}(Q)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 2</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>No</th>
<th>$\mathcal{L}_{\text{Satisfaction}}(Q)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 3</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Unknown</th>
<th>$\mathcal{L}_{\text{Satisfaction}}(Q)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 4</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Different</th>
<th>$\mathcal{L}_{\text{Satisfaction}}(Q)$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Case 5</td>
<td></td>
</tr>
</tbody>
</table>

Fig. 2. Matching and mis-matching cases

---

2 Hereafter, the presentation is deliberately informal. For introductions to DL, refer to [11, 15, 17] and for a more formal presentation of this work refer to [7] and [16].
to put defined concepts to be compared, let say \(A\) and \(B\), under a conjunctive form: \(A = (A_1, A_2, A_3, \ldots, A_n)\) and \(B = (B_1, B_2, B_3, \ldots, B_m)\). Once normalized, two concepts can be easily compared to check wether the subsumption relationship holds between pairs of them or not: giving \(A = (A_1, A_2, A_3, \ldots, A_n)\) and \(B = (B_1, B_2, B_3, \ldots, B_m)\), the test “does the concept \(A\) subsume the concept \(B\)?” returns “true”, if and only if \(\forall i \ (i \in 1, \ldots, n) \ \exists j \ (j \in 1, \ldots, m)\) such that \(B_j \subseteq A_i\). The implementation of this process uses an array of Boolean (called “Table Of Test” further) to record the results of the subsumption relationship evaluation. In the figure 3, \(C_1, C_2, C_3, \ldots, C_n\) denote the query concept under its normal form and \(D_1, D_2, D_3, \ldots, D_n\) denotes the concepts “known from” the mediators, i.e. every \(D_j\) has to be viewed under its normal form \(D_j^1, D_j^2, \ldots, D_j^n\). Then \(TableOfTest[D_j, C_i]\) is “true” (i.e. the concept \(D_j\) does not fully satisfy the concept \(C_i\)), therefore we need to determine a possible complement of \(D_j\) relatively to \(C_i\). Using the TableOfTest it is easy to get the complement of the concept \(D_j\) relatively to the concept \(C_i\): \(Comp(C_i, D_j) = and_{k=1}^{n} C_k[TableOfTest[D_j, C_k] = false^3\). That means that the complement is given by the conjunction of all the atomic concepts for which the corresponding values in the “Table Of Test” are “false”.

<table>
<thead>
<tr>
<th></th>
<th>(C_1)</th>
<th>(C_2)</th>
<th>(\ldots)</th>
<th>(C_n)</th>
</tr>
</thead>
<tbody>
<tr>
<td>(D_1)</td>
<td>False</td>
<td>False</td>
<td>\ldots</td>
<td>True</td>
</tr>
<tr>
<td>(D_2)</td>
<td>False</td>
<td>True</td>
<td>\ldots</td>
<td>True</td>
</tr>
<tr>
<td>(\ldots)</td>
<td>(\ldots)</td>
<td>(\ldots)</td>
<td>(\ldots)</td>
<td>(\ldots)</td>
</tr>
<tr>
<td>(D_m)</td>
<td>False</td>
<td>False</td>
<td>\ldots</td>
<td>False</td>
</tr>
<tr>
<td>OfRo</td>
<td>True</td>
<td>True</td>
<td>\ldots</td>
<td>True</td>
</tr>
<tr>
<td>AndDoS</td>
<td>False</td>
<td>True</td>
<td>\ldots</td>
<td>False</td>
</tr>
</tbody>
</table>

Fig. 3. The “Table Of Test”

The composition of the truth values determines the cases of satisfaction. Consider a table \(OroD[1..n]\) as \(OroD[i] = \bigvee_{j=1}^{n} T[D_j, C_i]\). \(OroD[i]\) = true means that the concept \(C_i\) is satisfied by at least a \(D_k\). If the conjunction of the values of \(OroD\), noted \(ANDoS\), is true (i.e. \(\bigwedge_{i=1}^{n} OroD[i] = True\)), it means that all the \(C_i\)s are satisfied and therefore the query. When \(ANDoS\) is false, the logical disjunction of the values of \(OroD\), noted \(OroS\), enables to determine a possible partial satisfaction: if \(OroS = \bigvee_{i=1}^{n} OroD[i] = true\), it means that there exist some \(C_k\) that are satisfied. If both \(OroS\) and \(ANDoS\) are false then no atomic concept \(D_j^k\) (\(j \in 1..n\)) satisfies a \(C_i\). The figure 4 summarizes this discussion (in this figure, \(X\), \(\top\), and \(\bot\) respectively denote a concept, the TOP concept and the BOTTOM concept; \(MSSC\) and \(MGSC\) respectively denote the Most Specific Subsuming Concept and the Most General Subsumed Concept;

---

3 In the following, we will use \(T[i, j]\) instead of \(TableOfTest[i, j]\)
finally the numbers in the CASE column refers to the satisfaction cases listed in the figure 2).

<table>
<thead>
<tr>
<th>MSSC</th>
<th>MISC</th>
<th>ORoS</th>
<th>ANDoS</th>
<th>CASE</th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
<td>X</td>
<td>True</td>
<td>True</td>
<td>1</td>
</tr>
<tr>
<td>X</td>
<td>⊥</td>
<td>True</td>
<td>True</td>
<td>2</td>
</tr>
<tr>
<td>T</td>
<td>⊥</td>
<td>True</td>
<td>True</td>
<td>3</td>
</tr>
<tr>
<td>T</td>
<td>⊥</td>
<td>True</td>
<td>False</td>
<td>4</td>
</tr>
<tr>
<td>T</td>
<td>⊥</td>
<td>False</td>
<td>False</td>
<td>5</td>
</tr>
</tbody>
</table>

**Fig. 4.** The analysis of the satisfaction cases

An experimental platform has been developed in Java where services, like testing the subsumption relationship, determining the complement of a concept and computing a composite answer, have been implemented. These services are accessed through a Web Server in a “classical” Web client/server architecture. The services accept DL concepts written in DAML+OIL [14], an ontology language in XML. The DL concepts are encoded in XML and transmitted to the Web Server who in turn transmits them to the appropriate mediator service. Then a normalization class transforms them into Java objects and an experimental knowledge base, described in XML, is loaded and normalized into a TBox object when the service is started. All the algorithms of the mediator’s services are implemented in the TBox class. The services’ outputs are also encoded in XML. XML is also used to exchange information and concepts between the mediators when mediators’ cooperation is needed. In the current status of the implementation, a mediator “discovers” an other mediator using a static mediator address list. More complex and dynamic discovery techniques will be supported in the coming versions. Moreover, we deliberately ignored the search of the actual individuals (ABox) that satisfy a query, i.e. in the current implementation, only TBoxes are considered.

### 3 Conclusion

In this paper, we presented a method and an algorithm for testing the subsumption relationship, determining the complement concept and finding composite answers. One of the originality of this work is in the type of query answering we provide and also in the way we used and implemented the complement concept. Further work is considering the complexity of the algorithm, and heterogeneous mediators cooperation, i.e. mediators where knowledge bases are described in different languages (in the spirit of the work described in [12] and [9]).
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