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1 Introduction

During the design of a new technology (and, subsequently, software) many design
choices need to be made at a high level of detail. These detailed design decisions shape
the nature of the resulting software. The reasoning underlying each decision is ulti-
mately based on abstract social and organisational values like, e.g., integrity, trust, se-
curity or fairness. These values are, however, typically only implicitly involved in the
design process. As a result, the software might exhibit different characteristics than
were foreseen because it is not in compliance with these abstract values. To ensure
compliance, values should be systematically incorporated in the design. We propose a
Value Sensitive Design approach to incorporating social responsibility in software.

The problem in current software development approaches is that values are only
implicitly involved in the development process. The link between the values and the
application is, at best, implicit in the decisions made and the choices taken. In the re-
quirements elicitation process [3], the values are translated to concrete requirements.
These requirements are then used throughout the development process, and the related
value is lost. However, due to their abstract nature, values can be translated to design
requirements in more than one way. If the values and their translation to requirements
are left implicit in the development process, one loses the flexibility of using alternative
translations of those values.

In this paper, we propose a first framework for describing the links between values,
requirements and software design. Making these links explicit allows for improvements
in the traceability of (the effects of) the values throughout the development process.
This traceability greatly increases the maintainability of the application. That is, if a
value is to be implemented differently, the explicit links between the values and the
application make it much easier to determine which parts of the application should be
updated. We illustrate the use of the framework with an use-case example.

2 Value Sensitive Design

The recognition that values have an impact on the development of technology comes
from the field of philosophy (ethics, in particular). Especially the topic of Value Sen-
sitive Design (VSD) has seen much development recently. While VSD is applicable to
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many engineering disciplines [4], in the area of ICT it has mainly been applied to the
analysis of the reasons for resisting the introduction of ICT solutions in organisations
or society [5]. Such resistance can be the result of not taking into account potential
conflicts that the solution might have with human values (e.g., security vs. privacy).
To avoid such failures, investigations have been done on the relationship between spe-
cific values and technology (e.g., see [2]). Unfortunately, VSD has so far remained at
a philosophical level: focussing on analyses and lacking formalisation of the relations
between the values and the technology.

In [1] we propose the Value Sensitive Software Development (VSSD) framework
(see figure 1) to integrate the principles of Value Sensitive Design with Service Ori-
ented Architectures (SOA) into the design of software systems. The framework aims to
bridge the gap between abstract values and concrete systems. VSSD consists of three
views described at three different abstraction levels. First, the Value View describes the
organisational values, norms, rules and procedures. This view largely overlaps with the
values hierarchy concepts of [4]. Secondly, the Domain View models the context of the
system based on domain specific elements, for example, existing system blueprints. Fi-
nally, the Modelling View defines the system’s architecture based on the values and the
domain characteristics. This view builds heavily on existing theory from SOA-based
computing (see, e.g., [6]).
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Fig. 1. Value Sensitive Software Development Framework.

VSSD considers the software as an organisation of services to integrate the values
into the SOA design. It considers three levels of abstraction. First, the Abstract Level
describes the organisation at a high level of abstraction, where most of the contextual,
domain-specific, information is left out. This level includes, for example, generic prop-
erties of organisations and an ontology to provide the meaning of the most primary
concepts. Next, the Concrete Level takes into account the context of the organisation,



and describes the norms and rules. Lastly, the Implementation Level corresponds to the
implementation process and contains the most detailed information.

3 Case Study

As illustration, we present an example of designing a web page for the Delft University
of Technology to offer massive open online courses (MOOCs). From the requirements
elicitation we got the (functional) requirement that we request users the permission to
store information in a cookie. The cookie is required to provide a more user-friendly
browsing experience; for example, the site could remember which courses you already
followed. Let us assume that there is another requirement to provide support for im-
paired people; we could, for instance, include a text-to-speech functionality to read out
loud parts of the website to people with visual impairments.

There are two hidden values at stake here: privacy and equality. The former, because
the data we store in the cookies is of a personal nature, and consent has to be given be-
fore storing such data. The latter, because the inclusion of a text-to-speech functionality
to assist impaired users is based on the idea that everyone should be able to use the
website. Storing personal data while ensuring privacy also requires the upholding of
another value: security. The relations between the software, the requirements and the
underlying values is represented in figure 2 below.
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Fig. 2. VSSD applied to MOOC-page design.

The values, on the left-hand side of figure 2 represent the motivations and underly-
ing values of the application. The requirements, and domain restrictions, are represented
on the right-hand side of figure 2; they represent the manner in which the domain re-
stricts the application design, which existing infrastructures (services) are available, and



in what way the objectives should be achieved. The middle part of figure 2 represents
the implementation choices that end up in the runtime of the application. These are the
characteristics of the software, describing concrete execution features of the applica-
tion.

The strength of VSSD is in the explicit representation of the links between these
layers (in figure 2, only shown explicitly in the vertical dimension of the Values View).
Keeping explicit the motivations for particular design choices, either in the execution,
or in the requirements, means alternative implementations can easily be explored with-
out the need to redesign the application ground-up. The links explain the reasons why
particular execution elements exist (because they implement a particular value) and/or
why particular software behaviour was formulated (because that particular procedure
was required by a high level norm or value). When changing the application, e.g., from
a web page to an tablet app, these explicit links to the motivations can help you find the
appropriate redesign steps. For example, in the redesign, instead of asking for cookies
(which are not used on tablet apps), you could enable a secure connection for registra-
tion, and then perform all communication between the client (the tablet) and the server
in an anonymised manner. Since the data stays on the tablet, and one can assume that
the user owns that device (and is thus responsible for its security), these choices also
implement the required value of privacy.

Since the above example is rather simple, the relation between the requirements
and (hidden) values is quite straightforward. For more complex applications, with many
more requirements, these relations might not be so obvious, and explicit links between
the values, requirements and execution are direly needed to ensure the value sensitivity
of the application.

4 Conclusions

The conceptual framework proposed in this abstract presents the first step into the ex-
plicit use of values in the design and implementation of systems, thereby achieving
social responsibility in software. Next steps include the investigation and formalisation
of the relations between the Views of the VSSD framework to create design procedures
to guide the implementation and verification of value sensitive software. In future work,
we will formalise the links present in figure 1, explore the verification of systems build
with VSSD, and evaluate VSSD by modelling more use-cases.
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