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Abstract: Due to the increasing complexity in the development of embedded systems,
it cannot be expected that capturing and formalizing the expert knowledge immedi-
ately leads to a result that meets the system engineer’s expectations and satisfies all
design goals sufficiently well. Therefore, we propose the “Architecture Wizard” as
an approach to support the system engineer in finding optimized solutions for the de-
ployment of software components to hardware resources. This engineering process,
called Design Space Exploration, consists of different activities, which may be sup-
ported by additional wizards. For the Architecture Wizard to be flexible and modular
we model the engineering process with the Software & Systems Process Engineering
Meta-Model (SPEM 2.0). This enables arbitrary process definitions and the automatic
generation of process wizard skeletons. Individual activities may then be integrated
into this skeleton to offer a seamless design process to guide the system engineer.

1 Introduction

The development of embedded systems e. g. in the automotive and avionics domain is get-

ting more and more complex consisting of several critical design decisions and a multitude

of alternative implementations of the systems functionality. Due to this complexity an -

at least partly - automated support at finding design alternatives is desirable. For this pur-

pose techniques from the field of optimization are used, which are denoted in this context

as Design Space Exploration (DSE) methods (see for example [BDE+13]). The goal of

such a design space exploration is to find a valid implementation of a system that fulfills

all design goals as good as possible. An implementation is considered to be valid if all

constraints of the system are satisfied. Although a lot of different methods and techniques

exist in literature they are rarely used in practice to tackle real DSE problems. One reason

for this can be found in the high variability and complexity of the design processes for

embedded systems.

While automated optimization techniques can be usefully applied in a restricted setting

with well-known parameters the process of making critical design decisions as in the men-

tioned context highly depends on expert knowledge and engineering experience. To be

processable by automated DSE optimization techniques this knowledge and experience
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needs to be formalized. This is typically done in terms of metrics allowing to specify op-

timization objectives and constraints. Because the means of expression for those metrics

depend on the utilized DSE method the system engineer (also denoted as user) is usually

not familiar with them but is reliant on such metrics when specifying the DSE problem

to be solved. Furthermore, design goals and constraints often have complex interrelations

that are however not always known in advance due to the high system complexity.

All of this makes it hard to predict which effects the specified metrics will have for the

optimization technique and which solutions can be expected. Additionally, the input pa-

rameters of such methods are often quite abstract or technical which makes it hard for the

user to express his concrete objectives and constraints.

Due to these problems and the high complexity of embedded system design it cannot be

expected that capturing and formalizing the expert knowledge in terms of metrics leads

immediately to a result that meets the user’s expectations and satisfies all design goals suf-

ficiently well. Hence, it is usually necessary to apply the optimization methods repeatedly

in an iterative process to get a satisfying result [CD08]. Thus, it is crucial to evaluate and

visualize the resulting design alternatives help deciding which result fits best or how the

input parameters might be adjusted for the next iteration.

The need to involve the user in the DSE process has already been identified in other pub-

lications. In [DLZV14] the academic partners and tool vendors of the ARAMiS1 project

were questioned about the importance of certain optimization objectives for a DSE and

the characteristics of an ideal DSE. One result was that “DSE is a very complex task.

Thus [. . . ] the tools should guide/support the developer rather than making full automatic

decisions. However, optimization directions have to be given by the developer.” Further-

more, user-friendliness, comprehensibility, the possibility of comparing and visualizing

results as well as the integration of the DSE methodology into the existing work and tool

environment were mentioned as important aspects.

Thus, we define the following goals: (1) The user should be supported in the process of

capturing and formalizing input parameters in terms of formal metrics for constraints and

optimization objectives. (2) The user should be supported during the iterative application

of a set of different optimization methods in a well-defined process allowing the step-wise

refinement of input parameters. (3) The user should be enabled to inspect, evaluate and

compare the results of a DSE run before proceeding with the next iteration.

The contribution of this paper related to the above mentioned goals is as follows: We

propose the conceptual ideas and prototypical implementation of wizards to support the

user at formalizing input parameters (1), traversing an iterative DSE process and choosing

a DSE method (2), and evaluating results and making a design decision (3).

Related Work: An example for a user-guided iterative DSE approach can be found in

[HJRE06] where instead of a fully automated black box method the user is included into

an iterative optimization process based on evolutionary algorithms. Here, the user may

choose between different pareto-optimal intermediate solutions he wants to consider for

the next iteration and may also modify these solutions before proceeding. Another itera-

tive approach is pursued in [NLM+14] where the design space can be searched for valid

1Funded by the Ministry of Education and Research (BMBF), http://www.projekt-aramis.de
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solutions by using different tools. The knowledge from the results of previous searches

can be used to refine the design space for further iterations. Beside the actual DSE tool

DESERT other tools are offered as well e. g. to define constraints, manipulate the design

space or generate executable models for analyses. Additionally, a tool to visualize the

results is integrated.

Furthermore, there are approaches for DSE where the search is guided by model trans-

formations. In [SHL10] user-defined requirements are translated into transformation rules

that are applied sequentially on the system model. During this process the user is sup-

ported by a “transformation wizard” allowing to select and execute transformation rules.

Another similar approach [HHRV11] guides the DSE in terms of hints originating from

previous analyses and by identifying search paths that do not lead to a valid solution. Hints

are given e. g. as a partial order of operations and a maximum number for the application

of certain operations. Based on this, the most promising paths for finding a valid solution

as well as the paths that will only lead to invalid solutions are identified.

More and more researchers also tackle the problem of visualizing (intermediate) results

of optimization methods, which indicates that the integration of the user plays an increas-

ingly important role. There are many kinds of representations including multi-dimensional

coordinate systems as e. g. in [VEH14] and approaches as described in [TP11a] where the

results of an evolutionary algorithm for multi-criteria optimization is represented as a tree.

Here, each level of the tree corresponds to a parameter of the design space or an opti-

mization objective. By using different colors and different scales for nodes the degree of

fulfillment of optimization objectives of a solution are visualized. In [TP11b] this approach

was utilized to compare the quality of the results of different evolutionary algorithms with

respect to different metrics.

Outline: In the next section we describe the relevant preliminaries for our work. In

Section 3 we present our DSE framework and the basic concept of the architecture wizard

as a process wizard with several task wizard integrated. Sections 4 and 5 describe the

realization of the architecture wizard based on SPEM 2.0 as well as the currently available

task wizards. Finally, a conclusion of the paper is given in Section 6.

2 Preliminaries

In this section we describe the foundations of the architecture wizard. A process meta-

model and general concept of wizards provide the basis of the architecture wizard.

2.1 Software & Systems Process Engineering Meta-Model 2.0

The Software & Systems Process Engineering Meta-Model (SPEM) 2.0 [Obj08] is a stan-

dard, which is defined by the Object Management Group (OMG) as a UML-Profile. SPEM

is a process meta-model with focus on engineering processes to define software and sys-

tem development processes and their input and output artifacts. The central element of the

SPEM meta-model is an Activity. An activity groups a unit of work, e. g. sub-processes
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and may contain other activities and tasks. A Task defines a work process that can be per-

formed by one or more Roles like a system engineer. Furthermore, a task can be divided

into multiple Steps. A step represents the most fine-granular unit of work which can be

performed. In addition, a task is connected to the input and output Work Products. Work

products are produced, modified, or used while a task is performed.

SPEM is structured into seven main meta-model packages. The structure divides the meta-

model into logical units. Each unit has its own elements to define software and system

development processes. The Core package contains the base for all classes of the other

packages. The Process Structure package defines the base for all process models. In order

to add textual descriptions (i. e. properties) to processes or process elements, the Managed

Content package is used. The Method Content package provides concepts for modeling

reusable elements independently of any processes such as Work Product Definition, Role

Definition, Task Definition. Contrastingly, the Process With Methods package provides

concepts about the use of different elements within the context of a life-cycle like Work

Product Use, Role Use, Task Use, Activity and Process. The Process Behaviour package is

intended for externally-defined behavior models (i. e. BPMN models). Finally, the Method

Plugin package provides concepts to reuse whole processes (e. g. the DSE-Process).

The following terminology is applied for the use of SPEM. In the SPEM key terminology

(see Figure 1) a distinction is made between method contents and processes. Method

contents use work product definitions, role definitions, task definitions, and guidance. The

process concept consists of elements used to represent processes. The main element is the

activity that can be also nested in another activity.

Figure 1: Key terminology of SPEM [Obj08].

2.2 Wizard and Wizard Pattern

In general, a Wizard is an assisting tool that is integrated in an application or software. The

role of a wizard is to assist the user for a long or complicated task. Usually the task is new,

the user not often performs it or he would like to have a fine-grained control over this task.

A wizard is a concept to guide the user through a task step by step in a prescribed way and

helps to avoid mistakes.
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The Wizard Pattern enables to break up tasks into a series of units or groups of activities.

It is also possible to define a strict order how units and groups of activities have to be per-

formed but this is not required. Tidwell [Tid10] describes two ways how tasks may be split.

The thematic breakdown of tasks defines that “the presentation order doesn’t much mat-

ter because later choices don’t depend on earlier choices.” Another way is “[. . . ] to split

up tasks at decision points so that choices made by the user can change the downstream

steps dynamically.” The right balance between the size and number of units is important.

Furthermore, the concept of the wizard pattern differentiates between two physical struc-

tures to build a wizard. In the multiple page wizard, each step is represented by a separate

wizard page. In the single page wizard, all steps are represented on one page.

3 Solution Concept

The generic framework for Design Space Exploration proposed in [BHST13] serves as a

basis for the architecture wizard. It describes an abstract DSE process consisting of activ-

ities and their interfaces in terms of required input artifacts and produced output artifacts.

It further allows the integration of different concrete DSE methods if they are compatible

to the respective interface. This framework may evolve over time and can be extended or

refined e. g. by adding new activities or artifacts. To offer more user support we already

introduced a first extension of this framework in [RBW14] where we added activities to

determine optimization objectives and to get an evaluation of deployment alternatives with

respect to a certain set of evaluation parameters.

In this work, we add another activity named Select Appropriate Solution to be able to offer

wizards that support the system engineer in the process of deciding to which degree the

results from the application of a DSE method satisfy his needs and to choose his favored

solution. This activity utilizes of the results of the previously added evaluation activity.

Figure 2 shows this extended DSE framework. As we will apply SPEM for implementing

the DSE process the figure already contains the SPEM elements we will use later in the

implementation section. Next to activities these are mainly input and output artifacts,

which are denoted as work products in SPEM, and tools. For the sake of clarity, some

elements of SPEM are not shown explicitly in this figure as for example tasks and roles.

Thus, the relations from tools to tasks are depicted as relations to the respective activities.

In the concept of the architecture wizard a distinction is made between process wizards and

task wizards. A Process Wizard is an assistant for a whole process consisting of several

activities. In our approach the architecture wizard has the role of the process wizard to

guide the user through the DSE process. A Task Wizard is an assistant to execute a single or

several tasks of an activity in the process. Based on the DSE-Framework, the architecture

wizard assists the system engineer in the process of exploring various design alternatives

by deploying software components to hardware resources and deciding which alternative

fits best to his needs. So, the system engineer uses the architecture wizard as a process

wizard to traverse through the activities of the DSE process. If the engineer needs more

support within the tasks of specific activities, he may use task wizards that are integrated

into the architecture wizard. Task wizards support the user to perform tasks by traversing
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Figure 2: DSE framework with wizards in DSE process.

all needed steps of the task of an activity. In Figure 2 an overview of all available wizards

is given including their relations to the respective activities.

The goals from Section 1 are addressed by the concept of the architecture wizard as fol-

lows: To address (1) the Optimization Objective Wizard may be used to determine the

importance of optimization objectives with respect to the customer goals. Goal (2) is ad-

dressed firstly by the architecture wizard itself, which guides the user through the proposed

iterative DSE process allowing to apply different DSE methods repeatedly and to refine in-

put parameters. Secondly, the DSE Method Decision Wizard supports the user in choosing

the best suited DSE method in each iteration. To achieving goal (3) the task wizards we

propose the Graphical Decision Support Wizard and the AHP Wizard to visualize results

and support the user in choosing his favored solution.

4 Architecture Wizard

Based on SPEM and the concepts of Section 3, we define an adapted meta-model contain-

ing all the elements required to realize the architecture wizard as shown in Figure 3.

In addition to the original SPEM elements described in Section 2, we use Tool as an adap-

tion of the SPEM elements Tool Definition and Tool Mentor to represent wizards and other

related tools of the DSE process (e. g. the optimization tools themselves). Tool Definition

can be used to specify a tool’s participation in a task and Tool Mentor describes the usage

of the tool. A tool supports exactly one task while for the same task a set of different tools

and wizards may be offered. The implementation of the architecture wizard is realized

with Eclipse. We use the Eclipse Process Framework (EPF) Composer as the technical

86



performs,  

is responsible for 

      Work      

Product  

produces,  

modifies,  

or uses 

consists of 

supports 

      Tool 

consists of 

       Steps 

consists of 

Activity 

Task Role 

Figure 3: Adapted process meta-model for DSE
process.

performs 

consists of 

uses, 

 produces 

Determine 

Optimization 

Objectives 

Apply the HoQ 

wizard 

Reuse available 

work products 

    Optimization        

Objectives 
System  

Engineer 

Determine        

jgOptimization 

Objective - 

Wizard 

    Optimization 

Objectives 

     Goals 

Figure 4: Instance of an activity of the DSE pro-
cess meta-model.

infrastructure for implementing our DSE process with SPEM. EPF Composer is “[. . . ] a

tool platform for process engineers, project leads, project and program managers who are

responsible for maintaining and implementing processes for development organizations or

individual projects.”2 The implementation of this wizard is based on the Cheat Sheets3

concept of Eclipse to guide the user quickly and easily through the DSE process. Cheat

sheets are mini-tutorials, which consist of short instructions for multi-step processes in

Eclipse.

In Figure 4,an instance of an activity of the DSE process meta-model is displayed. The

activity Determine Optimization Objectives consists of a role System Engineer, two tasks

Apply the HoQ method, and Reuse available work products. The task Apply the HoQ

method uses Goals as an input work product. The latter task Reuse available work prod-

ucts uses a work product, which could be a text document with Optimization Objectives

from previous iterations of the DSE process. Both tasks produce work products like Op-

timization Objectives. Furthermore, the task Apply the HoQ wizard is performed by the

Determine Optimization Objectives-Wizard (see Section 5).

5 Task Wizards

In the following we describe the prototypical realization of task wizards that are currently

available for the architecture wizard.

Optimization Objective Wizard: This wizard addresses goal (1) and realizes the House

of Quality (HoQ) [HC88] method to support the user in the activity of determining the im-

portance of optimization objectives. House of Quality is an established method in systems

engineering and is usually used in the planning phase during the development of industrial

products. For this purpose, we adapted this method as already described in [RBW14]. In

this adaption the customer goals, which were identified in previous design phases, are set

in relation to the optimization objectives that are supported by the available DSE methods.

This is done by deciding for each combination of customer goal and optimization objec-

2EPF Composer: https://eclipse.org/epf/general/EPFComposerOverviewPart1.pdf
3Cheat Sheets: http://bit.ly/1zcN4VA
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tive whether there is a strong, medium, weak or no relationship at all. Additionally, the

customer goals are compared pairwise with respect to their importance for the customer.

The result of the adapted HoQ is an absolute and a relative weighting as well as a ranking

of optimization objectives. This can be used for determining weights or priorities for the

optimization function that should be optimized by the DSE methods.

DSE Method Decision Wizard: The proposed DSE framework allows for the integra-

tion of several optimization methods to solve different DSE problems. The DSE Method

Decision Wizard addresses goal (2) and asks questions to the user that should help him

to choose the DSE method that fits best to his needs and is applicable to the given sys-

tem model. This decision depends on the optimization objectives, constraints, and other

aspects such as the scheduling properties of the hardware architecture and the overall com-

plexity of the system. With the help of a classification of the available DSE methods with

respect to those aspects a decision tree can be derived resulting in a list of questions the

wizard is built upon. However, some questions may be skipped in the case that the infor-

mation can be derived automatically from the system model or is available from previous

process steps as e. g. the choice and importance of optimization objectives.

Graphical Decision Support Wizard: This wizard addresses goal (3) and enables to

visualize the design alternatives produced by the DSE methods i. e. in different kinds of

charts. By using these graphical representations the system engineer may compare dif-

ferent alternatives according to various optimization and evaluation criteria. The offered

visualization helps to assess different alternatives in order to choose the best one among

all the alternatives. Constraints can be visualized as well and it is possible to restrict the

amount of solutions to those satisfying these constraints. Furthermore, the constraints may

be varied for the visualization which may for example be used to get some ideas on how

constraints may be adjusted in subsequent iterations to get more appropriate results. One

graphical representation is the spiderweb chart as we already proposed in [WHR14]. It is

commonly used in statistics to show data sets with multiple criteria. In Figure 5 a spider-

web chart of the graphical decision support wizard is depicted. This chart has three axes

(weight, costs, cable length) and shows some example values for three different results in

different colors. Furthermore, the constraint in terms of the maximum allowed value is

shown for each axis in dark grey.

Weight [g] 

Cable Length [m] Cost [€] 

Legend: 
   Constraints 
   Result 1 
   Result 2 
   Result 3 

Figure 5: Spiderweb chart in the graphical decision support wizard.

AHP Wizard: AHP (Analytic Hierarchy Process) [Saa08] is a common method from

the operation research area for solving qualitative multi-criteria decision problems in a

structured way. The AHP Wizard implements this method and enables system engineers

to compare and evaluate deployment alternatives to find the solution that best suits their
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needs, which addresses goal (3). The method starts with the definition of the decision

problem in terms of a hierarchical structure. This hierarchy consists of a goal on the top

level and the available alternatives on the lowest level. All other elements on the levels in

between represent the decision criteria (e. g. optimization objectives). In the second step

each criterion is compared pairwise with all other criteria. Then a pairwise comparison of

all design alternatives with respect to the criteria is performed. Based on the comparisons

done in the previous steps, priorities are calculated for the compared elements resulting

in a ranking order. After calculating the priorities, the ratings of the comparisons can be

evaluated by the consistency ratio. This ratio indicates how consistent the judgments of

the generated pairwise comparison are. If the consistency ratio lies above the limit of 0.1,

the pairwise comparison should be restarted again. At the end all alternatives get a ranking

order by all calculated priorities. The alternative with the highest priority value is the one

which should be preferred.

6 Conclusion

We presented the concept of the architecture wizard as a process wizard to support the

system engineer in traversing the design space exploration process to find an optimized

deployment. As part of the architecture wizard task wizards may be integrated to support

the user at specific activities in the process. We implemented the basic structure of the

architecture wizard and a set of task wizards as prototypes. We showed how the support of

the user in determining the importance of optimization objectives, performing an iterative

DSE process, selecting a DSE method, and choosing a solution by visualizing design alter-

natives and assisting in the decision process. For the implementation of the DSE process

we adapted the Software & Systems Process Engineering Meta-Model (SPEM) 2.0 to keep

the architecture wizard flexible and extensible. This enables arbitrary process definitions,

seamless meta-model integrations and the tool-supported generation of an implementation.

In the future we will investigate how to help the system engineer when refining the input

parameters based on the evaluation results of previous DSE process iterations. Addition-

ally, for a more concrete evidence that the architecture wizard helps the system engineer

to find optimized solutions, further evaluations are planned.
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