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Abstract. The phase of requirements gathering of a project is extremely 
essential because it identifies all the features that the project should 
have. After this phase, they must be modeled to be better understood. 
To model solutions, UML (Unified Modeling Language) is one of the 
most used languages, but it is not developed to capture domain 
requirements for quality. To capture these requirements, models based 
on Goal-Oriented Requirements Engineering (GORE) are used, such as 
i* (iStar). This paper presents a formalization of i* mapping rules for 
class diagram in the context of Model-Driven Development (MDD), 
aiming to create more complete class diagram, where quality 
requirements are captured.  

Keywords: Transformation between models, i*, class diagram, Model-
Driven Development. 

1 Introduction 

Companies need to respond quickly to new market demands, building new solutions 
or performing maintenance on existing systems. So must update your processes and 
working properly, without neglecting the quality requirements [1]. It is necessary that 
the end of the requirements specification phase, all stakeholders is acutely aware of 
the features and system behavior. For this, are proposed and used various models, 
especially models of Unified Modeling Language (UML). 

The UML is efficient to specify "what" a system does and "how" it does some-
thing, but it is not to describe the "why" it does [2]. It is not designed to capture the 
domain requirements (early requirements) [3]. To minimize these problems, came the 
Goal-Oriented Requirements Engineering  (GORE) [4]. In goal-oriented approaches, 
requirements engineering is responsible for discovering, formulating and analyzing 
the problem to be solved, as well as conclude because the problem must be solved and 
who is responsible for solving the problem. [5]. The need to have more precise speci-
fications of requirements that they consider the reasons, motivations and intentions 
captured by GORE approach led to the initial proposal of models mapping rules i* 
(goal-oriented) for class diagrams [6] in UML, which subsequently been extended [7]. 
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This time, contributing to a possible automatic transformation between models could 
be thought. The formalization of transformation rules between these models was ini-
tialized in [8] and making it necessary to formalize and test all the rules, to allow 
automatic transformations between models (i* to class diagrams).  

This paper aims to demonstrate a transformation between models in the context of 
Model Driven Development (MDD) [9], which is obtained through the formalization 
of mapping rules described above. For this, the present article is organized as follows: 
Section 2 briefly define the objectives of the research; Section 3 we discuss the scien-
tific contributions; Section 4 provides the conclusions, and Section 5 presents ongoing 
and future works. 

2 Objectives of the research 

This work aims to demonstrate a transformation between models in the context of 
MDD. This will be achieved through the formalization of the guidelines proposed by 
[6] and extended by [7]. This guidelines was created to map i* into UML class dia-
gram. The objective of this transformation is to keep the consistency between the 
desired software system and the organization objectives, as well to establish the im-
pact that any change of objectives will be able to cause in the system and vice versa.  

3 Scientific contributions 

Using templates to design complex systems is standard in traditional engineering 
disciplines. We cannot imagine the construction of a building, a bridge or a car, with-
out first constructing a variety of designs and simulate them. Models help us under-
stand a complex problem (and possible solutions) through abstraction. 

Currently, the Model-Driven Development (MDD) [9] has proved to be a highly 
reputable trend [10]. In fact, MDD aims to accelerate the development of software by 
automating the development of products and employing reusable models or abstrac-
tions to view the code (or the problem domain). By using the models, or abstractions, 
we can describe complex concepts more legibly than computer languages do. This 
improves communication between stakeholders, because models are often easier to 
understand than the code [11]. 

The most important contribution of this work is the development of a transfor-
mation between models that covers the MDD. This transformation will be responsible 
for creating the most complete class diagrams, which cover better user requirements.  

This transformation will be achieved through the formalization of the guidelines 
proposed by [6] and extended by [7]. This guidelines are shown in the Table 1. Is not 
part of the scope of this study to discuss these rules, but the formalization of them. 

Table 1. Mapping Guidelines 

Number i* UML 

1.1 Agents, roles or position Class. 
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Number i* UML 

1.2 
Relationship ISPART-OF 

between positions, agents or 

roles. 

Class aggregation. 

1.3 
Relationship ISA between 

positions, agents or roles. 

Class generalization/specialization. 

1.4 
Relationship OCCUPIES 

between an agent and a 

position. 

Class association named OCCUPIES. 

1.5 
Relationship COVERS 

between a position and a 

role. 

Class association named COVERS. 

1.6 
Relationship PLAYS be-

tween an agent and a role. 

Class association named PLAYS. 

2.1 Tasks defined in SD model. Methods with public visibility. 

2.2 Tasks defined in SR model. Methods with private visibility. 

3.1 Resources defined in SD 

model. 

Class if this dependence has the characteristics of an 

object. 

3.1 
Resources defined in SD 

model. 

Attribute with private visibility in class that repre-

sents the dependee actor if this dependence cannot be 

characterized as an object 

3.2 
Resources (sub resources) 

defined in SR model. 

Attribute with private visibility in the class that repre-

sents the actor in which the sub resource belongs (if 

this sub resource cannot be understood as an object). 

3.2 
Resources (sub resources) 

defined in SR model. 

An independent class, otherwise. 

4.1 (Soft)Goals in SD model. 
Attribute with public visibility in the class that repre-

sents the dependee. 

4.2 (Soft)Goals in SR model. 
Attribute with visibility public in the class that repre-

sents the actor in wich the sub goal belongs. 

5 Task Decomposition. 
Represented by pre and posconditions (expressed in 

OCL) of the corresponding pUML operation. 

6.1 (Soft)Goals-(Soft)Goals. 
The disjunction of the means values implies the end 

value. 

6.2 
(Soft)Goal – Task, Resource-

Task. 

The post-condition of the means task implies the 

value of end. 

6.3 Task – Task. 
The disjunction of the post-condition of the means 

imply the pos-conditions of the end. 
 

The formalization process is shown in Figure 1. The process starts with data input 
obtained by iStarTool [12] tool. In iStarTool, the i* element is designed and the tool 
generates a corresponding file XMI. In the second step ("transformation between 
models"), this XMI file is imported and rules described in ATL language [13] are 
applied. In the last step, an output model is generated containing the elements of class 
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diagram generated. This output model is another XMI file, that 
CASE tool for the class diagram can be viewed.

 

4 Conclusions 

Requirements elicitation is essential for a system to be developed with all the features 
and functionality needed, and the application templates can help 
tem before its construction begins. Several models exist, the UML is more used. 
However, UML does not capture all system requirements, indicating "as" a system 
should be done and not "why" should be done. Among the approaches that care about 
the needs of the system, stands out i*.

This work presented
der to create class diagrams that addressed user requirements more fully

5 Ongoing and the future work

The objective of this work 
features, covering the features i
rules are being formalized in the ATL language.
comparison between the ATL language and 
(QVT, ETL and MOFScript)

As future work, it is pla
creation of a tool to automate the whole process.
XGOOD tool [14]. This tool decides which i* 
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