An interactive visualisation for RDF data
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Abstract. We demonstrate a visualisation aimed at facilitating
SPARQL-fluent users to produce queries over a dataset they are not
familiar with. This visualisation consists of a labelled graph whose nodes
are the different types of entities in the RDF dataset, and where two types
are related if entities of these types appear related in the RDF dataset.
To avoid a visual overload when the number of types in a dataset is
too big, the graph groups together all types that are subclass of a more
general type, and users are given the option of navigating through this
hierarchy of types, dividing type nodes into subtypes as they see fit. We
illustrate our visualisation using the Linked Movie Database dataset, and
offer as well the visualisation of DBpedia.

1 Introduction

Today one can reasonably state that querying an endpoint is an easy task, as-
suming of course that one is familiar with the SPARQL language and with the
structure of the dataset made available by the endpoint. Unfortunately, this is a
pretty strong assumption: even if the endpoint is up and running, and even if the
user is an expert in SPARQL, the task of producing a query that extracts the
desired information may end up demanding more resources than those needed
to actually compute the query. The problem is the unstructured nature of RDF:
as there is no real notion of schema, knowing what and how the RDF data is
stored is not an easy task. In contrast with relational databases, where users can
directly consult the schema information for the names and attributes of tables,
with RDF data one has almost no alternative but to understand the data by is-
suing several probe queries. This behaviour has been confirmed when analysing
query logs of different endpoints [1,9].

As an example of the challenges we face, consider and endpoint for Linked
Movie Database (LinkedMDB [3]), a database storing information about movies:
who starred them, who directed them, when and where were they shot, etc.
Consider now a SPARQL expert trying to obtain the names of all directors that
have also acted in one of their movies. The landing page of our LinkedMDB
endpoint of choice would probably look as a white canvas, perhaps offering as
well a few example queries, so, unless we are lucky and hit an example, there
are almost no clues on how to start answering the desired query. In our case, to
answer this query we would need information about how are actors and directors



stored in the database, how is the connection between actors, directors and
movies, and how to recognise when a director and an actor are the same person.
It has been noted that users new to RDF datasets would benefit tremendously
from a graphical interface that explicitly gives them the information they need to
start producing meaningful SPARQL patterns (see e.g. [2, 6, 5, 8]). But if we want
ordinary endpoint users to take advantage of our interface, we need a lightweight
system that can be added onto endpoints without much computational overload
and that can scale for arbitrary large datasets.
Related work. To our best knowledge, none of the available visualisations offer a
summarised graph with the ability to navigate through the graph using hierarchy
of types. For example, systems such as LODSight [2], Sparqture [8], those working
with VOWL [7] or that of [6] provide rather static visualisations, and systems
such as LODpeas [4] provide interactive visualisations but only at an entity level.

2 Overview of the System

Our main visualisation is a labelled, undirected graph, where the nodes are the
types of the dataset, and where there is a p-labeled edge between nodes t; and to
if and only if there are entities u; and ug such that wu; is of type t1, us is of type
to and the dataset contains the triple {u; p us}. That is, two types are related
to each other if there are entities of these types connected by a triple in the
dataset. We complement the main graph with two extra panels: a panel on the
left side that allows the users to obtain additional information of the semantic
graph as a whole and a panel on the right with information about the specific
node or edge selected on the main pane. Figure 1 presents a screenshot of our
visualisation applied to the LinkedMDB dataset. The central pane is the graph,
the left-side panel displays the top 10 types ranked according to the number of
total entities of this type, and the right-side panel shows specific information
about the node selected by the user (in this case performance). In what follows
we give a brief description of the main features of our visualisation.
Hierarchical navigation of types. Most of the type assignment in more com-
plex RDF datasets is hierarchical. We take advantage of the forest-like shape of
the RDF type hierarchy and include in our visualisation the ability to slice the
type graph in different levels of this hierarchy. Figure 2(a) describes the same
visualisation of LinkedMDB, but where some nodes are hidden and the empha-
sis is on the Person node. In LinkedMDB there are several types which are a
subclass of Person, and users interested in one of them can drill down on this
node, subdividing Person into its subclasses, as shown in Figure 2(b).
Navigation and summarisation of relations. It is not strange to find differ-
ent relations amongst entities of the same type in an RDF dataset. For example,
there are several relations between persons and films in LinkedMDB. As we did
with nodes, we aggregate all relationship into one big set, and only show the
more fine-grained relationships whenever they are requested by the user. This
again prevents information overload, and allow to search only those relations
that are interesting to the user.



RDF Visudlization | Show All Types

performance = performance
162199
interfink @D ?s rdf:type performance.
im @ o/l inkedmdb org/resourcefovio/performance
Person Properties:
performance_actor
film_cut D Q performance_character
writer performance_film
P — performance_name
-crew-gig performance_note
film_character L5752 ] performance_performanceid
film_film_distributor_relationship €3 label
producer [ 12602 ]

performance

Fig. 1. The top-level visualisation of LinkedMDB’s dataset
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Fig. 2. Visualisation of LinkedMDB when the Person node is subdivided into actor,
director, editor, cinematographer and film_crewmember.

Summarization of attributes. An attribute of a certain entity u is a prop-
erty that relates v with a string or value, such as performance_actor, perfor-
mance_character, etc., in LinkedMDB, according to Figure 1. Attributes are vi-
tal in asking questions such as What is the name of...? or In which year did...?.
However, not all entities of the same type have the same attributes, and it is
difficult to show all the attributes of all types in the graph at the same time. For
this reason, when users hover over or select a particular node in the graph, the
right-side panel displays all the information about the attributes of entities of
this type. Additionally, a percentage is shown that corresponds to the percentage
of entities of the chosen type that posses this attribute.

System architecture. The force layout was constructing using the D3 library.
To show the visualisation of RDF datasets we first preprocess them, using
SPARQL, to generate a JSON file that contains only the needed information



about the datasets. This file is mounted on a server, and clients using the in-
terface may send server requests to query this file. This keeps the visualisation
quite low on computational resources, the only computationally expensive part
is the pre-computation, but this can be done in regular intervals.

Scalability and limitations. Of course, this way of visualising RDF data can
only scale as long as one can find a strict hierarchy of types: a flat RDF graph in
which no type is a subclass of another type will be visualised just as any other
force graph layout. Furthermore, even tough the system aggregates information
into types, and therefore scales perfectly well over increasingly large dataset, it
does suffer from scalability issues when the ontology is too large: running the
visualisation over YAGO or DBPedia datasets (which have millions of types)
does require computational powers beyond a personal computer.

3 Demonstration Overview

The demonstration will showcase the visualisations shown in our live server at
http://jreutter.sitios.ing.uc.cl/VisualRDF .html. We start with LinlkedMDB, ex-
plaining the basic navigation options of our example, and then we show the scal-
ability of the system by showing a portion of the YAGO database with more than
a million types. We will also provide live access to endpoints of these datasets,
and ask users to produce queries using only the visualisation as information for
the dataset. The aim of the demo is to showcase the usefulness of these types
of visualisations to produce SPARQL queries, and how navigating through type
hierarchies is an important feature of these tools.
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