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Software bugs are primary security issues. Semantic templates and Software fault patterns are tools for software bugs specification tools. Software weaknesses are described in formatted text. There is no widely accepted formal notation for that purpose. This paper shows how UML can be used for formal specification of weakness on the example of CWE-119.
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1. Introduction

In [MITRE, 2016], the term “software bug” applies to the following concepts:

- **Weakness** (Common Weakness Enumeration - CWE): A type of mistake in software that, in proper conditions, could contribute to the introduction of vulnerabilities within that software. This term applies to mistakes regardless of whether they occur in implementation, design, or other phases of the SDLC. [MITRE CWE, 2016]

- **Vulnerability** (Common Vulnerabilities and Exposures - CVE): An occurrence of a weakness (or multiple weaknesses) within software, in which the weakness can be used by a party to cause the software to modify or access unintended data, interrupt proper execution, or perform incorrect actions that were not specifically granted to the party who uses the weakness. [MITRE CVE, 2016]

- **Attack** (Common Attack Pattern Enumeration and Classification - CAPEC): A well-defined set of actions that, if successful, would result in either damage to an asset, or undesirable operation. [MITRE CAPEC, 2016]

An attacker has to find and exploit a weakness, exposed by a weakness, and realize the vulnerability.

These are important concepts that are related but different. A weakness is a static presence existing in software systems -- it might stay in software and never cause any problems until it is exploited by an attacker, and when the attacker finds out the weakness (es) and exploit it (them), the vulnerability of this software is exposed.

2. Why don’t Look Deeper?

The following questions can provoke further thinking and discussions throughout the Software Assurance community and beyond:

- What formal methods can be used to help formalize CWEs with required accuracy and precision and at the same time allow for further extensions?
- To what granularity should CWEs be formalized? Finer granularity means more flexibility (especially when new weaknesses are identified, the extracted commonalities can reduce the re-invent work) but more effort to create them; coarser granularity indicates the easy-to-use weakness items while we need to re-invent the wheel every time.
- How can the formalized CWEs be used and in which domains? For education and training? To prevent vulnerabilities? To integrate into software IDEs, test tools, and tools that generate test tools?
- How can an automatic system be constructed to record newly identified vulnerabilities and classify them by CWEs? With better formalization and finer granularity of CWE definitions (which also means limited dictionary for weaknesses, better taxonomy of vulnerabilities), text mining could be the potential technique to mapping CVEs to CWEs at least semi-automatically.

In response to the above query is the focus of this research. The main fact is that the vulnerability is a realization of a weakness of the software. This gives is in the following two aspects:

1. A realization of a vulnerability happens through and attack or attacks, i.e. there is the dynamic aspect.
2. The exploited weakness itself is a property of the software, i.e. this is the static aspect.

The description of the dynamics of the attack can be done with Communicating sequential processes (CSP) [Wikipedia CSP, 2016], while the property of the software (static) can be described with Z notation [Wikipedia Z notation, 2016]. An alternative is to use UML [OMG, 2016] class and object
diagrams for the static properties of the weaknesses and activity diagrams for dynamic ones. The paper is focused on the last approach.

Following the Semantic Templates idea [Wu, 2011] is explored in details. The idea there is to build a database with knowledge about the vulnerabilities using the available repositories. In other words, first the repositories are annotated according to the software template. Then, in each part of the template, semantic nets are organized with 3 kinds of arrows. The main idea of Wu is that one vulnerability can be represented by several weaknesses in each component of the template. However, the problems are much more. For example, the leading idea is that Semantic Templates can be extracted automatically or semi-automatically from their natural language descriptions, but how clear and descriptive are these descriptions is an open question to do that. There are available instruments, but we doubt this is the proper direction to follow.

The first task is: Describe vulnerabilities as chains of weaknesses. What Wu does is connecting a given vulnerability with a concrete (root) weakness and from there develops the template. This means that she misses the attack. While indeed, the attack is performed following a scheme, it is dynamic and rather the vulnerability is a successfully conducted attack, and not a property of the software. The latter is a weakness of the software.

The vulnerabilities have to be described as attacks and not as chains of weaknesses.

If it is needed to describe the relationships between the weaknesses, as it is in Yan’s dissertation, it is better to use the UML notation. Diagrams are preferred nowadays. Even, using UML to define a diagram that reflects the relationships between the weaknesses. The dynamics of the vulnerabilities can also be presented with diagrams.

Anyway, in UML the software is described with the three models of classes, states, and interactions. The static aspect of the relationships between the weaknesses can be presented with a class diagram or a specialized such. The dynamics in time of a separate weakness can be presented with a state diagram. The attacks and the connections between the weaknesses can be described with activity diagrams and other kinds of diagrams from the interactions model. Note that there are no good tools for re-engineering but there is work done in this direction.

Figure 1. Buffer Overflow-related CWEs Extracted in the Preparation and Collection Phase from [Wu, 2011]
3. Formal Specification of CWEs with UML Class Diagrams

The easiest and most attractive way is to create a class diagram, in which the weaknesses are classes and the relationships between them are presented as associations. Figure 1 represents Wu’s strategy.

The mental model is useful for reading the database contents. It is also useful to follow the links among CWEs. However, it is impossible to generate from the mental model test or verification code. Semantic Templates are at knowledge base level and do not impose further pragmatic exploration of its descriptions.

So, the following three diagrams (Figure 2 - 4) are extracted from Figure 1. The idea is to separate “the mental model“ of the original diagram into two views: a research view and a development view.

![Figure 2. CWE-119 Research View](image)

The research view is presented in Figure 2 as one diagram showing both the inheritance and the precedence relationships.

The development view is further separated into 2 diagrams: an inheritance diagram (Figure 3) and a precedence diagram (Figure 4). This way the model is more readable, but more elaboration is needed to make sure these kinds of views are best.

The three diagrams are UML class diagrams; created with IBM Rational Software Architect (RSA) [Wikipedia RSA, 2016]. However, they can be transformed into specialized diagrams – UML & OCL, RSA allows creation of specialized metamodels for new diagram types.
Figure 1. CWE-119 Development View with Inheritance

Figure 2. CWE-119 Development View with Precedence
Note that Figure 1 from Yan’s dissertation is extracted from CWE, but this is not a trivial task. That is why Yan’s work has been used as starting point. The complete mental model for CWE-119 could be created by retrieving data directly the XML, extracted from the CWE database. Figure 5 presents the current, still not complete diagram of the CWE-119 Relationships mental model.

The mental model follows by hand the links given in CWEs database. Every CWE accessible via some path of links starting from CWE-119 must be presented in the diagram. Big problem is how to position the different CWEs with different roles on the diagram in some clear and readable way, but the hope is that suitable recommendations would be developed for that.

![Figure 5. CWE-119 Relationships - not complete yet](image)

4. Conclusion

One big problem for representation of CWEs in UML diagrams is the need for automatization. The CWEs are represented in XML database, but some information is in text format. The purpose of Semantic templates is to extract formatted and unformatted information from the database.

CWEs representation in UML diagrams is good for better visual acceptance by humans. UML is well known notation in the community. There are many tools that support UML. Even more, specialized profiles for CWEs could be developed in UML.

It is convenient to generate code from UML in many tools. Such generators could be developed in the UML tools to generate test and verification sequences for CWEs.

In this paper possibilities for representation of CWEs in UML diagrams have been discussed. UML is a notation for software specification. It is formalized with metaclasses by OMG. UML permits the software to be specified at the appropriate level of details in any case. If it is needed OCL can be used for further accuracy.

CWEs are organized in abstraction several levels. UML permits such a taxonomy organization with class and object diagrams. The class diagrams organize abstraction levels and the object diagrams stay on the base.

UML diagrams could be used for training, education and software development. Their notation is primary developed to humans. UML diagrams can be used as a source for generation of test sequences, verification code etc. that support the software development, testing and verification. Tools that support UML, like RSA, are usually open for that purpose.

Tools for semiautomatic identification of vulnerabilities and their classification to the CWEs could be implemented in object-oriented classification style using the artificial intelligence for text recognition and understanding. The work in that direction is huge and many research must be done but Semantic Templates are good starting point.
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