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Abstract. Many open source projects stagnate after an initial push and end-up 

fading away. In this talk we will argue that, most of the time, the reason has 

nothing to do with the quality of the software itself but with the project's 

inability to attract and support a healthy community around it. The community 

of contributors and also the users must take an active role. MDE tools are not an 

exception to this challenge. We will review several actions and strategies that 

OSS project managers of MDE tools could put into practice to reverse this 

situation, mostly taken from other disciplines like social science, economy and 

political science. 

1   Introduction 

Effective collaboration requires adequate technical solutions, but they alone are not 

enough. Adoption of good organizational practices and development processes within 

the development team is also a must. This is especially true when we have distributed 

teams as it is typically the case in most complex software projects nowadays.   

Getting these collaboration models to work at a large scale is very challenging. 

That is why many software projects decide to embrace the principles of Open Source 

Software. According to the Open Source Initiative 1 : "OSS development is a 

development method that harnesses the power of distributed peer review and 

transparency". OSS is typically developed in a collaborative manner via online code 

hosting platforms like GitHub. This is the main difference with respect to proprietary 

software: not only the code is open (free for everybody to access and modify) but also 

the development is (supposedly) performed in the open which favours the 

collaboration of the whole community behind the software, including its users. This 

active participation of end users in the development process is already defended all 

agile methodologies. 

This distinction was clearly illustrated in the well-known essay, and later a book, 

"The Cathedral and the Bazaar" [1] based on the author's observations of the 

                                                           
1 https://opensource.org/ 

Joint Proceedings of EduSymp 2016 and OSS4MDE 2016 Page 45

Copyright © 2016 held by the author(s)



development of Linux kernel that the author tested and validated on his own open 

source project later on. This essay contrasts two development models: the Cathedral 

model where code is developed by a restricted set of developers and the Bazaar 

model where development is a collaborative endeavor and users are co-developers 

allowing for rapid code improvement, effective debugging and aligned software 

evolution. This "co-developer" role does not mean users contribute code, it highlights 

the fact that users are key members of the software community, have a say in it and 

can contribute in any form or shape they are able to, e.g. submitting bug reports, 

feature requests or just giving feedback on any aspect of the software.  

Nevertheless, in practice, many OSS projects are not as open as they should be. 

Yes, their source code is freely accessible but the management of the project and its 

leadership is not transparent and hardly ever follows any kind of democratic practices, 

making it extremely difficult for users and the community in general to influence the 

development of the project. For instance, we manually analyzed the twenty-five most 

popular projects in GitHub and found out that only one (4%) explicitly described how 

user contributions would be managed, with another 28% giving partial hints. This 

means that 68% had no explicit governance model
2
. Absolutely none of them were 

democratic (i.e. end users could not vote in any way not even to elect people to 

represent them). This situation is similar in other open source platforms. For instance, 

in Eclipse they even have established an award to the most open project to "recognize 

the open source project that best exemplifies the openness, transparency and diversity 

expected of great open source projects"
3
. 

And this is not the only problem. Most projects struggle to attract contributors. In 

fact, more than two thirds of all projects in GitHub have only one or two contributors 

[2], which of course limits a lot of the interaction they may have with the users of that 

software specially if they have a large user base. Therefore, we can conclude the OSS 

model, as it is now, is broken. This affects the long-term sustainability of the projects, 

with many projects failing and getting abandoned in the very early stages, see [3] for 

some statistics. 

This is especially relevant for the MDE community which, as a "new" tool 

ecosystem, has largely depended on community contributions to develop and 

industrialize [4] all kinds of modeling tools.  

In this paper we will explore the main challenges of OSS development from a 

community perspective and how we believe a more community-based software 

development process could help overcome them. 

2   State of the art 

Open source software development has been widely studied and from several 

different points of view. Our literature review on works studying GitHub OSS 

projects resulted in over 100 papers to classify [5].  

 

                                                           
2 A governance model describes the roles that project participants can take on and the process for decision making 

within the project (OSS watch) 
3 https://bugs.eclipse.org/bugs/show_bug.cgi?id=484321 
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Most papers analyze software projects from a code-centric perspective meaning 

that their focus is the analysis of the projects' source code by evaluating, for instance, 

(1) the use of programming languages, (2) the type of license they apply, (3) the 

folder structure of the project, (4) the technological domain, or (5) the potential 

vulnerabilities and complexity of the code. 

Instead, only a few works analyze the social part of the software development 

process, trying to understand how developers are internally organized and work 

together in the project. Some studies aim at providing a static view of the organization 

behind OSS projects, in particular, to analyze: (1) the different kinds of communities 

(e.g. [6]), (2) its structure (e.g.[7], [8][2][9]), (3) its diversity (e.g. [10], [11], [12]), (4) 

the profile of the users in the community (e.g. [13], [14]). or (5) their popularity (e.g. 

[15], [16]). Other works focus more on the community dynamics by analyzing the 

interactions between community members and the project or among members 

themselves. such as the social ties and patterns among contributors (e.g.[17], [18]), 

the  social and technical factors that motivate people to contribute to a given project 

(e.g. [19]) and assignment algorithms that recommend developers to open tasks (e.g. 

[20]).  

 

Open Challenges. Based on this literature review we can conclude that (open-

source) software development faces the following challenges: 

 It is not as open as you would expect (the code is open, the management and 

decision-making of the project is not) which leads to a number of 

governance, decision and leadership problems, 

 it has strong difficulties in attracting new contributors (specially technical 

ones) to enlarge the project community with the most appropriate profiles to 

get the project advance fast (including, for instance, both improvements / 

additions at the code level and decisions on issues and bugs prioritization for 

future releases), 

 it is unable to manage its community efficiently, integrating all different 

profiles (owners, contributors, users,...) in a way they all can smoothly 

interact and collaborate to make the project evolve aligned with their needs, 

 

which hampers people's experience with open source thus threatening the project's 

sustainability and future success.  

We believe these problems are shared across all domains of OSS and therefore 

MDE is not an exception, though there is a lack of specific studies on MDE OSS 

tools. In the following we provide some ideas to tackle these issues.  

3   Community-based software development: a Roadmap 

We believe any significant gain in OSS development implies shifting our main focus 

of attention from the analysis of code aspects in the software repository to the analysis 

of the people behind that code, either as developers, owners or users.  

The following figure illustrates this change of perspective, highlighting how we go 

from the current developer centric view (kind of a meritocracy where only core 
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developers have the right to decide) to a community that now collaborates together 

and has the tools it needs to manage this collaboration. The left-hand side summarizes 

our perception of the current situation where users, either technical users contributing 

new patches of code or non-technical users just reporting bugs or asking for new 

features, have no real influence on the core project management team that lives in a 

bubble. The right-hand side shows what happens when this isolation "bubble" is burst 

and everybody has the chance to have an active (and decisive) participation. From this 

point on, we can say that there is a real community behind the project. And this 

community is not alone either but it is part of a larger ecosystem of OSS communities 

that can collaborate with each other for further global optimizations.   

 

 
Fig. 1. Developer-centric vs Community-based software development 

 

This community-driven process will be enabled by borrowing and adapting to the 

software development field techniques from the domains of political science, 

sociology (e.g. social/behavioural informatics), economics and ecology that have 

been studying a diverse range of communities for centuries. Among all of them, we 

would like to highlight three main open research areas of interest (Fig. 1 b) we believe 

specially important: 

 

A1. Bring Transparency and Democracy to OSS development, by facilitating 

projects to open up all aspects of the project (and not only its source code) via the 

definition of a precise governance model setting up the foundations of a participative 

process. Open source communities are not as open as they seem as discussed above 

and their governance is an open research challenge [21]. As an example, their lack of 

transparency and frequent anti-democratic decision procedures can scare away 

potential contributors/users
4
 and hamper its alignment with the needs of the 

community. At the very least, a clear definition of the project's governance model 

would be necessary (e.g. using this DSL [22] ). The adaptation of different kinds of 

political systems (including different types of democratic models, e.g. representative, 

                                                           
4 Even if, for whatever reason, a certain project is NOT looking for contributors, stating this clearly (transparency) 

would avoid misunderstandings. 
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participative, liquid,...) to the specific context of OSS and helping projects transition 

their internal organization to one of these systems if they wish so is work in progress. 

 

A.2. Increase the number of contributors to OSS projects, by providing projects 

with innovative tools to attract new contributors and favor their long-term 

involvement in the project. OSS projects need contributors to progress [13][23]. New 

retribution models (inspired from the study of market economy, in particular 

matching markets where money is not the main factor [25]) to convince more people 

to join, gamification strategies to increase their participation and profiling tools to 

help project owners identify and reach out potential candidates (to cover technical 

gaps or increase diversity) cross-profiling the project needs with online profiles in 

social networks are necessary.  

 

A.3. Optimize internal project collaborations by giving to project owners the 

tools they need to identify collaboration bottlenecks and to individual users the 

motivation and information they need to be more effective. Effective collaboration 

requires more than setting up theoretical good conditions for it. A continuous 

monitoring of the community structure and exchanges taking place would allow 

detecting early on possible misconfigurations in the community giving the 

opportunity to act on them as soon as possible. Most of the possible issues can be 

detected by representing the community as a directed multigraph and adapting graph 

algorithms to collect some metrics on it (connected components, low density areas, 

key nodes,...). These metrics will then be compared with a range of acceptable values 

derived from a benchmark of "successful" projects to identify worrisome deviations.  
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