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Abstract. This paper presents two thought experiments that consider the potential benefits, concerns, and questions of evolvable software developed using Normalized Systems Theory when applied to the emerging complex, interactive project types known as cyber-physical systems (CPS), socio-technical systems (STS), ultra-large scale systems (ULS), and Complex, Large-scale, Integrated, Open Systems (CLIOS).
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1 Introduction

Business-critical applications fail to keep up with current technology and deteriorate in functionality and performance over time \cite{1}. In addition, the upkeep and maintenance of these applications is costly and risky. This is not new. As far back as the 1970s, Prof. Dr. Manny Lehman proposed his Law of Increasing Complexity, stating, “As an evolving program is continually changed, its complexity, reflecting deteriorating structure, increases unless work is done to maintain or reduce it.” \cite{2} Normalized Systems Theory enhances the software development process to not only accommodate change, but also to promote change \cite{3}. However, emerging project types are orders of magnitude more complex and integrated than today’s large, complex project types. The scale, complexity, and integrated-ness of emerging project types present new design and management challenges and must be cultivated.

1.1 Literature Review: Evolutionary Software Development

Normalized Systems Theory has been developed to build systems that are immune to the Increasing Complexity law—in other words, systems for which the impact of changes is proportional to the additional functionality, not to the size of the existing system. As a result, some related properties like scalability, reliability, and testability can be achieved. Indeed, applications conforming to this theory can become very large and complex,
without restraining the adaptability over time. This research is based on applying well-known engineering knowledge from other domains, such as the concepts of stability from systems theory and entropy from thermodynamics and has already received several best paper and industry awards. Results show that it is now feasible to realize both an increase in productivity by several factors in the development of transaction systems, as well as attain an unprecedented level of control during maintenance. At the same time, performance testing has exhibited excellent results, showing that there is no fundamental trade-off between performance and modularity, as is often assumed. Fine-grained modular structures combined with highly systematic development processes offer both

1.2 Literature Review: Complex, Large-scale, Integrated, Open Systems

The early 2000’s yielded a proliferation of emerging project types for hardware and software systems that entail unprecedented scale, complexity, integrated-ness, and real-time interactivity. As a result, the U.S. Army engaged the Software Engineering Institute (SEI) to conceptualize interconnected systems of people, software, machines, and data so complex that they are, “…likely to have billions of lines of code…” and to identify methods and tools for designing and operating such systems. SEI produced a technical report, titled, Ultra-Large-Scale Systems: The Software Challenge of the Future that found that existing engineering methods and tools are not suited to develop and operate large-scale systems of systems projects. Ultra-large-scale systems will exist on a scale and of a complexity that is impossible to fully comprehend, model, or control. Ultra-large scale systems will be composed of other emerging, complex systems of system types, including: cyber-physical systems, socio-technical systems, complex, large-scale, integrated, open systems (CLIOS), and multi-scale systems (MSS). The primary differentiating characteristics of these emerging systems of systems types are:

- “A component of a larger complex/interactive systems of systems while being composed of systems of systems;
- Real-time hardware/software interactions amongst and between internal and external systems to function successfully; and
- Real-time human-machine-software interactions are essential to meeting user goals and expectations.”

SEI noted that methods and tools to design and specify ultra-large scale systems may never fully exist, but that methods and tools from the building development and urban planning communities are instructive of how to design, build, and maintain systems that are too large to fully abstract. These methods are similar in conceptual approach to the use of Normalized Systems Theory for guiding software development in that building development and urban planning methods reduce the degrees of freedom of the complex systems through rule-based strategies, so that simple representations and analyses suffice to model and predict the performance of complex systems.
2 Current Context: Normalizing the complexity of current software design is the major challenge for the next decade

The Standish Group has been formally researching the causes of software project success and failure since 1994 [1], [17]. The efforts at the University of Antwerp in developing Normalized Systems Theory [2] and The Standish Group’s CHAOS research on project performance provides some very interesting mutual findings. The dovetail of these two efforts provides a concrete approach to modernize and create large-scale business applications and systems. In the 1996 The Standish Group introduced the iterative process. The iterative process is at the heart of all of the agile process methods, including Scrum. The Normalized Systems approach provides for applications and systems to be able to evolve over time in an iterative fashion. [18] The combination of Scrum and Normalized Systems creates a pipeline of nanoprojects which allows for dynamic, stable applications and systems. Preliminary results show that it can be feasible to realize both an increase in productivity by several factors in the development of transaction systems, as well as attain an unprecedented level of control during maintenance. At the same time, performance testing has exhibited excellent results, showing that there is no fundamental trade-off between performance and modularity, as is often assumed. Fine-grained modular structures combined with highly systematic development processes offer both. [19]

3 Challenge on the Horizon: How does one develop an evolvable software paradigm to handle a higher order of openness, integration, complexity, and interactivity?

Within the next decade, the nature of the software development process must address continuous, ever-evolving integration with an open and unknown network of other software, databases, sensors, actuators, users, use cases, and deployment conditions. As a point of reference, the current state of the practice for a large-scale an example is given of point of sale system of systems which is deployable on traditional point of sale terminals, as well as smartphones and tablets used by customers, sales personnel, and logistics, so that every phone and tablet is a point of sale device.

But the next evolution of such retail systems entails orders of magnitude more integration with real-time user data analysis, and this creates the condition whereby the fundamental nature of developing the software system of systems changes. In the near future, these systems of systems will enhance their predictive analytics by accessing and analyzing real-time user biometric data, location data, environmental preferences settings (whether in car, building, or outdoors), time of day, weather, season, local cultural events, schedule, health, email, social media, what dominates the news cycle for each individual user, typical preferences and trends within the top ten social/economic communities within which the user participates, as well as all of these data points for the twenty other people closest to the user of interest. Data will be pulled from an unknown number of systems and databases but that may be estimated to number in the low tens of thousands.
A point of sale system of systems, with so much potential to manipulate and exploit the user, may be governed by hundreds of sets of regulations and that at any given moment the system of systems is undergoing dozens of separate audits from private, investor, and regulatory agents, both human and software-based. Furthermore, while the software of interest is evolving, all of these other systems of information with which it interacts will also be constantly evolving.

4 Thoughts on Possible Benefits, Concerns, Questions

The benefits of developing software for such complex, interactive open systems of systems of software, sensors, actuators, and people are overall effectiveness, efficiency, and resiliency of information systems used to support smart cities, commerce, security, governance, and human health, well-being, and productivity. Evolvable software systems based upon Normalized Systems theory can potentially bound the complexity of software systems of systems and optimize modularization, thereby limiting unintended consequences that result from problematic emergent systems properties. This becomes a question of how such a system of systems is abstracted within a representational framework via sets of constructs and about how those constructs and that framework is operationalized.

5 Suggestions for Research Trajectories

To engage a software development challenge such as described above, the software development process will have to compose integrated systems of evolvable software systems. That is, an ecosystem that exhibits something like evolutionary biological processes as a unit --- a biosphere --- an ecological niche [20] will have to be cultivated. Research trajectories may include developing software agents that self-organize into social systems and that interact with other self-evolving software species. In addition, these software agents must be placed into the same representational framework as biological agents so that their interactions may be represented and analyzed. Therefore, attempts should be made to extend Linneas’ system of biological taxonomy to include non-biological, naturally evolving agents. The future of software development entails cultivating self-evolving, cognizing software agents that manifest varying degrees of personhood and function in symbiosis with humans within a share social/biological/technological ecological niche [21]. Philosophical and legal discourse on personhood and the constructs, theories, methods, and tools of bio-engineering, evolutionary biology, and socio-technical systems development may be instructive.
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