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Abstract

Many Web-site owners turn to Web Studios for help in solving the problems of their web projects’ support, mostly on a subscriber basis. If the Web Studio is professionally engaged in technical support of web projects, then it can have dozens and hundreds of clients, who create hundreds of job requests per month. However, Web Studio’s human resources are usually limited. Therefore, the resource allocation problem is of great current interest (by resources we mean the programmers involved in the implementation of this type of work). In this article, we propose two - stage approach for determining an optimal schedule of Web Studio’s customer support tasks. The algorithm of dynamic assignment of tasks in real time is implemented taking into account the dynamic character of this process. The performance of the proposed approach is investigated.
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1. Introduction

Wide range of specialists is involved while working on the projects implemented by Web Studios. They are managers, programmers, business analysts, designers and other technical personnel. However, according to the Web Studio managers, the main force on which projects are held, and the main critical resource, are programmers.

In accordance with [1] the main areas, the programmers of Web Studios are working on, are:

• Web - sites development (requirements gathering, development of key pages’ prototypes, technical specifications development, development of Web-site design, layout of Web-site design, programming and setup, testing and project implementation);

• Guarantee (subscriber) service.

Many Web - site owners turn to Web Studios for help in solving the problems of their web projects’ support, mostly on a subscriber basis. Subscriber service means site’s technical support and solution of tasks set by the developer or the client within the paid hours. If the Web Studio is professionally engaged in technical support of web projects, then it can have dozens and hundreds of clients, who create hundreds of job requests per month. In this case the support contract usually fixes the maximum response time to the client's request. Web Studio human resources are usually limited. Therefore, the resource allocation problem is of great current interest (by resources we mean the programmers involved in the implementation of this kind of work).

Resource allocation problem is usually used to solve the problem of assigning resources (machines, programmers) to the tasks that need to be performed [2 – 5]. However, in the case of solving the problem of customer support allocation tasks, the usage of static methods of scheduling theory is not enough. In most real-world situations, unforeseen circumstances continually arise that require schedules revision or modification. Such circumstances can concern either resources or operations. Event related to operations is, for example, changing deadlines, canceling orders, late arriving orders, changes in the production process due to the replacement of resources, etc. Thus, the schedule often becomes irrelevant even before its completion.

Such situation forced the development of the so-called dynamic scheduling theory [6 – 8], a set of approaches that respond to unexpected events, either by adjusting the existing schedule, or by rescheduling the remaining operations. It is more efficient to use the dynamic scheduling theory within the terms of present dynamic environment. The present article considers and analyzes two - stage approach to scheduling Web Studio customer support tasks. At the first stage of the approach we adapt mathematical model for multi-skilled project scheduling [9 – 12], the solution of which allows us to construct the initial static schedule. At the second stage of the approach we propose special algorithm for real-time assignment based on the schedule prepared on the first stage.

The rest of the paper is organized as follows. Section 2 considers the current workload of Web Studio programmers based on the real data presented in the form of Gantt chart. Section 3 sees into two-stage dynamic approach. Subsection 3.1 introduces mathematical model for multi-skilled project scheduling and explains its application with usage of the IBM ILOG CPLEX software. The problem is formulated mathematically as a bi-objective optimization model to minimize total costs of processing the tasks and to minimize reworking risks of the tasks, concurrently. In the subsection 3.2 we propose an algorithm of assigning the tasks in real time. In section 4 we give the performance results of the implemented two-stage approach. Section 5 summarizes accomplished work and gives the conclusion.
2. Analysis of Web Studio data

To solve the problem of distribution of Web Studio customer support tasks, a particular set of real data on tasks, performed on a certain period of time within the subscriber service, was obtained and analyzed. The existing method of this Web Studio tasks allocation is the usage of software that works on the principle of priority and the "manual" assigning the tasks for resources (Web Studio programmers) by the project manager. In this case, the tasks are distributed using the priority principle in accordance with which the tasks are assigned to the following values depending on their urgency:

- normal,
- urgent,
- critical.

The consequence of manual assignment of the tasks is "idle periods" in the schedule of programmers, i.e. periods of time in which the programmer does not have tasks to perform. To analyze the workload of the programmers' current schedule, a Gantt chart was constructed on the data received by the Web Studio and presented in figure 1.

![Gantt chart for April, 2016.](image)

This diagram shows the schedule of Web Studio programmers for April 2016. The black colored segments show "idle periods", which are the days when the programmers did not perform any customer support tasks. Vertically the numbers - identifiers of the programmers are shown, horizontally - the day of the month. The diagram shows that for the programmers with identifiers 1283, 2674 and 2662 idle times were noticed two times (idle time is considered the absence of tasks for the whole day). The programmers 1328, 2730 have such a number of idle times goes till 5. Taking into account that in these days programmers could perform project tasks alongside with the implementation of projects, the load of programmers in terms of subscriber service is far from complete. Therefore, we are going to consider two approaches of the dynamic construction of schedules as a way to improve and optimize the current allocation of customer service tasks.

3. The two-stage approach to real-time assignment

The schedule is built in two stages. Firstly, a long-term (static) schedule is built using multi – skilled project scheduling. Then, with the help of a dynamic approach, new tasks are built in the existing long-term schedule. Thus, new tasks are distributed without changing the current schedule.

3.1. Mathematical model for multi-skilled project scheduling with level-dependent rework risk

Let us use the following optimization problem to get long-term schedule - «Multi-skilled project scheduling with level-dependent rework risk» [13]. A multi-skilled version of the resource constrained project scheduling problem was first proposed by Neron and Baptista in [14]. Such mathematical model supposes that each worker has at least one skill. In this problem setting, a group of workforces with predetermined skills should be assigned to perform all required skills involved in each task. In addition, all the workforces assigned to the skills of each task should start executing the task at the same time and should be available until completing all skills of that task [15, 16].

Let \( i, j \) be indexes of the tasks; \( s \) be index for the skills; \( l \) be index for the levels of the skills; \( m \) be index of manpower; \( t, t' \) be indexes of time; \( P_i \) be processing time of task \( i \).

Let us denote by \( C_{nst} \) – the cost of performing the skill \( s \) by manpower \( m \) at level \( l \) per unit time, by \( b_{is} \) – the required number of workforces that use skill \( s \) on task \( i \), by \( Pr_{nst} \) – the risk of reworking if manpower \( m \) performs the skill \( s \) at level \( l \) and by

\[
    r_{nst} = \begin{cases} 
        1, & \text{if manpower } m \text{ has skill } s \text{ at level } l, \\
        0, & \text{otherwise} 
    \end{cases}
\]

Decision variables that have to be determined have following meanings:

\[
    z_{it} = \begin{cases} 
        1, & \text{if task } i \text{ is started at time } t \\
        0, & \text{otherwise} 
    \end{cases}
\]
Let us consider the following objectives for our mathematical model:

\[ Z_1 = \sum_{m=1}^{M} \sum_{i=1}^{N} \sum_{l=1}^{L} \left( P_{ml} \cdot \sum_{i=1}^{N} Y_{mli} \right) \rightarrow \text{Min}; \]  
(1)

\[ Z_2 = \sum_{m=1}^{M} \sum_{i=1}^{N} \sum_{l=1}^{L} \left( C_{ml} \cdot \sum_{i=1}^{N} Y_{mli} \right) \rightarrow \text{Min}; \]  
(2)

\[ Z_3 = w_1 \cdot Z_1 + w_2 \cdot Z_2 \rightarrow \text{Min}; \]  
(3)

where \( w_1 + w_2 = 1 \).

The first objective (1) minimizes the total cost of processing the tasks involved in a project. The second objective (2) minimizes the reworking risk of the processed tasks. Both objectives can be taken into account by using weighted coefficients as represented by formula 3. Values of weighted coefficients are chosen by decision-makers, who figure out which objective is more or less important than another one. In the research, the next combinations were used: \( w_1 = w_2 = 0.5 \); \( w_1 = 0 \) and \( w_2 = 1 \); \( w_1 = 1 \) and \( w_2 = 0 \).

The optimization problem has to be solved under the following constraints:

\[ \sum_{i=0}^{T} t \cdot Z_a + P_i \leq \sum_{i=0}^{T} t \cdot Z_{j'i'}, \forall (i, j) \in E; \]  
(4)

\[ \sum_{i=0}^{T} Z_a \leq 1, \forall i; \]  
(5)

\[ X_{int} \leq Z_a, \forall i, m, t; \]  
(6)

\[ X_{int} + 1 \geq Z_a + \sum_{s=1}^{S} \sum_{l=1}^{L} Y_{mls}, \forall i, m, t; \]  
(7)

\[ \sum_{m=1}^{M} \sum_{i=1}^{N} Y_{mls} = b_{ls}, \forall i, s; \]  
(8)

\[ Y_{mls} \leq r_{mls}, \forall i, m, s, l; \]  
(9)

\[ \sum_{m=1}^{M} \sum_{i=1}^{N} X_{int} = \sum_{s=1}^{S} b_{ls}, \forall i; \]  
(10)

\[ \sum_{i=1}^{N} \sum_{s=1}^{S} X_{int} \leq 1, \forall m, t; \]  
(11)

\[ \sum_{i=1}^{N} \sum_{s=1}^{S} X_{int} \leq \sum_{i=1}^{N} \sum_{s=1}^{S} Y_{mls}, \forall i, m; \]  
(12)

\[ \sum_{t=1}^{T} Y_{mls} \leq 1, \forall i, m, s; \]  
(13)

\[ Z_a, X_{int}, Y_{mls} = \{0,1\}, \forall i, m, s, l; \]  
(14)

The constraint (4) preserves the precedence relations between the tasks. The constraint (5) ensures that each task must be started once. The constraints (6) and (7) imply that all the workforces assigned to various skills of each task should start their work, concurrently. The constraint (8) implies that the number of workforces assigned to different levels of each skill should be equal to the number of manpower required to perform that skill. The constraint (9) ensures that the manpower assigned to a level of each skill should be able to perform it appropriately. The constraint (10) implies that the number of workforces assigned to each task should be equal to the number of required manpower to accomplish that task. Constraint (11) ensures uninterrupted assignment of workforces to different skills of project tasks. In other word, the manpower assigned to a skill of each task must perform the assigned skill continuously without interruption. The constraint (12) implies that each task should be executed by the workforces assigned to different skills of that task. The constraint (13) ensures that the manpower assigned to each skill of an task should perform that skill in her/his predefined level. Finally, the constraint (14) denotes that all decision variables are binary.

Mathematical model for multi-skilled project scheduling with level-dependent rework risk was solved using an optimization software package IBM ILOG CPLEX Optimization Studio. This software is an enterprise analytical decision support toolkit. It enables rapid development and deployment of decision optimization models using mathematical and constraint programming. ILOG CPLEX combines completely featured integrated development environment (IDE) that supports Optimization.
3.2. Real-time assignment

The second stage of the construction of schedule for Web Studio customer support tasks is the integration of incoming new tasks into the schedule that was built at the first stage. To implement such an integration we apply the Real-time assignment algorithm.

The real-time assignment algorithm was proposed due to the spread of the supply chain paradigm. In the supply chain, each project encompasses a whole production cycle, starting from customer requirements to final calculations. In addition, the variety of products involved in the project is limited in terms of the number of tasks types. Today, a project is understood as a continuous stream of tasks. In particular, production systems are gradually moving from small-scale production to conveyor assembly lines, which guarantee not only the performance, but also the flexibility of the system. Thus, the assignment of job (set of tasks) in real time is to assign a job to a set of resources upon the arrival of the order in the production system. In the event of a violation of the performance of any task, previously planned unfinished task is redistributed in the order corresponding to the demand. The goal of this approach is to redistribute tasks in real time.

Consider the following problem of assigning jobs in real time with fixed previous assignments. Let us suppose that task $i$ can be performed by any of the programmers $\{1, 2, 3, \ldots, K\}$, and the programmer $m_i, km[1,2,\ldots,K]$ is idle on the periods $I_i = \left\{\left[\alpha_{i,q}, \beta_{i,q}^{h}\right]\right\}_{q=1,2,\ldots,K}$. Thus, $K_i$ is the maximum number of programmers who are able to perform the task $i$, and $Q_{i,j}$ is the maximum number of idle periods available for task $i$ of the programmer $m_i$.

The initial data for the algorithm are the programmers’ initial schedules determined at the first stage, the idle periods of the programmers, and the incoming tasks with their time estimates. For the case of several programmers whose performances are identical, we group the idle periods associated with one group of such programmers as follows.

For $k_i \neq k_j$, where $k_i, k_j \in \{1, 2, \ldots, K\}$, period $\left[\alpha_{i,q}, \beta_{i,q}^{h}\right]$ precedes $\left[\alpha_{j,q}, \beta_{j,q}^{h}\right], r \in \{q=1,2,\ldots,Q_{i,j}\}$ if:

1. $\alpha_{i,q} < \alpha_{j,q}$, or
2. $\alpha_{i,q} = \alpha_{j,q}$ and $\beta_{i,q}^{h} < \beta_{j,q}^{h}$.

The sequence of such sorted periods is denoted by $\left[\alpha_{s}, \beta_{s}\right]$, where $s=1,2,\ldots, \sum_{i=1}^{K} Q_{i,j} = Q_i$.

Let $\delta_i$ be a rank of the idle period assigned to the $i$ -th operation in the operation sequence; $t_i$ be a starting time of the operation $i$; $\theta_i$ be processing time required to complete the operation $i$. Let us denote by $\delta_i$ - maximum overstay permitted for
the operation $i$, on the corresponding resource; by $\alpha_i$ - starting instant of the $s$-th idle period that could be assigned to the operation $i$ and by $\beta_i$ - finishing instant of the $s$-th idle period.

In this approach, the following Real-time assignment algorithm is used:

1. Set $s_i = 1$ for $i = 1, 2, \ldots, m$;
2. Set $p_1 = \alpha_1$;
3. Set $p_i = \text{MAX}(\alpha_i, p_{i-1} + \theta_i)$, $i = 2, \ldots, m$;
4. Set $p_{m+1} = p_m + \theta_m$;
5. Set $t_{m+1} = p_{m+1}$;
6. Set $t_i = \text{MAX}(p_i, t_{i+1} - \theta_i)$ for all $i = m, m-1, \ldots, 1$;
7. If ($t_i > \beta_i$) for all $i = 1, 2, \ldots, m$, then the optimum is reached;
   else, for each $i$ such that ($t_i > \beta_i$), set $s_i = s_i + 1$ and go to step 2.

4. Performance results

Here are the results of solving the optimization problem «Multi-skilled project scheduling with level-dependent rework risk» for the test case with 3 workers (programmers), 2 skills and 4 tasks, see figure 3, figure 4. The optimal value of the decision variable $Y$ is presented in figure 3 (last column). The variable $Y$ is equal to 1, if manpower $m$ performs the skill $s$ on the task $i$, otherwise 0.

For example, in the third row manpower $m_2$ does perform the skill 1 on the operation 1, but he does not perform the skill 2 on operation 1 (the fourth row). Dimension of the vector $Y$ is $M \cdot S \cdot N$, where $M$ is the number of manpower, $S$ is the number of skills and $N$ is amount of tasks. Dimension of the resulting vector $Y$ presenting in figure 3 is equal to $3 \cdot 2 \cdot 4 = 24$.

IBM ILOG CPLEX found the most optimal solution taking into account all the above-mentioned constraints.

![Fig. 3. The resulting vector Y.](image)

The optimal value of decision variable $Z$ is presented in figure 4. The variable $Z$ is equal to 1, if the task $i$ starts at the time $t$ and 0 otherwise. For example, operation 1 starts at time 5 (the sixth row). Dimension of the vector $Z$ is $T \cdot N$, where $T$ is upper bound of index $t$ and $N$ is number of tasks. Dimension of the resulting variable $Z$ presenting in picture 4 is $6 \cdot 4 = 24$.

And combination of resulting variables gives us the long-term schedule of Web Studio customer support tasks for programmers.

Obtained resulting variables gives us following long-term schedule: task 1 starts at time 5 executed by manpower 2 performing skill 1; task 2 starts at time 3 executed by manpower 2 performing skill 2; task 3 starts at time 4 executed by manpower 1 performing skill 2 and manpower 2 performing skill 1; and task 4 starts at time 5 executed by manpower 3 using skill 2.

Let us study the dependence of the optimal solution finding time on the number of tasks, workers or skills. That would help us to understand whether this mathematical problem is applicable in real conditions or not. The table 1 shows the dependence of computation time of optimal solution on the number of tasks performed. It can be seen from the table that with the increase in the number of tasks, the execution time also increases substantially. The study was done for the test case with 10 workers and 2 skills.
The resulting vector $Z$.

Table 1. The dependence of the optimal solution finding time on the number of tasks.

<table>
<thead>
<tr>
<th>The number of tasks</th>
<th>Computation time</th>
</tr>
</thead>
<tbody>
<tr>
<td>15 tasks</td>
<td>4 sec</td>
</tr>
<tr>
<td>50 tasks</td>
<td>7 min 1 sec</td>
</tr>
<tr>
<td>100 tasks</td>
<td>43 min 34 sec</td>
</tr>
</tbody>
</table>

The table 2 revealed that the dependence of computation time of optimal solution on the number of workers performed is not as high as in the previous case. So from this side, program’s execution time is feasible in the context of Web Studio work. The study was done for the test case with 50 tasks and 2 skills.

Table 2. The dependence of the optimal solution finding time on the number of workers.

<table>
<thead>
<tr>
<th>The number of workers</th>
<th>Computation time</th>
</tr>
</thead>
<tbody>
<tr>
<td>15 workers</td>
<td>42 sec</td>
</tr>
<tr>
<td>30 workers</td>
<td>2 min 37 sec</td>
</tr>
<tr>
<td>100 workers</td>
<td>6 min 23 sec</td>
</tr>
</tbody>
</table>

The table 3 also revealed the dependence of computation time of optimal solution on the number of skills. Obviously, the same as in the table 2, this dependence goes up not so quickly, which is positive in and on itself. The study was done for the test case with 50 tasks and 10 workers.

Table 3. The dependence of the optimal solution finding time on the number of skills.

<table>
<thead>
<tr>
<th>The number of skills</th>
<th>Computation time</th>
</tr>
</thead>
<tbody>
<tr>
<td>2 skills</td>
<td>20 sec</td>
</tr>
<tr>
<td>5 skills</td>
<td>2 min 32 sec</td>
</tr>
<tr>
<td>10 skills</td>
<td>10 min 37 sec</td>
</tr>
</tbody>
</table>

In all three cases obtained results are feasible in real-life terms, since long-term schedule is calculated once for a long period of time and then it gets corrected with Real-time assignment algorithm.

Now consider the tests of the software implementation of the Real-time assignment algorithm in multi-paradigm numerical computing environment MATLAB.

**Test case with 2 programmers**

Let us consider a test case where the tasks will be executed by two programmers $m_1$ and $m_2$. The initial data necessary for the execution of the algorithm is presented below.

Select the next execution time required to complete the tasks:

- The first task $i_1$ will be executed during 1 time unit ($\theta_1 = 1$
- The second task $i_2$ will be executed during 2 time units ($\theta_2 = 2$

The maximum waiting time that a programmer can have is 1 time unit. Let us define the periods of idle time for programmers, that is, the periods in which they can take a customer service task on a performance.

The idle periods $I_1$ of the first programmer $m_1$ are $[0, 3], [5, 10], [15, +\infty)$.

The idle periods $I_2$ of the second programmer $m_2$ are $[0, 6], [16, 19], [25, +\infty)$.

$s$ is the result variable which represents the idle period number on which the specific task was assigned.
The results of algorithm execution are shown in Figure 5. In Figure 5 black rectangles represent the periods of business of the programmers, and green rectangles – the periods of time in which tasks will be performed.

![Figure 5](image)

**Fig. 5.** The solution reached using the algorithm.

In test №1, as we can see two tasks $i_1$ and $i_2$ will be executed consistently in the first periods of idle periods of both programmers $m_1$ and $m_2$, respectively. All the idle windows are suitable for performing the related tasks. Furthermore, $t_i$ is the start time and $t_{i+1}$ the completion time of the $i$-th operation. For each resource, the upper limit of the last window is always $+\infty$.

As a consequence, applying the above – mentioned algorithm always leads to a solution.

**Test case with 4 programmers**

In this test case, the tasks will be distributed among 4 programmers. The execution time required to complete the task:

- for the first task $i_1$: $0_1=3$
- for the second task $i_2$: $0_2=4$
- for the third task $i_3$: $0_3=5$
- for the fourth task $i_4$: $0_4=5$

The maximum waiting time for a resource is 1.

The idle periods $I_1$ of the first programmer $m_1$ are $[0,2]$, $[5,15]$, $[25, + \infty)$. The idle periods $I_2$ of the second programmer $m_2$ are $[0,15]$, $[25, + \infty)$. The idle periods $I_3$ of the third programmer $m_3$ are $[0,5]$, $[10,25]$, $[30, + \infty)$. The idle periods $I_4$ of the fourth programmer $m_4$ are $[0,10]$, $[20, + \infty)$.

The results of the algorithm execution are shown in figure 6.

![Figure 6](image)

**Fig. 6.** The solution reached using the algorithm.

For this test, tasks $i_1$, $i_2$, $i_3$ and $i_4$ will be executed successively in the second idle periods of all programmers except the second one.

**Test case with 8 programmers**

Consider the results of this algorithm in the distribution of tasks for 8 programmers.

The execution time required to complete the task:

- for the first task $i_1$: $0_1=3$
- for the second task $i_2$: $0_2=2$
- for the third task $i_3$: $0_3=3$
- for the fourth task $i_4$: $0_4=2$
- for the fifth task $i_5$: $0_5=3$
- for the sixth task $i_6$: $0_6=5$
- for the seventh task $i_7$: $0_7=4$
- for the eighth task $i_8$: $0_8=5$

The maximum waiting time for a resource is 1.

The idle periods $I_1$ of the first programmer $m_1$ are $[0,2]$, $[5,25]$, $[35, + \infty)$. The idle periods $I_2$ of the second programmer $m_2$ are $[0,15]$, $[25,27]$, $[30, + \infty)$. The idle periods $I_3$ of the third programmer $m_3$ are $[0,7]$, $[13,25]$, $[30, + \infty)$. The idle periods $I_4$ of the fourth programmer $m_4$ are $[0,10]$, $[20,24]$, $[29, + \infty)$. The idle periods $I_5$ of the fifth programmer $m_5$ are $[0,5]$, $[10,12]$, $[16,22]$, $[31, + \infty)$. The idle periods $I_6$ of the sixth programmer $m_6$ are $[7,11]$, $[15,20]$, $[25,30]$, $[35, + \infty)$. The idle periods $I_7$ of the seventh programmer $m_7$ are $[6,10]$, $[14,24]$, $[29,35]$, $[43, + \infty)$. The idle periods $I_8$ of the eighth programmer $m_8$ are $[0,5]$, $[10,12]$, $[16, 18]$, $[20,22]$, $[31, + \infty)$.

The results of the algorithm execution are shown at figure 7.
In the test cases (figures 5, 6, 7), the tasks were distributed uniformly, taking into account the idle periods of the programmers and their maximum waiting time. The above-given test cases show that the algorithm is looking for the most suitable idle period for the task. If the task does not fit in the idle period, or the maximum waiting time for the resource is exceeded, the algorithm starts looking for another nearest suitable idle period.

Test of the Real-time assignment algorithm revealed the main advantages of this approach. The need to build a new schedule in the event of any breakdown or any other unforeseen circumstance that make the current schedule irrelevant now disappears. The feature of this approach is the fixed previous assignments. Thus, this approach allows you to schedule the execution of incoming tasks without changing the current schedule of programmers. Also, the advantage of this method is the low labor input and high speed, which, undoubtedly, is important for the practical application of the method.

Another advantage of the proposed algorithm is the ability of filling and eliminating idle periods in the programmer schedule. This property allows us to apply this algorithm even when the original schedule is not optimal, as it turned out in the real conditions discussed in Section 2.

5. Conclusion

The data analysis of the workload of employees by Web Studio customer support tasks for a certain period showed that the current principle of tasks allocation gives non-optimal workload of the employees. Thus, the conducted analysis revealed the urgency of research and development of methods for more optimal allocation of the customer support tasks. As a result of present research we have proposed the two-stage approach based on dynamic scheduling theory.

The undoubted advantage of this approach is the ability to schedule the work of programmers without changing their current order of execution of the tasks. The Real-time assignment algorithm allows optimally filling the programmers’ idle periods and evenly distributing the programmers’ workload and reducing the idle periods.

At this stage of the research, the Real-time assignment algorithm considers the process of performing the tasks as a sequential procedure, which does not always suitable for the current principle of executing tasks in Web Studios. Therefore, promising direction for further work is more accurate adaptation of the algorithm to the problem of distribution of the customer support tasks. That is, to take into account the possibility of parallel execution of tasks by programmers [17-20], the priority of tasks, as well as the priority of the programmer for the task. The latter means the priority of a certain programmer in distribution of the subscriber tasks: the programmer who implemented the web project has a higher priority in the queue for subscriber tasks from this project.

While analyzing the results of the solution of the optimization problem, a significant increase in the time of finding the optimal solution was revealed with an increase in the number of tasks. Therefore, we are going to try reducing this time by integrating the optimization model with different heuristics. This kind of reducing is really important because real – life problems’ dimensions are huge. In our case the problem is solved once, and then dynamic approach, which is independent of problems’ dimensions, makes its corrections.
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