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Abstract. In this paper, we investigate the gap between the final true functional 

size of a piece of software at project closure and the functional size estimated 

much earlier in the development life cycle when the initial set of requirements is 

incomplete and often ambiguous. The different components and dimensions of 

this gap are identified and an approach is proposed to address them. The purpose 

of this approach is to improve early functional size estimation and, in turn, im-

prove effort estimation. For the purposes of this paper, the ISO 19761 COSMIC 

standard on functional size measurement is taken as reference for discussion, 

while the majority of concepts presented are generic to most other similar ISO 

standards. 

Keywords: Functional Size Measurement, COSMIC, size estimation, size accu-

racy, requirements quality, software estimation, ISO 19761  

1 Introduction 

Functional Size Measurement (FSM) methods are used for various purposes in software 

project management, including estimation, activity and resource planning, normaliza-

tion of quality and productivity indicators, performance management, resource man-

agement, etc. FSM stands out among software size measurement methods as it is based 

on the requirements themselves, which as soon as they become available before any 

coding is done, can provide size information in the earlier stages of the software devel-

opment life cycle (SDLC). This makes FSM a tool of choice for planning techniques 

that require an early view of the software to be developed. 

The main input of any FSM method is the set of functional requirements for a piece 

of software. This is mandatory for an FSM to be recognized as an ISO standard [1]. 

However, very early in the software development lifecycle it is unrealistic to expect 

this set of requirements to describe the full scope of functionality of the software as a 

whole, including all the necessary functional details. There are many functional un-

knowns at that point in time. Therefore, in the presence of such unknowns it is expected 

that there can be a large variance, when using any FSM method, with the final size of 

the software delivered at the end of the project when all the unknowns have been ad-

dressed.  In other words, there is a gap between the functional size one can estimate 
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from a set of incomplete and ambiguous functional requirements and the size measured 

from a very detailed set of functional requirements fully developed and implemented 

in a piece of software and made available to customers. 

Boehm [2] suggests that variation of estimates will progressively decrease as the 

project progresses and additional more precise information becomes available. Fig. 1 

shows a plot of the expected accuracy of software project estimates as a function of the 

software life cycle phase.  

 

Fig. 1. Software estimation accuracy versus lifecycle phases [3] 

 Fig. 1 can be used to explain that: 

• At time = project closure, everything is known about the software. When a 

measurer has access to all of the requirements information as implemented in 

the software code, he can then measure the size with high accuracy. 

• At t = requirements, specifications are complete, all necessary levels of func-

tional detail are fully documented. At this stage, all functionality has been ver-

ified and approved, measurement can be done accurately on the software to be 

developed. Will the size measured at this point in time of the lifecycle be the 

same as the size at t= closure? 
▪ Yes, provided that no changes will be made to the set of approved re-

quirements. 
▪ No, if there is scope creep during the development and testing phases.   

• At time = feasibility study, the information available on the requirements is typ-

ically high level and without much detail. From a functional perspective many 

unknowns remain. With imprecise and incomplete inputs, there cannot be accu-

rate measurement. Rather, based on the incomplete information available the 

expected functional size at project closure can only be ‘estimated’ and, as with 

any type of estimate, this comes with an uncertainty range that will vary de-

pending on the quality, completeness and stability of the set of requirements. 

[4] 
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 Measurers and software engineers need a clear understanding of the level of in-

formation available at the time of measurement and how it impacts the accuracy of any 

measurement or estimation of size. In this paper, we identify some of the sources lead-

ing to the gaps between true size of a piece of software at project closure and the size 

estimated much early in the development lifecycle. This understanding will provide 

insight for designing and proposing techniques for estimating functional size early in 

the development lifecycle. 

This paper focuses on the practice of estimating and approximating functional size 

throughout the SDLC. Any discussion of effort estimation and the relationship between 

functional size and effort estimation is out of scope here. Any sizing activity performed 

with a less than detailed set of requirements is either an approximation or estimation of 

functional size. These terms (e.g., measurement, approximation and estimation) are at 

times used interchangeably in the literature. 

For the purpose of this paper, the following definitions are adopted: 

• Size Measurement: Recognized functional size measurement methods [5-9] dictate 

that a piece of software can be measured only when its functional requirements are 

defined at a certain level of detail including all of the functionality to be implemented 

and delivered by the software. For example, COSMIC ISO 19761 requires that, for 

a proper measurement with all corresponding ISO rules, each requirement must be 

defined at the level of Functional Processes with enough information to identify all 

of the ‘data movements’ within them.  

• Size Approximation: Approximating the functional size of a piece of software us-

ing the less than adequate information currently at hand about existing software fully 

developed and implemented. For instance, high level requirements and/or compo-

nents are used as an input instead of the full set of detailed requirements implemented 

in the piece of software.      

• Size Estimation:  The practice of estimating the final functional size of a piece of 

software that is yet to be implemented based on the information at hand in the initial 

SDLC stages.  When an FSM is used on either high level requirements and/or re-

quirements of low quality this leads to quantitative results based on a set of require-

ments which does not capture the required level of detail in Data Movements. Nei-

ther does it capture the whole scope of functionality delivered, or expected to be 

delivered, by the finished software product, which then leads to a subset of the final 

size that will be misleading. Such quantitative results should be taken as estimates 

of the final size keeping in mind the related constraints and limitations.   

To our knowledge, there is no research that has investigated directly this gap between 

early size estimation and final size measurement, nor any approach to address this issue. 

To approach this issue, it is first necessary to carry out analytical research to determine 

the nature and causes of the gaps between earlier sizing and final/delivered size of soft-

ware, and to identify the sources of these gaps. Only then, can empirical research be 

carried out to observe the magnitude of these gaps and develop quantitative indicators 

and relationship models across indicators to bridge the gaps throughout the SDLC. The 

research reported in this paper is limited to the analytical portion of this research pro-

gram.  
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This paper is structured as follows. Section 2 presents related work. Section 3 pre-

sents a discussion on the final and true functional size of a software at project closure. 

Section 4 presents a discussion on the known unknowns and unknown unknowns of the 

initial requirements at the project initiation phase. Section 5 presents a discussion on 

the sources of the gaps between the initial visible size in the SDLC and the final size at 

SDLC closure, including a proposed approach to address these issues. Section 6 pre-

sents a summary and suggestions for future work. 

2 Related Work 

Despite being available earlier than other sizing methods, a precise application of an 

FSM requires that the functional requirements of software be detailed and the architec-

ture defined [10]. More often than not, this point in the SDLC is late for project estima-

tion needs of the organization. Therefore, several size estimation techniques have been 

proposed in order to have a size estimate that can be used as an input for these early 

management activities.    

For instance, the COSMIC ‘Guideline for Early or Rapid COSMIC Functional Size 

Measurement by using approximation approaches’ [3] proposes the following seven 

approximation techniques:  

1. Average functional process 
2. Fixed size classification 

3. Equal size bands 

4. Average use case 

5. Functional size measurement patterns 

6. Early and quick COSMIC sizing 

7. Easy Function Points 

It also mentions some emerging approaches based, for instance, on informal text, 

fuzzy logic, etc. 

This COSMIC guideline document presents the pros and cons of each of these esti-

mation-approximation techniques, their recommended area(s) of application and what 

is known of their validity (i.e. when available in the corresponding references). Most 

of these techniques are based on some quantitative analysis of data at project comple-

tion and the development of indicators at that point in time in the SDLC. However, they 

do not look backward into the SDLC to identify the information missing early in the 

SDLC and the corresponding sources. Most size estimation techniques usually take 

“known unknowns” into account. That is, when the requirements at hand are not de-

tailed enough at the time of estimation they suggest steps to approximate for the missing 

size information. However, there is usually an “unknown unknown” component of the 

functional size to be estimated.  

Many of these early size estimation and approximation techniques in the literature 

view their input, i.e. the requirements set, as a whole. They tend to suggest methods to 

“fix” the effect of any inadequately defined and/or missing functionality by adjusting 

the estimated sizes but do not discuss this issue in detail.  
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3 The Functional Size of a Software at Closure: True Size 

and Accuracy of Measurement 

At closure, all software functions have been developed and their functional size can be 

measured with high accuracy by skilled measurers with expertise in the measurement 

rules of the FSM used for any specific measurement exercise. 

But expertise in measurement is not sufficient for measurement accuracy, where 

measurement accuracy is defined in the International Vocabulary of Metrology as 

“closeness of agreement between a measured quantity value and a true quantity value 

of a measurand” [11]. The measurer must also have access to all the software functions 

being implemented. In practice, not all measurers have access to all such functions and 

the related information needed for a proper application of the measurement rules: 

A. On one hand, software developers who have developed themselves all such func-

tions have the information necessary for measurement. Since they implemented 

these functions they have firsthand knowledge of all the details necessary for meas-

urement, whether there is documentation of such functions or not, and whether such 

documentation is complete or not they can rely on their own implementation of these 

functions within the code itself, at any point in time in the development and testing 

phases. 

B. On the other hand, measurers who have not been involved in the development 

phases must rely on the documentation made available to them for measurement 

purposes. Therefore, these measurers are highly dependent on the completeness of 

such documentation, both in terms of the number of functions and the consistency 

of such documentation with respect to the functions actually implemented in code. 

Also, the documentation might not include all of the details of the functions imple-

mented by the software developers. For instance, the written documents made avail-

able to measurers may: 

• Include only the user-related functions and may not include other software 

functions developed to implement interfaces with other parts of the system ar-

chitecture and derived from a number of system non-functional requirements 

allocated to software functions during late development phases. 

• Not include last minute functional changes implemented during the testing 

stages. 

With respect to A above, software developers who have measurement expertise and 

are measuring software they themselves developed have a much better context to de-

termine a measured size that is close to the ‘true size’ of the software developed and 

implemented. Such measurers have, therefore, the best conditions to carry out ‘accu-

rate’ measurements. 

With respect to B above, both the low level of availability and completeness of the 

documentation leads measurers to measure only whatever number of functions and re-

lated functional details are ‘visible’ to them. At the time of measurement, this leaves a 

number of invisible functions and related functional details unknown to them and un-
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measured. This of course leads to inaccurate functional measurement and the magnitude 

of such inaccuracy is typically unknown to the measurers. 

Two types of corrective actions can be taken to address this type of unknown and 

related inaccuracy: 

A. Software developers with measurement expertise and who have been involved 

in the development process could measure in parallel to establish the reference value 

closest to the ‘true size’. With these reference results then:  

i. The total size level can be used to determine the accuracy of the measurers 

of group B, and 

ii. The detailed comparison of the size differences, and of their sources, can 

be used to establish both the sources of ‘unknown’ and their relative con-

tributions to measurement errors.  

Of course, such an approach would be expensive. On the one hand, it requires du-

plicate measurements and the availability of software developers who may have 

already been re-assigned to other projects with higher priority and deadlines to meet. 

B. An alternative approach is to ask software developers to carry out an audit on 

the documents used by the measurers of type B to identify, based on their practical 

knowledge, both the functions and functional details missed in the functions already 

measured. This type of audit can then identify the ‘unkowns’ (e.g., the functions 

and functional details that have been ‘invisible’ to the measurers of type B). The 

next sub-step would then be to: 

i. Carry out the exact measurement if the documentation becomes available 

and is of high quality and completeness, or 

ii. Apply an ‘approximation’ technique on such unknowns (e.g., unknown at 

the moment of measurement). 

Note that in this context where the software developers themselves have been in-

volved in the measurement process at project closure, there should be no ‘unknown 

unknowns’. 

4 Requirements at the Initiation Phase: Initial 

Requirements, Known Unknowns and Unknown 

Unknowns 

At the beginning of any software development initiative, be it a project, a sprint or a 

change request, the piece of software to be developed is described by an overview of a 

set of requirements typically defined at a high level of description without the details 

of each specific functionality. This high level, and incomplete, set of requirements will 

be referred to as Initial Requirements.   

While the measurement rules of the various ISO standards for FSM can be applied 

to these initial requirements, it is unreasonable to expect the size obtained in these con-

ditions to be similar to the true size of the software at project closure. In such a state of 
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incompleteness of the requirements (both in breadth and depth), there are too many 

‘known unknowns’ and ‘unknown unknowns’. 

The terms ‘known unknown’ and ‘unknown unknown’ were originally used to cate-

gorize risks in risk management [12]. The same concepts can be applied to estimation:  

• Known unknowns refer to functionality (size) that we know will be added over 

time (e.g., based on historical data, experience, etc.) but do not know the exact 

impact on size.  

• Unknown unknowns typically refer to unforeseeable changes in the scope of 

functionality, usually stemming from stakeholders or factors outside the or-

ganization.   

In these contexts, the measurers need to use size approximation techniques to offset 

some of these unknowns. Size measurement can be performed at any time in the SDLC 

and represents the requirements available at the time of measurement. We call this the 

Visible Size of that piece of software at that point in time. As a special case, visible 

size obtained using the Initial Requirements is called the Initial Size.   

In summary, there is a gap between the set of Initial Requirements and the function-

ality delivered by the software at closure. Similarly, any Visible Size for a piece of 

software before its completion will be a subset of its Final Size.   

5 Analysis of the Sources of the Gap Between the Initial 

Visible Size and the Final (True) Size 

This section presents an analysis of the sources of the gap between the initial visible 

size of the functionality documented at the initiation of a project and the final and true 

size at project closure.  

5.1 Sources of the size gaps 

Several factors may lead the final functionality delivered by the software at the end of 

a project to be different from that defined at the time the initial requirements were cre-

ated:  

• There may be some functionality added to the software during implementation not 

documented in the set of initial software requirements.  

• There may be new requirements added after the initial set of requirements was de-

fined. 

These factors will increase the amount of functionality in the software resulting in a 

gap between the initial and final size. In addition, there will be a gap due to require-

ments quality as mentioned in previous sections. When the documentation of any re-

quirement is of lower quality, even if it is possible to name the functionality (i.e. a 

functional process), it will not be possible to identify all relevant Data Movements. 

 Therefore, its measurement at that point in time would not adequately correspond to 
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its true functional size. This will introduce another gap between the Visible Size at that 

point in time in the lifecycle and the True Final Size. Combining these factors, we can 

identify the components of the gap between the initial and final true size as:   

• Lower lever functionality that is implemented as a part of the higher level require-

ments but not detailed in the initial requirements (Hidden Functionality). 

• Functionality that has been implemented but not fully documented in the initial set 

of requirements (Undocumented Functionality). 

• Functionality that has been added after the initial analysis as the project progresses 

(Added Functionality).  

All these causes need to be considered in order to understand the variations in size 

between the Initial Size at project initiation and the Final Size.  

We can visualize the Initial Size in comparison to Final Size in Fig. 2 where the 

solid lined boxes represent available size components, and the dotted lined boxes rep-

resent the components of final size that are not (yet) available at the time of measure-

ment.  

 

Fig. 2 Initial visible size vs. final true size 

As the project progresses it is expected that:  

• Initial requirements will be detailed progressively (added functional details to a func-

tionality already identified). 

• Some initially undocumented functionality will be approved and documented.  

• Additional functionality will be captured as additional requirements. 

• Some functionality will be removed and/or changed. 

So, for any measurement performed at a further point in the SDLC, the visible size 

will approach the final and true size. If the measurement is repeated at a further point 

in the SDLC the difference between the visible size and final size can be visualized as 

in Fig. 3. Note that many missing functionalities are now documented and measurable. 

However, there will still be size components missing due to low requirements quality 

and some remaining undocumented functionality. The true size can be measured when 
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all functionality delivered by the software is documented and each requirement suffi-

ciently detailed.  The difference between the visible size further in the SDLC and final 

true size can be visualized in Fig. 3 where: 

 

 

Fig. 3. Visible size at any time in SDLC vs. final true size 

• Properly Documented Functionality  

At least some of the initial requirements may be well defined and detailed at the level 

that FSM methods require. This will result in some properly measured functionality. 

Data movements are identified and recorded. Note that having a proper measurement 

also means the software architecture has been wholly defined.   

• Hidden Functionality  

Within the initial set of requirements most functionality will only be defined at a 

high level, not allowing the identification of all the specific Data Movements within 

those functions and that would go undetected until those functions are detailed enough. 

This can be due to vague and incomplete requirements as well as requirements that 

mostly define relationships between high level architecture components. Such require-

ments can seem to be complete and detailed enough in terms of functional steps, 

whereas the components involved are at a higher level than the actual components im-

plemented in the software. Most of the time, system architecture dictates a portion of 

these hidden requirements where intermediary data movements between components 

can become completely known only after the architecture phase is complete. Some of 

the missing functionality in this category can also stem from the non-functional require-

ments (NFRs) within the initial requirements that are be converted into FURs to be 

allocated to software further in the SDLC (i.e. Quasi NFRs [13]). 
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Example: Initial requirements and preliminary architecture definitions for a software 

system describe a certain functional process “FP1”. When it is measured with COSMIC 

FSM, we identify a series of steps corresponding to Data Movements between compo-

nents A, B, C and D as seen in Error! Reference source not found.. This leads to the 

identification of 7 data movements – e.g., 7 COSMIC Function Points = 7 CFP.   

 

Fig. 4. A set of high level components and Data Movements among them in an FP 

However, later during implementation, it can be observed that there are sub compo-

nents to the components previously defined in the architecture and there exist interme-

diary date movements among them. See Fig. 5 where An represents a subcomponent of 

component A. When these intermediary data movements are incorporated into the 

COSMIC measurement, this will lead to a higher functional size of 11 Data Movements 

(CFPs). The data movements that are invisible in the first graph will contribute to the 

final size of the function while being invisible in the initial requirements. There can be 

cases in which some part of a FUR is detailed enough to identify Data Movements and 

some are left with less detail.  

 

Fig. 5. Subcomponents of software components and additional intermediary Data Movements 

 

A

B

C

D
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In the case study in [14] the COSMIC measurements of the Rice Cooker case study 

[15] were compared with different levels of requirement details. There it was observed 

that there can be drastic differences between measurements performed for the same 

system using requirements of different levels of detail. In order to minimize this size 

gap, organizations can improve the quality of the requirements through implementing 

requirement standards, training analysts in requirements engineering best practices and 

verifying and validating the requirements.  

Organizations may decide to have a high level architecture and corresponding high 

level requirements for management purposes. However, they need to be aware of the 

level of the requirements and have quantitative data on how much of the actual size is 

missing due to high level requirements. 

• Undocumented Functionality  

In many cases, even fairly early in the lifecycle, some implied functionality will be 

implemented in the software that is not mentioned in the requirement documents (e.g. 

known unknown). For example: 

• Certain functions may be “usual” for an organization or application domain and be 

omitted in order that the requirement texts not be repetitive.  

• Or there can be undocumented requirements that apply to every piece of software 

that is being developed under certain conditions, either as standard practice within a 

specific organization, or as standards across an industry or software domain. 

• They can be some unknowns to the analysts but implemented by developers. Certain 

functionality may be deemed initially as “technical” for some stakeholders at the 

customer or management levels, and/or low level and left out of the scope of require-

ments documents. However, these functions will be implemented and constitute a 

part of the final size of the software.  

• There exist many interfaces between systems/components undefined by the require-

ment documents for the subsystems at the project level. 

 For example, when the actual requirements define business functionality for a bank-

ing application, other functionality stemming from other quality concerns such as se-

curity, authentication, architecture or technology may not be mentioned in the require-

ments document. Similar to ‘Hidden Functionality’ defined above, some of the missing 

functionality in this category can also stem from the non-functional requirements 

(NFRs) within the initial requirements that are be converted into FURs further in the 

SDLC. 

 A previous study [16] illustrated how implied and/or hidden functionality can cause 

a big gap between the initial and final functional size of a piece of software. The set of 

requirements used as the input for the initial COSMIC measurement was one of the 

standard case studies published by COSMIC. Requirements were of high quality and 

did not include vague or incomplete requirements. For the selected set of requirements 

in the example, the final size turned out to be 236% greater than the size as measured 

in the initiation phase. This size difference was due to security functionality that was 

documented as high-level system non-functional requirements at the time of the initial 
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measurement and that later was allocated to the software and implemented as additional 

functionality.  

In similar cases, apart from being documented as NFRs, such additional functional-

ity may stem from standard practices of an organization, business domain or required 

security standards. In order to minimize this size gap, organizations need to be aware 

that not all of the functionality delivered is captured in their requirement documents. 

They should know the typical additional functionality added to software in implemen-

tation and use relevant approximation methods to incorporate this size increase in their 

early size measurements. Interface definitions/requirements should be documented.   

• Added/Modified Functionality  

At any time in the SDLC, the functionality scope of a piece of software may be altered. 

Some functions might be added while some might be removed or modified. Such 

changes typically occur due to customer change requests and/or scope changes. These 

additional and/or modified functionalities cannot be measured at the initial stages of a 

project, or at any stage until the changes actually happen. However, they will be incor-

porated in the final size of the software developed. 

Increase in size due to such changes in functionality is usually referred to as scope 

creep.  Frequency and size of requirement changes are dependent on the development 

processes, customers and development environment. At the time of measurement, it 

may not be possible to foresee and prevent size change stemming from scope creep. In 

some cases, this gap can be estimated using statistical methods on historical data. 

In order to minimize this gap, organizations need to keep statistical data regarding 

customers, the SDLC and processes used, domain etc. in order to be able to make ad-

justments to their early size estimates to reflect the potential impact of changes.  In 

addition, organizations should improve requirement elicitation processes through ac-

tivities such as early prototyping, incremental development etc. to minimize the impact 

of requirement changes on size approximation. 

5.2 A proposed Approach for Identifying the Sources of Invisible 

Functions and for Approximating the Expected Final Size 

The proposed approach is based on the development of an organization repository to 

record size data information related to the initial estimated size (e.g. t = project initiation 

phase) and size at the time of delivery (e.g. t = project closure). Such an organization 

repository will allow: 

• For each piece of software, to compare the initial requirements and the functionality 

at the time of delivery.  

• Classify additional size (Hidden Functionality, Undocumented Functionality, Addi-

tional/Modified Functionality).   

• Identify the reasons for the size change in each dimension.    

• Use customized techniques for different dimensions of size change to adjust initial 

measurement results and better estimate the final size of software. 
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6 Summary and Future Work 

In this paper, some of the factors that cause the gap between any early measurement 

and the final size of a piece of software have been identified and discussed to make it 

possible to fine tune and customize size estimation techniques for organizations and 

ultimately more useful size estimation techniques. 

We have defined different components and dimensions of the gap between the initial 

visible size and final true size of a piece of software. That is, the missing components 

of the size obtained by measuring a piece of software before it is completed and thor-

oughly documented.  

We also pointed out the importance of identifying the knowns, known unknowns 

and unknown unknowns for estimation or approximation techniques at any given time 

in the SDLC.  This would allow approximation techniques to identify which dimen-

sion(s) of the size gap they are using as input and which dimension(s) they are estimat-

ing.   

 Instead of following a ‘one size fits all’ approach for estimation techniques, future 

work with statistical early estimation techniques may be updated to incorporate differ-

ent dimensions of the size gap and combine different approaches to calculate these di-

mensions separately. 

As a number of factors in the software development context affect the composition 

of the size gap, related to the characteristics of a development environment, certain 

dimensions may turn out to be more significant than others. Having estimation tech-

niques incorporating different dimensions of size gap will help organizations select, 

customize and utilize the estimation techniques that are best suited to the characteristics 

of their development context including business domain, standard processes, teams and 

even customers.  

With different dimensions of the gap between initial size estimation and final size 

measurement identified, empirical research will be conducted on real life cases. Possi-

ble quantitative indicators for different dimensions and relationship models for those 

indicators will be investigated. 

Empirical research will be conducted to compare the estimation accuracies of vari-

ous estimation methods. Estimation methods will be applied to whole sets of initial 

requirements and their size accuracies compared. Moreover, composite approaches in-

cluding applying combinations of methods to different dimensions of the gap between 

initial size and final size will be demonstrated using real life cases and their accuracies 

compared.  
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