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Abstract. Unlike the old development process models, agile provides flexible
methods adapted to requirements change. Although, agile methods such as Scrum
are widely used today, an important number of agile projects end up in failure.
This is due mainly to inaccurate estimates of time and lack of a structured change
control process. However, tracking and controlling changes is important for a bet-
ter project control. The main objective of this paper is to propose a tool for change
controlling in scrum process. For this purpose, we use the COSMIC Functional
Size Measurement method for a precise quantification and rapid evaluation of a
change request. Reporting, tracking, and controlling the change status per project
at different levels of details will certainly help in future projects management.

Keywords: Functional change, User requirements, Functional size measurement,
User story description, COSMIC-ISO 19761, Scrum, User stories, Agile.

1 Introduction

Software projects are undoubtedly hard to manage. In fact, software products are more
complicated compared to other products due to their invisibility, complexity, confor-
mity, and changeability [11]. Hence, managers must ensure the balance and trade-offs
among the scope, schedule, and budget while ultimately satisfying the customers needs.
Among the different Software Life-Cycle (SLC) models, managers select the appro-
priate one depending on the project nature and the team skills. At the beginning of the
SLC, user requirements are often unclear, ambiguous, and not entirely defined. Hence,
the risk of changing user requirements during the software development is highly pre-
dicted. However, the cost of a requirements change at an early phase of the SLC is rel-
atively low compared to the cost of changing requirements at a later phase [11]. Hence,
flexible models more adapted to the user requirements change become a necessity.
Unlike the oldest SLC models, agile methods such as scrum embrace requirements
changes. In fact, they allow active collaboration between development teams and cus-
tomers (i.e., product owners). The Product Owner (PO) reports the requirements in an
unstructured way when talking to the development team [18]. Although scrum is gain-
ing popularity in comparison with other agile methods, 61% of the scrum projects fail
[13]. This is due mainly to the lack of comprehensive documentations in scrum [12],
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the limited use of standardized measures, and the poorly change control. To avoid the
project failure, a well-defined change control process is required at any step of the
scrum process, even within an ongoing sprint. In addition, implementing such process
will improve the flexibility of scrum.

User requirements are classified into three categories: Functional User Require-
ments (FUR), Non-Functional Requirements (NFR), and Project Requirements and
Constraints (PRC) [3]. FUR express “what the software shall do in terms of tasks and
services” [3]. NFR include “any requirement for a hardware/software system or for
a software product, including how it should be developed and maintained, and how it
should perform in operation” [3]. PRC describe “how a software system project should
be managed and resourced or constraints that affect its performance”. Depending on
the changed requirement, user requirements changes are classified into: (i) functional
changes, and (ii) technical changes [1]. In fact, a functional change affects the FUR.
While, a technical change may affect the NFR or the PRC.

This paper proposes a tool for FC control in scrum process. This tool is based mainly
on sizing FC using the COSMIC FSM method. The remaining of this paper is organized
as follows: Section 2 presents firstly an overview of the scrum process, Functional Size
Measurement (FSM) and COSMIC FSM method. Secondly, it discusses some related
works. In section 3, we describe the change control process. In section 4, we illustrate
our process through the case study “E-Commerce” and present our tool. Section 5 dis-
cusses the limitations and concerns of the change control process. Finally, section 6
concludes the presented work and outlines some of its possible extensions.

2 Background

2.1 Overview of the Scrum Process

Scrum process allows a better communication between the development team and the
PO. For a successful scrum project, the development team must learn how to manage
themselves efficiently. In addition, the PO must be actively involved in every single
phase of the software development. Scrum appears to work better with small projects
that require five to nine persons in a development team including designers, developers
and testers. Nevertheless, some companies adapt scrum for large-scale projects [10].

The scrum process, illustrated in Fig. 1, starts with a high-level definition of the
project scope. Scrum uses the product backlog as a list of stories created by the PO
based on their initial requirements. These stories may increase or decrease in size based
on decisions made throughout the software development. The list of stories is prioritized
by the PO to be used as an iterative input for different sprints (Iterations) [15]. Thus,
the active involvement of the PO is mandatory to explain, elucidate the next iteration
that should be implemented and evaluate/test the work done.

For a single sprint, four types of meetings should be held: sprint planning meet-
ing, daily stand up meeting, sprint retrospective meeting, and sprint review meeting.
The stories to be implemented in a sprint are captured during the planning meeting.
They are selected from the product backlog according to their priorities and placed in
a sprint backlog. In practice, usually, only the first two or three sprints are identified
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and planned. Daily stand up meetings are held during the sprint to discuss: what has
been done, what are you going to do, and what are the issues [6]. Each sprint is ended
by a sprint retrospective meeting, during which the team reviews the sprint and decides
which change will be made, and how they can improve their work in the next sprint.
As we mentioned previously, scrum uses the user stories to represent the user re-
quirements at different levels of details. A User Story (US) is a requirement written in
a specific way illustrating the type of user, feature or functionality that the user want to
do in order to realize some benefit [6]. Below the US description adapted in practice.

Fig. 1. Scrum software development process [2]

This description identifies Who will do the US or find it valuable <user type>,
What it can be used for <feature or functionality >, and Why it is valuable or important
<value or expected benefit>.

As a <user type>
I want to <feature or functionality >
so that <value or expected benefit>

Typically, development team uses the User Story Point (USP) to determine the ef-
fort required for the accomplishment of a US compared to other user stories in the same
product backlog. Although its popularity, USP is not a good estimation technique. It has
been widely criticized (cf., [5], [9], [7], etc.). In fact, USP is only meaningful for a spe-
cific development team and project. Thus, it is necessary to use a standardized method
that allows the measurement of the product functional size. In addition, the study in
[7] proved that using COSMIC in agile projects gives a better results in estimating the
effort needed to accomplish a US. For these reasons, we selected COSMIC ISO 19761.

2.2 Functional Size Measurement and COSMIC FSM Method: ISO 19761

Software size measurement throughout the SLC is used mainly for estimating the soft-
ware development effort/cost and in driving decisions on the development project ac-
tivities. The FSM methods measure the software size from the FUR. Functional Point
Analysis (FPA) is the first FSM method proposed by Allan Albrecht in 1979. FPA
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is supported by the “International Function Point Users Group” and ISO since 2003
(IFPUG-ISO 20926:2009). Thereafter, researchers proposed several methods to im-
prove the original FPA method such as Nesma, MK II, FiSMA, and finally COSMIC.

COSMIC considers that a FUR involves a number of functional processes. Each
Functional Process (FP) is detailed by a set of sub-processes of two types: data move-
ment and data manipulation. A data movement moves a data group from/to a functional
user (respectively Entry and eXit data movement) or from/to a persistent storage (re-
spectively Read and Write data movement). Software size is measured by counting one
CFP (COSMIC Function Point) for each data movement. The size of each FP is mea-
sured separately. The sizes of all functional processes are added to provide the software
size.

Boundal Functional
i process
Functional users: 1 entering Entry
Humans data group Functional

Sub-processes

1 exitin -
Hardware devices data grgup eXit

Read| |Write
1 retrieved 1 data group
data group to be stored

Persistent
storage

Fig. 2. COSMIC data movements [8]

COSMIC is the only FSM method that measure the size of a change to software. It
defines a FC as “any combination of additions of data movements or of modifications
or deletions of existing data movements” [8]. To measure the Functional Size of a FC,
referred to as FS(FC), COSMIC attribute one CFP for each changed data movement
regardless of the change type (addition, deletion, or modification). The FS(FC) is given
by the aggregation of the sizes of all the added, deleted and modified data movements.
The functional size of the software after a FC is given as the sum of all added data
movements minus the functional size of all removed data movements [8].

2.3 Related Work

Given the importance of change management in the agile context, a number of research
studies have addressed the requirements changes in scrum process. For instance, Lloyd
et al., addressed the problem of requirements changes during the development process
in distributed agile development [14]. They proposed a supporting tool to help manag-
ing requirements changes in distributed agile development. On the other hand, Stdlhane
et al., proposed to analyze the impact of technical changes [17]. In particular, this study
focused on the safety requirements. Thus, two main questions have been addressed:
(i) will the requirement and design affect the safety? and (ii) will the update affect the
safety? Regarding the use of functionality measures in agile project, Commeyne et al.,
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proved that the use of ISO standards to measure the size of agile projects is manda-
tory [7]. This study demonstrated the reliability of COSMIC in estimating the size and
therefore the effort required to accomplish the defined requirements.

Table 1. Summary of the proposals focused on requirements change in scrum process

Study Focus Type Findings

Lloyd et|Requirements change management|Experimental|A supporting tool
al., [14] in distributed agile development
Commeyne (Evaluation of teams’ productivity|Experimental COSMIC is more reliable in
etal., [7] |using COSMIC estimating models with much
smaller variances

Stalhane et|Impact of technical changes in|Exploratory |A supporting tool that ensures
al., [17] safety requirements the validity of safety

Table 1 summarizes the main proposals that focused on the requirements changes
in scrum process. We noticed that some studies focused on functional changes (cf.,
[14]) while other studies focused on technical changes (cf., [17]). However, changes
in these papers have been always considered as new requirements. In addition, none
of the previous studies used a change control process. Thus, no changes evaluation
is provided. However, it is important to evaluate requirements’ changes and provide
useful information for the right audience. This will certainly help during the software
maintenance as well as for new software development. Moreover, change evaluation
is usually based on experts’ judgment. Whereas, experts’ judgment evaluation is less
transparent compared to any other techniques and depends mainly on the experts’ skills.

3 Change Control Process

3.1 Detailed User Story Description

In scrum, there is no standard US representation. Thus, different templates have been
proposed mainly to describe what the users will need the software for. In addition, user
stories are used at a high level of details [9]. This will impact the size measurement. In
order to guarantee the quality of measurement, we propose a detailed description of US
that represents all the information to apply COSMIC (see Fig. 3). Where:

— <UserType> is the user of the US referred to as the functional user in COSMIC.

— <Action> and <Object> are used to replace the concept “feature or functionality”
in the US description provided in section 2.1. In fact, the “feature or functionality”
is a combination of an action and an object that the action will be applied on.

— <value or expected benefit>: It is used to characterize the successful ending of US.

— <NFR> describes the non-functional requirements.

— <Attachments> any attachment that help defining the user story such as GUI.
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[*description®/

As a <UserType> | want to <Action> <Object> so that
<value or expected benefit> <NFR> <Attachments>

I*Scenario description*/

<User> <ActionType: Entry, Read, Write, eXit,
Expletive> <DataTransferred> <ActionDefinition>

Fig. 3. Detailed user story description format

The <value or expected benefit>, <NFR>, and <Attachments> are optional.

In general, a US could have finer or coarser granularity than functional processes.
That is a US could be a fraction of a FP or a set of functional processes. In our study,
we consider that each US is associated to a FP. Thus, two user stories could not have the
same [<UserType>, <Action>, <Object>, and <value or expected benefit>]. The US
description in Fig. 3 provides more details in comparison with the old one. But, it does
not represent the functional sub-process. Hence, moving to the scenario description is
required to apply COSMIC. At this level, we distinguish the following concepts:

— <User>: External actor could be a human actor (e.g., moderator, customer, etc.) or
an external system in a direct relation with the software to be measured.

— <ActionType>: the action that will be applied on a data group is restricted to a
number of verbs (e.g., select, read, etc). These verbs are classified into four corpses:
entry actions, read actions, write actions, and exit actions (see Appendix). These
actions represent the sub-process in each US. Thus, a sub-process can be a data
movement or a data manipulation. This depends on whether or not it transfer data.

— <DataTransfered>: represents the data that have been transferred in each sub-
process. <DataTransfered> in COSMIC corresponds to the “data group” concept.

— <ActionDefinition>: gives a summary of the user story purpose.

3.2 Prioritizing User Stories

Algorithm 1 is used to help prioritizing user stories in the product/sprint backlog.
Hence, it can be used when selecting user stories from the product backlog and when
re-organizing user stories in an on-going sprint after a change.

In scrum, user stories are prioritized as requested by the PO [4]. However, the PO
may not have enough knowledge about the implementation details. Hence, ordering
user stories based only on priority is not sufficient. In fact, the developer’s view is also
important in the user stories prioritization. Taking into account the developer’s perspec-
tive is important to maximize the business value released at the end of every sprint.
Therefore, we propose to balance the US for PO and development team perspectives
according to mainly three parameters: importance, priority, and functional size. The
priority of user stories is defined by the PO (i.e., P1 is more prior than P2, P2 is more
prior than P3, etc.). The importance of a US can be Essential or Desirable. User stories
in the same cluster of classes (the same data base, service, etc.) have the same impor-
tance. The functional size is measured using COSMIC.
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Algorithm 1: Prioritizing user stories

1
2
3

4
5

Aim  : Prioritizing user stories
Require: P(US) the priority of user story (US).
Imp(US) the importance of user story (US).
FS(US) the functional size of user story (US).
Ensure : User stories organized by taking into account their priorities and importances
first of all and then their functional sizes.
begin
if Imp(USi) = Imp(USj) & P(USi) != P(USj) then
L Select the more prior user story ;
else if Imp(USi) != Imp(USj) & P(USi) != P(USj) || P(USi) = P(USj) then
L Select the most important (Essential) user story ;
else if Imp(USi) = Imp(USj) & P(USi) = P(USj) then
L Select the user story with minimum size ;
else if Imp(USi) = Imp(USj) & P(USi) = P(USj) & FS(USi) = FS(USj) then
L Select the user story that requires less demand on resources (time or budget) ;

the
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On the other hand, developers identify the status of a US that can be used to control
development progress. Thus, the status of a US?, as shown in Fig. 4, can be:

New is the status of a US in the product backlog.

To do is the status of a US assigned to an on-going sprint.

In Progress is the status of a US currently being implemented.

To Verify is the status of a US ready for testing.

Done is the status of a US tested with success in the customer environment.

As it is described in [16], we kept only the "Done” and “’In Progress” status.

New To Do In Progress To Verify Done

Fig. 4. User stories status in scrum process

Measuring Software Functional Size from User Stories Description

This section proposes a set of formulas that can be used to measure the software size
based on the US description. It must be noted that the FS of the product backlog can be

3 https://www.dreamstime.com/stock-illustration-scrum-task-kanban-board-sticky-notes-
whiteboard-post-agile-software-development-hanging-tasks-team-image91765825
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different from the FS of the increment product. In fact, changes always happen. Hence,
new functionality may appear, while others may be modified or deleted. The FS of the
product backlog is given by measuring the sizes of all sprints initially identified. While,
the FS of the increment product depends on the sizes of all the implemented sprints.

The functional size of the product backlog or the increment product is equal to the
sum of the functional sizes of all the sprints it includes (see Equation 1).

FS(P) =Y FS(s:) ()
Where:

— FS(P) is the functional size of the product backlog or the increment product.

— FS(S;) is the functional size of sprint i.

— n is the number of sprints initially identified in the case of product backlog size
measurement or the number of implemented sprints in the case of increment prod-
uct size measurement.

The functional size of a sprint is equal to the sum of the functional sizes of all the
user stories it includes (see Equation 2).

FS(S) = i FS(US;;) 2)
j=1

Where:

— FS(S;) is the functional size of sprinti (1 <1i < n).
— FS(US;)) is the functional size of the user story j in S;.
— m is the number of user stories in sprint S;.

The functional size of a user story is equal to the sum of the functional sizes of its
actions (see Equation 3).

FS(USij) = FS(AClijk) (3)

_
=

Where:

— FS(US;)) is the functional size of the user story j in S;.
— FS(Act;ji) is the functional size of action Act;jx in US;; (1 <i<nand 1 <j<m).
— p is the number of actions in user story j.

3.4 Steps for the Change Control Process

To avoid any trouble in the project progress, following a control change process is
important. Fig. 5 illustrates our change control process. It starts when a change request
is submitted. A change request is documented in order to give a detailed description of
the change. A well change documentation must include the following items:
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— Statement of the need: identify clearly the changed item that must be analyzed.
— Reasons for the change: describe the causes for changing user requirements.
— Conditions of Success: the requester define what he expects from the change.

The documented change is submitted to the project team. The change revision with
the team is required especially for complex change. In our previous work [16], we
proposed an approach for evaluating FC request. We also proposed a set of algorithms
to decide about a change request (accept, defer, or deny). These decisions are made
based on the FS(FC) and the development progress. If a change is deferred or denied,
the development team must communicate the decision to the change requester. The
communication is needed in order to discuss the customer expectation, and the change
values and cost. The development team must explain to the PO how long the change is
going to take, and its impact on the project progress. After making the decision, it is
required to update the documents to track all changes that are to be implemented. The
change request is then implemented. It is send later for revision and testing.

- 3. Prioritizing US
1. Change request 2 Sl FEesl 7S and Making
impact analysis P
decisions
[Defer or Deny] 4@
h 4
L u ReVIe_w and }{6, Implememation]
Testing

5. Update documents (product
backlog, increment product, etc.)
Fig. 5. Change control process for product team

4 Case Study and Tool

4.1 Case Study

The “E-commerce” is a web site developed by a team of engineering students. The web
site allows a customer to buy computer equipment on-line. It includes initially ten user
stories. After discussing their priority and measuring their sizes, these user stories are
initially classified into three sprint: S1(USS, US6, and US7), S2(US4, USS, US9, and
US10), and S3(US1, US2, and US3). The initial measurement results are given in Table
2. By applying our formulas in section 3.3, the total size of “E-commerce” is equal to:

FS(“E-commerce”) = FS(S1) + FS(S2) + FS(S3), where
FS(S1) = FS(US5) + FS(US6) + FS(US7) =4 CFP + 6 CFP + 6 CFP = 16 CFP
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FS(S2) = FS(US4) + FS(US8) + FS(US9) + FS(US10)
=3 CFP+ 3 CFP + 3 CFP + 6 CFP = 15 CFP
FS(S3) = FS(US1) + FS(US2) + FS(US3)
=3 CFP + 3 CFP + 3 CFP =9 CFP
Hence, the FS(“E-commerce”) is equal to 16 CFP + 15 CFP + 9 CFP = 40 CFP.

Table 2. Detailed Product Backlog

User |Description FS(US) |Status |Priority |[Importance

Stories

US1 |Asa visitor I want to consult the list of|3 CFP |[New  |P2 Essential
articles

US 2 |As a visitor I want to consult the details|3 CFP |[New  |P2 Desirable
of an article

US 3 |Asavisitor I want to search for an article|3 CFP |[New  |P2 Desirable
by its name

US4 |Asaclient I want to command an article|3 CFP [New [P3 Essential

US 5 |As an administrator I want to add a new|4 CFP [New [Pl Essential
article

US 6 |As an administrator I want to update the|6 CFP  [New |P1 Desirable
details of an article

US 7 |As an administrator I want to delete an|6 CFP [New [Pl Desirable
article

US 8 |As an administrator I want to consult the|3 CFP [New  [P3 Essential
list of commands

US 9 |As an administrator I want to consult the|3 CFP [New  [P3 Desirable
details of a command

US 10 |As an administrator I want to update the|6 CFP |[New |P3 Desirable
information of a command

Applying Algorithm 1, USS5, US6, and US7 have been selected in sprint S1. Table
4 provides the detailed scenarios of these three user stories. As planned, the develop-
ment team started by S1. The selected three user stories have been implemented in two
weeks. They moved then to sprint S3. US1, US2, and US3 have been selected to be
implemented in this sprint. As mentioned in Table 2, the priority of these user stories
is equal to P2. Whereas, the importance of US1 is Essential and that of US2 and US3 is
Desirable. Hence, according to Algorithm 1, the development team starts by US1.

By the end of implementing US1, the PO proposes to add US11, US12, and US13
(see Table 3). The priority for all the added user stories is P2 and their importance
is Essential. The status of user stories initially in S3 are: USI status = done and US2
status = US3 status = In Progress. The question here is whether to accept the FC and
implement it in S3 or defer the FC to the next sprint S2. In this case, the FC affects an
ongoing sprint and proposes the addition of three user stories. The total FS of undone
user stories is equal to 6 CFP. While, the FS(FC) is equal to 10 CFP. We classify the user
stories (initially in S3 and new ones) using Algorithm 1. For this purpose, we compare
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the importance of the new user stories (US11, US12 and US13) with the user stories in
S3 with status = in progress (US2 and US3). Hence, the user stories will be organized
as follow: US12, US13, US11, US2, and US3. The user stories coming from the FC
appear in the beginning of the list. Thus, by applying the Algorithm for FC decision
making in an on-going sprint in [16], we make the following recommendations.

— Accept US11, US12, and US13.
— Defer US2 and US3 to the next sprint S2.

Table 3. Functional change details

US User story description FS(US) |Status |Priority [Importance
US 11 |As a visitor I want to create an account [4CFP  |[New |P2 Essential
US 12 |As a customer I want to logon 3CFP [New [P2 Essential
US 13 |As an administrator I want to logon 3CFP |New |P2 Essential

In practice, after all the changes proposed during its implementation, this product

has been delivered after six sprints each one lasts for two weeks.

Table 4. Detailed scenarios of US5, US6 and US7 in S1

User User Action Data  trans-|Status |Data CFP
Stories ferred Movement
UsSs Administrator |Enter Article Data  |ToDo  |Entry 1
Verify Article Data Read 1
Add Article Data Write 1
Administrator |Receive E /C message eXit 1
FS(USS) =4 CFP
US6 Administrator |Select Article ID ToDo  |Entry 1
Read Article ID Read 1
Administrator |Receive Article Data eXit 1
Administrator |Enter Article Data Entry 1
Save Article Data Write 1
Administrator |Receive E /C message eXit 1
FS(US5) = 6 CFP
us7 Administrator |Select Article ID ToDo  |Entry 1
Search Article ID Read 1
Administrator |Receive Article Data eXit 1
Administrator |Select Article ID Entry 1
Delete Article ID Write 1
Administrator |Receive E/C message eXit 1
FS(USS5) = 6 CFP
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4.2 Tool

Fig. 6 gives some snapshots of the proposed tool in this paper. Interface 1 is used to add
anew US with respect to the US description proposed in section 3.1. All the added user
stories are placed in the product backlog as provided in interface 2. This interface rep-
resents the product backlog, sprint backlog and some additional details concerning the
project progress such as: done user stories (in number and CFP), implemented sprint,
etc. As it is provided in this interface, three user stories are selected in S1. Interface 3
provides the details of an ongoing sprint such as: starts and finish dates, percentage of
done user stories, etc. Interface 4 is used to update user story to respond to a change
request. Finally, interface 5 is used to make recommendations after a FC request and a

better change control.

User Story
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UsenSystem Acton Data Transtered Descigton
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Tor - Description
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T et e s [SEere=y s s
B2 Wusrsiats A0 0P omesuey  acw spiato
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Asa  administrator Twantto  update a command So that
Scenano Tasks
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system reireive command prepare database

systam aspiay commana prepare query

admnistator updale command develop code

st
Chartn. system display EC message
==
Other Detaits
Priority Status Sprint Importance
3 Bl [Done Bl 2 B Esserny -
el user story @ Functional Change. Concel || Save |
Usesystem Acton Oata Transierea
‘administrator select ‘command 0 Delete User Story
5 e commang
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adminis¥ator update commang Descripton
system upcate. ‘command s Administrator [ want to add new article
sustem msnta Femassans
Notes
Recommandation

accepting the change: Medium

Recommandation: Accept

Fig. 6. Snapshots of tool with the case study “E-commerce”
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5 Discussion and Limitations

User requirements are the basis of software project. In agile, they are described by user
stories. The US description is a valuable document for the development team. Hence,
if user stories are poorly described, the software development/maintenance will be crit-
ically vulnerable. In fact, well detailed user stories are not always available in practice
since they require much more time. However, the more time spent at the beginning of
the process, the little time will be required later. Consequently, a detailed description of
a US is needed. So that any change can be carefully monitored and reported.

On the other hand, COSMIC is a flexible method that readily fits into the scrum pro-
cess. We proved in this study that COSMIC can be applied throughout the process even
within an ongoing sprint. Functional changes can be requested at any time and evalu-
ated any where for better decisions-making. Thus, COSMIC provides greater flexibility
to scrum process without disrupt its structure. In addition, the proposed process can be
extended for the hidden requirement and high level detailed requirement by using ap-
proximate measurement approaches. In the case of a technical change (i.e., a change is
the NFR) that requires the implementation of additional FUR, the change is translated
into functional change. Hence, it can be measured and evaluated using COSMIC.

The tool has been tested using one case study “E-Commerce”. In order to ensure the
efficiency of our change control process, testing the tool and algorithms in an industrial
environment is required. Feedback from practitioners is necessary to improve the tool.

6 Conclusion and Future Work

In practice, changes in user requirements are inevitable and present a main issue. Any
deviation from user requirements may lead to project failure or induce an extra effort
and much time through the software life cycle to satisfy a change request.

This paper proposed an assessment tool that support a FC control throughout the
scrum process. Our tool is based on a detailed description of user stories and their siz-
ing with COSMIC. In fact, the evaluation of a change request and the decision made
responding to the change are based mainly on its functional size and its impact on the
development progress. This avoid any misunderstanding due to the subjective evalua-
tion of the change (done mostly by developers). Hence, the proposed tool adds objec-
tivity to the scrum process. It can be used by decision-makers to meet customer’s needs,
identify problems in future projects, and estimating future software project effort.

For further work, we consider that approximate/rapid change evaluation is required
especially for an urgent change request. In addition, we consider that it is required to
use the proposed tool in real industrial environment.

Appendix

Entry corpus: Assign, change, choose, click, create, edit, give, input, modify, provide,
re-enter, select, submit, type, update.

Exit corpus: display, edit, list, output, post, present, print, return, send, Show update,
view.
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Read corpus: find, get, obtain, post, read, recognize retrieve, Validate, Verify.
Write corpus: add, archive, change, create, define, delete, edit, insert, record, register,
remove, save, store, Update.
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