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The area of model-driven software development covers many different topics starting from process and organization and then 

via domain modeling and tool architecture to application platform development. For this reason, it is important to impose a 

standardized set of recommendations, or patterns, that could be used both for new or ongoing projects. For this research, we 

focused on “fixed budget shopping basket” organizational pattern and the implementation of metamodel followed by ignoring 

concrete syntax and separation of generated and non-generated code. The main aim of this paper is to present a general 

overview and give insight from our development team on the usage of standardization and patterns in model-driven software 

development. 

1. INTRODUCTION AND MOTIVATION 

Model-driven software development (MDSD) is the area of software engineering that is continuously 

developing in the last three decades. There are many different approaches defined and many 

successful projects came out from MDSD biosphere [Mohagheghi et al. 2013] [Brambilla et al. 2017]. 

Nevertheless, it is still easy to find many sources that not support MDSD as the paradigm, but 

strongly opposing it [Sneed 2007] [Osis 2018]. One of the main reasons, that is often pointed out, is 

the lack of overall standardization in the area. This fact also leads to the situations that the 

significant number of project managers tries to avoid MDSD in longer projects since they cannot see 

the clear benefits from the first sight [Klien and Ludin, 2019] [Vijayasarathy and Butler, 2015]. On 

the other hand, it is not easy to exactly measure the effect of many MDSD standard approaches 

[Christensen and Ellingsen, 2016] [Bolender et al. 2017], since when they got applied in significantly 

different environments they end up with different results. Both these two facts lead to the situation 

that MDSD still is not on the position in software development that, in our opinion, it should be.  

The development team from our Laboratory of Medical Informatics advocates MDSD for the last 

15 years stating that many parts of the projects can be finished faster and more reliably [Rajkovic et 

al. 2015] [Rajkovic et al 2017]. Primarily, we develop medical information systems based on the 

OpenEHR metamodel and with a set of data modeling and data generation tools following the 

standards given initially by Voelter [Voelter 2004]. Beside for medical information systems, we 

successfully used MDSD as a basic approach in manufacturing execution system development 

projects [Aleksic et al. 2017]. Usage of modeling and generation tools was proven successful and 
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made our development process faster, testing process more standardized and help us in an overall 

bug rate reduction [Rajkovic et al 2015].  

After several successful implementation and upgrade projects based on model-driven engineering, 

we wanted to contribute to the MDSD community by supporting the standardization processes 

through this, rather technical, paper. Since MDSD is mostly presented through the papers that 

explain and evaluate specific approaches and coding techniques, with a little or no attention to 

identify and promote certain standards. Thus, an important segment of the paradigm that we 

wanted to present here are standardized parts in MDSD and enrich the initial definition with our 

insights. 

One of the most important sources for existing standardization in MDSD is the original work 

[Voelter 2004]. Claiming [Alexander 1977] and [Gamma 1995] as the motivational starting point and 

influenced by [Bettin 2002] and [Bettin 2003], the author tried to formalize the systematics in MDSD 

processes. The ideas shown in the mentioned work are further developed, and elaborated in 

[Buschmann 2007], [Possatto et al. 2015] and [Syriani et al. 2018]. 

Since the area of MDSD became wide and voluminous it was necessary to identify the most 

important sub-concepts and to join the most important coding techniques, processes, routines and 

organizational sets of recommendation into logical groups. According to [Voelter 2004] [Strembeck 

2009], they are structured and organized in four main groups - domain modeling, process and 

organization, tool architecture and application platform development. Since these groups are 

different by its content and focus, the common name must be chosen to describe any of the items for 

any of the groups. The name pattern itself was chosen in [Voelter 2004] after Alexander’s [Alexander 

1977] discussion on patterns – “pattern represents our current best guess as to what arrangement of 

the physical environment will work to solve the problem presented. The empirical questions center 

on the problem—does it occur and is it felt in the way we describe it?—and the solution—does the 

arrangement we propose solve the problem?” and “the patterns are still hypotheses, all 253 of 

them—and are, therefore, all tentative, all free to evolve under the impact of new experience and 

observation”. The usage of the term pattern could seem unappropriated due to its formal definition, 

and even though the work [Alexander 1977] is from the area of civil engineering and architecture, it 

is adopted as the common name for all the MDSM standardized processes, software patterns, and 

organizational routines. 

Starting from the domain modeling step we can say that this area is well covered by many 

different tools and approaches such are architectural-centric metamodel and formal metamodel. Our 

experience with data modeling is based on the and usage of locally developed modeling tools together 

with standardized metamodels. It gives us the results as presented in [Rajkovic et al. 2015]. 

The main challenge we wanted to point attention here is from the area of process and 

organization. The pattern is called fixed budget shopping basket and it should give the 

recommendations for project managers how to reach the goal in a given time with an assigned 

workforce. Since our experience says that the projects are often understaffed and everchanging (from 

the point of view of the requirements collection), the existence of any software tool that can speed up 

the development process is more than desired. For this reason, using the most effective way to 

generate code from the model is the next major area where standardization can help. Our research 

showed that the generator tool can reduce the time needed for development up to two thirds 

[Rajkovic et al. 2015]. To us was essential to follow the pattern of the implementation of the 

metamodel when comes to the tool architecture. In the application platform development area, we 

tend to have an adaptable system that can easily switch to the different programming environment 

and to generate a series of different software component. From this area we identified ignoring 

concrete syntax and the separation of generated and non-generated code as the most important 

patterns we used to follow. 
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In this paper, we will present mentioned four (fixed budget shopping basket, implementing a 

metamodel, ignore concrete syntax and separation of generated and non-generated code), at least for 

us, the most influential patterns and give the general overview and our internal insights.  

2. FIXED BUDGET SHOPPING BASKET 

Starting from process and organization, the one common problem in the MDSD engineering process 

is work organization in a way to develop a product aligning the requests from the customer in a 

given amount of time. From the product manager’s point of view given amount of time multiplied by 

the cost per hour makes a nightmare called fixed budget. In that light, the pattern imposing 

application of the iterative development to ensure proper result on time is named as a fixed budget 

shopping basket. The initial definition presented in [Voelter 2004] and further developed in 

[Serrador et al 2015] and [Gregory et al. 2016] contains the following rules:  

- Use timeboxed iterations that are shorter than six weeks, validated by users/customers. 

- Produce shippable code at least every three months.  

- Ideally, deploy into production every three months to get “live” feedback.  

- For the development of new business applications, “go live” within nine months, don’t risk 

losing the team (mother) or the application (baby). 

Developing large scale projects is generally risk itself. When projects must last at least half of a 

year, there is a significant chance that problems either on the side of the customer or on the side of 

the engineering causes the delay. For this reason, project execution in pre-defined timeboxed 

iterations and validation sessions with customers is required. From our experience, the period 

should be shorter than six weeks, and usually weekly or bi-weekly meetings proved to be more 

convenient. Within the period of six weeks, the customer can easily lose the focus and start thinking 

in the directions different than specified in stakeholder requests. In [Rajkovic et al. 2013] we 

published the results based on our experience with different level of interaction with the customers. 

We had three focus clinics in our project, and, due to the differences in their organization, we 

established different communication routines. The best results were with the development of an 

information system for cardiological clinic beside the volume of the required work significantly 

exceeded one needed for other two clinics. Proper communication helped in later full software 

acceptance. In other two clinics we had only few meetings for over a year, and the level of common 

understanding was significantly lower, and the project took 50% longer to finish where not all the 

modules got accepted. 

Better communication when developing an information system for cardiological clinic helped in 

the development process itself, especially in earlier bug discovery. Going in this line, production of 

shippable code also should be in iterations that lasts two to three weeks. Period of three months is 

longer than most of the end-users can stay active. More frequent deployments in the test 

environment will keep the customer interested and keep for the project.  

On the other hand, deployments to the production environment should be less frequent than 

deployment to test suite. Regarding the deployment plan for the production server, it seems that it is 

more convenient not to have strict time defined deployment slots, but rather after a specific set of 

functionalities realization. 

This approach could also be improved by iterative multi-track development. Depending on several 

team members the team can be divided, and the complete process could be split into several tracks 

and proper development approach and methodology can be applied. From the technical point of view, 

this approach seems optimistic, but in real development, many other problems can appear that can 

prevent the customer from getting an active system in desired time for a fixed budget. For example, 

during the iterations, the customer will easily get to the idea that something, in addition, should be 
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developed. Even when the customer accepts to sign the change request, the negotiation itself will 

take additional time which can delay the overall project.  

This approach is also useful when it comes to the deployment of the developed information system 

in a medical institution. Using the interactive multi-track development approach we managed to 

reduce the time needed to deploy and customize software in Serbian medium-size primary care 

medical facilities by 50%. Initially we needed 60 days full of stress, but eventually we ended up with 

a less than one month, where number of support calls got reduced to about 30% [Rajkovic et al. 

2015]. 

It is even harder to plan projects that should last longer. As longer the project timeline is, there 

are significantly more chances that the project will not be delivered on time and within budget. 

Eventually, the key to success in these types of projects is a mutual understanding of both sides and 

continual communication. 

3. IMPLEMENTING A METAMODEL 

Using models to improve software development is the leading idea of MDSD. The process should 

start with defining or adopting a metamodel, then creating specific models and based on them 

generating a set of various software components. This is an excellent idea and a streamlined process 

that looks logical and straightforward. Unfortunately, there are many technical problems hidden 

behind this process. 

The first point to ensure is validation. Specific models must be validated against the metamodel 

and, at the time of software generation, generated components must be checked for consistency 

against the specific model. Thus, the definition from [Voelter 2004] [Wachsmuth, 2007] [Mens e al 

2016] states: “Implement the meta-model in some tool that can read a model and check it against the 

metamodel. This check needs to include everything including declared constraints. Make sure the 

model is only transformed if the model has been validated against the metamodel”. The definition for 

this pattern gives the only direction on “what”, but not “how” the process should be done.  

Once agreed with this, the next point is – “how to perform the validation”. Should this be done 

manually, or through some of the available pieces of software or through some of the homebrewed 

generator tools? Manual validation is, in most cases, out of the scope. Models tend to be complex and 

manual check is usually time-consuming task with a high probability of errors. Next choice is to use 

existing model transformation pieces of software. In many cases, the organizations that maintain 

metamodels for some domains, also offer some set of validation tools. These tools could be efficiently 

used for specific model validation, but the situation with data generation tools is a bit different. The 

level of customization for a specific project could be significantly higher than support, so developers 

should choose between: 

- Using the existing tool as much as possible and then perform manual coding for the missing 

parts 

- Extend the existing tool to suit most of the needs and then perform manual coding for the 

missing parts 

- Develop specific code generation tools/engines that would be able to generate specifically 

required components and then perform manual coding for the missing parts 

In all three cases, the common part is “perform manual coding for the missing parts”. Analysis of 

this segment is crucial to choose the strategy. Since the main aim of MDSD is to reduce the amount 

of the specifically typed manual coding, this is the key part in the whole MDSD, how we see it. Once 

the correct choice is done here, the implication for the project will be higher. Unfortunately, 

developing code generation frameworks/tools will take some time and can slow the initial 

development of all the “items from the shopping basket”. 
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From our experience, it is worth to invest time in specific tool development especially when the 

team is focused on specific domain development. If a team is doing one spin-off project for a specific 

domain, then is questionable if this kind of development is needed at all. Using the existing tools is 

useful in most of the cases when specific models should be validated against the domain model. For 

large scale organization like OpenEHR or ISA-95, this looks prominent, but for some other 

organizations, the quality of offered tools could be questioned [Rajkovic et al. 2014]. 

We have experience with both approach and depending on a step in the software cycle, the usage 

of one or another has own pros and contras. The standard generation tools are usually better fitted 

for one category of generated components, but for other cases, custom-built tools have own 

advantage. In [Rajkovic et al. 2015] we compared our results for component generation. For example, 

standard tools had a slight advantage when generating classes and standard logic for the 

components such are Windows forms, but our custom build generator tools gave better results when 

some specific parts should be generated such are custom logic generation, automatic configuration 

files creation and automatic test case builds. Our experience is that custom build MDSD suite can 

reduce development time in some steps up to 50%. 

Since project managers need to balance the shopping basket, the decision is mostly on them. We 

just need to point out that our view is maybe biased by the fact that the domains of our projects 

(medical information systems and manufacturing execution systems) came from highly regulated 

areas and some team members are continuously involved in development for last 15 years.  

4. IGNORE CONCRETE SYNTAX  

Ignoring concrete syntax during code generation as longest as possible is a pattern which 

requirements are often neglected during the development of code generation tools (Fig. 1.). Again, 

looking at the whole development process as “the shopping basket” with limited resources, the 

project managers strived to bring the results sooner as possible and thus tend to reduce all of the 

unnecessary developments and then got some more time for “more important parts” of the project. 

This greedy approach can bring benefits in cases when the organization works with a single 

technology and has no plans to change it in longer terms, or when the generated components are 

relatively simple and require no further updates after generation. 

The directive from [Voelter 2004] [Paige 2016] defines the process around model transformation 

in the exact following three phases: 

- convert the input model into some in-memory representation of the metamodel (typically an 

object structure),   

- then transforms the input model to the output model (still as an object structure)  

- transform the target model to a concrete syntax. 

 

  
Fig. 1. Steps in ignore concrete syntax pattern (adopted from [Voelter 2004]) 

This pattern requires an implementation of the parser for the concrete syntax of the application 

model, then transformer that converts input (meta) model to specific model, and eventually the 

“unparser” or “petty printer” that will eventually convert the model to the concrete syntax.  
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Usual implementations tend to skip the second step and to implement direct transformation from 

the initial model to the textual output. This will reduce the system’s flexibility but speed up the 

development to approximately half of the required time. 

Initially, we tend to go for the mentioned greedy approach, especially because all our models were 

from the same category and internal transformations will bring no significant, by our opinion at the 

time, benefits. Eventually, we switch to the full three-stage model and successful implementation is 

later used for manufacturing execution systems [Aleksic et al 2017]. 

5. SEPARATION OF GENERATED AND NON-GENERATED CODE 

When comes to the generated parts of the code it is important to clearly define how the generated 

code should be maintained. Generated code should be handled in such a way that will not interrupt 

manually written code. The most common problem is the fact that code generators will completely re-

generate its parts of the code. Any change in manual code will be then lost and such changes are 

hard to track and revert if needed. Two most common approaches are the separation of generated 

and non-generated code and so-called forced pre and post code. The definition from [Voelter 2004] 

states: 

Keep generated and non-generated code in separate files. Never modify generated code. Design an 

architecture that clearly defined which artifacts are generated, and which are not. Use suitable design 

approaches to “join” generated and non-generated code. Interfaces, as well as design patterns such as 

factory, strategy, bridge, or template method, are good starting points. 

The code generation itself is not one simple process, especially because of different possible 

relations between generated and non-generated code. Depending on the relation between the 

generated and non-generated code different types of relations should be considered. In [Voelter 2004] 

and [Torres, et al. 2017] five base cases are examined (Fig. 2.): 

a) Generated code calls non-generated code 

b) The non-generated code calls generated code 

c) The non-generated code calls generated code through the adapter class 

d) Generated classes are sub-classes of non-generated classes 

e) Usage of template method pattern 

 

 
Fig. 2. Five major relations between generated and non-generated code (adopted from [Voelter 2004]) 

When generated components call the non-generated library, case a is the safest environment for 

the code execution. The generated code relies on already running and validated functionality which 

means that any new bug that could appear, should appear in the generated code. Testing, in this 

case, can then be reduced only to test the newly created library. We assume this approach as the 

easiest and the most convenient for implementation. It is used when the array of components 
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sharing the same existing functionality should be automatically generated by the model, and where 

no additional dependencies are introduced. 

Case b is the situation when an existing non-generated code should call the functionality from the 

generated code. This approach is used when some options need to be introduced into the existing 

functionality and it usually requires some intervention on the existing code. This intervention 

usually consists of introducing abstract classes or extracting specific methods and make them 

virtual. Then, the base functionality calls, by the default its initial behavior, while newly generated 

code contains the implementation of abstract or virtual methods. 

The extension of this approach is the case c when the link between non-generated and generated 

code is an adapter class. An adapter class is built on the way that is partly generated, since the 

methods needed to interact with the non-generated code came from the existing library, and the 

adaptation methods are generated. We used this approach to handle situations where different plug-

ins or completely interchanged functionality are developed. For example, the classes that support 

connection to different data sources are implemented this way [Rajkovic et al. 2015]. 

The case d is basically the extension of the case a. Generated code calls non-generated, but 

generated class is defined as a sub-class. This approach is used when generated code shares many 

functionalities with the base code, but some minor changes are applicable from case to case. We used 

them for different validators when validation against the same set of values could be altered to show 

some different aspect – i.e. in the description of neurological statuses.  

The last of the presented cases is the case when the template method pattern is used during the 

generation. Base class (non-generated code) contains one template method (which can even be 

virtual) and few virtual (or abstract) and non-virtual methods. Template method consists of the 

sequence of calls which is strictly defined. The generated code contains classes that derive a base 

class and implements or overrides only requested method. In later usage, the proper instantiation 

leads to the execution of specific code. Within our system, we used this approach when developing 

generator tools. Since we use the same model to develop multiple different classes of the components, 

we used this approach to speed the implementation up and to make the process more effective. 

6. CONCLUSION 

MDSD is generally envisioned as a paradigm that should make easier to handle all the major steps 

of the information systems life cycle. Considering all levels of complexity, the time needed for system 

development is, often, much longer than it is envisioned by project management. Colloquially, the 

system will not fit in its shopping basket. Making the software project on the way to fit in budget 

and time constraints was one of the requests that drive MDSD evolution. Evolution itself went 

through many steps and it is still active. The new generation of MDSD frameworks offer much more 

than even five years ago and, in some area, such as an object-relational model representation of 

databases, they are considered as a standard. 

On the organizational side of the process, we decided to present a fixed budget shopping basket as 

one of the hardest to achieve goals in project management. Along with basic recommendation, we 

present our findings that are in favor of the general opinion, but with a higher focus on 

communication with customers. 

Implementing a metamodel is considerably core of the MDSD. Generating code based on the 

model and having in mind potential compromises on the way from system flexibility to fastest 

deployment is discussed here and enriched by the examples from our development projects. Two 

additional patterns important for the code generation itself is mentioned too – ignoring concrete 

syntax and separation of generated and non-generated code.  

Since MDSD is a considerably wide area, starting from process organization and ending with code 

generation, one can tell that it lacks specific focus and that is out of standardization. With this 
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paper, we wanted to present major parts of the MDSD environment with belonging standardized sets 

of recommendation (or patterns) followed by our insight based on the decade and a half long 

experience of our development team.  
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