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Abstract In this work we introduce the notion of configuration of an OBDA sys-
tem, departing from a set of off-the-shelf tools that interoperate between each other
in order to facilitate to users the access to data sources through queries on a con-
ceptual level. The result is an extensible all-in-one framework with well-defined
interfaces aimed at experimenting with different combination of tools. Finally, we
discuss the advantages and limitations of this proposal.
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1. Introduction and Motivation

Ontology-based data access (OBDA) [15, 37] is a new paradigm of data management
based on semantic technology and aimed at facilitating access to diverse types of data
sources by mediating between data consumers and data sources. To do this, the OBDA
paradigm requires a conceptual domain view in terms of an ontology and a declarative
mapping between the data and such ontology. OBDA users will express their queries
over the conceptual domain model, which are reformulated into standard DB queries to
be executed by the respective database management system. Thus, OBDA relies upon
both DB and KR technologies for hiding the structure of the data sources, and providing
a semantic access so that users no longer need an understanding of such sources. In the
last years there have been important advances in precisely defining the theoretical aspects
of this approach: query answering, which is its main reasoning task, query rewriting and
optimisation [30], mapping languages [13], computational properties [9] and DL-Lite
family [2]. On the tools hand, many of them have been also developed ranging from
ontology editors [24, 11] to mapping tools [32, 4], query answering systems [8, 14, 31, 3],
and visual query platforms [34]. A more complete description of the tooling ecosystem
around OBDA is found in [15].

Notwithstanding nowadays some OBDA systems based on these tools have been
successfully deployed at companies [16, 23], findings and perspectives derived from
these implementations suggest that important technological and practical challenges
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should be addressed and many of these problems have been tackled in isolation [23].
Such conclusions are associated to the semi-automatic or automatic development of
mappings and ontologies, an efficient query processing and the user-friendliness of the
OBDA system for expressing queries. Thus, this lead to a very close interaction between
basic and applied computer science motivated on the need to define how should the tools
in the previously detailed ecosystem interoperate each other for moving towards facilit-
ating the deployment of more user-friendly OBDA systems in real environments.

In this work we outline and describe the main tool interfaces needed for interacting
each other in a OBDA system. The aim is to have a picture of the requirements of tools
in order to go towards highly interoperable technological solutions. For instance, for a
typical scenario ontology-mappings-databases-queries, it is needed to model an ontology
representing the domain of interest, map data sources to the representation, and finally,
interact with the sources through queries, interfacing database engines. In this context,
modellers, domain experts and customers should be involved in ontology and mapping
engineering tasks and thus requiring tools providing graphical support for manipulat-
ing ontologies and mappings and newly generating the corresponding OWL 2 [36] and
R2RML (or other) specifications. Some implementations such as ontop [8] and D2R [3]
provide bootstrappers to automatically extract ontologies and mappings from relational
schemes, however, they should work along with other tools in order to validate the onto-
logy with experts. As a consequence, mappings also could be updated considering pos-
sible extensions of the domain semantic model. Lastly, end-users need to interact with
OBDA systems more smoothly and thus tools with a graphical interface need coupled to
a system in real environments. The importance of this study has been already considered
in recent works referenced here [15, 23] and justified through realistic applications, al-
though, to the best of our knowledge, no model nor descriptive analysis of the tool inter-
faces in the OBDA ecosystem has been yet reported. Thus, we outline on the inputs and
outputs that diverse tools require and present the notion of configuration of an OBDA
system departing from an all-in-one framework aiming at experimenting with diverse
combinations of tools. Such framework is being implemented for extending a concrete
tool named crowd1 [7, 6].

This paper is structured as followed. Section 2 details the context in which our re-
search takes place and including most relevant related works. Section 3 presents the de-
scription of tool interfaces, the proposed all-in-one OBDA model and formalises the
notion of configuration of an OBDA system based on both the previous concepts. Sec-
tion 4 presents final discussion and conclusions aiming at generating a deeper insight in
interactions between OBDA tools.

2. Context: OBDA Systems

The technological features associated to each implementation cannot be predicted at all
and workarounds are needed to make tools cooperate, which makes the whole creation
of knowledge graphs hardly predictable in cost and effort. In this sense, we describe the
following systems with diverse degrees of support to the OBDA dimensions: ontology
and mapping tools, query answering systems, database engines and federators, and tools
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for formulating user queries. From this analysis we bring to the light the need for a clear
definition of the interfaces of involving tools.

Mastro Studio [10] is a web platform for data management based on OBDA, cur-
rently commercialised by OBDA Systems2. Ontologies in Mastro are specified in DL-
Lite and visualised in Graphol, while mappings are provided as a set of assertions
between elements of the ontology and an SQL query, or possibly a conjunction of them.
Mappings can be inspected in a particular textual environment. The core of Mastro Stu-
dio is the OBDA reasoner Mastro [14]. Finally, the platform provides a query answering
environment for SPARQL queries and their responses. Other capabilities include data
source and intentional reasoning inspection. A user study of Mastro Studio has been
reported in [1].

Optique [16] is another end-to-end platform for OBDA for semantic access to oil
and gas data from industry. Optique is based on ontop for query answering, BootOX
[21] as ontology and mapping bootstrappers allowing specialists to write and edit, and
import OWL ontologies and mappings from the underlying relational DBs. Moreover, the
platform incorporate a novel OptiqueVQS [34], which allow users to formulate queries
that are automatically translated into SPARQL.

Equinor solution [23] describes the development and deployment of an OBDA sys-
tem for accessing geological data. Similarly to Optique, this proposal is a ad-hoc deploy-
ment so that it presents conclusions from practice experiences in accessing big data. In
particular, the solution is equipped with a module for semi-automatic creation of onto-
logies and mappings, a query processing module for efficient OBDA query processing,
a federated query execution module, and a query formulation platform based on Op-
tiqueVQS. Some others user studies related to ontop have been reported in [28, 22]

3. All-In-One OBDA Systems

In spite of the fact that few user studies have been reported in the literature and being
still an important research direction [15], they reveal several issues related not only to
the needs of dealing with the right ontology or mapping languages but also to the way
in which existing tools should interact each other, which are their interfaces, inputs and
outputs. The importance of such issues flows from the OWL standarisation and the sub-
sequent development of tools and infrastructure that can be used to support the develop-
ment and deployment of OWL ontologies [19]. Similarly, providing pieces of infrastruc-
ture for communication with reasoners and ontology manipulation have been the main
motivation for the development of the OWLlink protocol [25] and the well-known OWL
API [18]. Moreover, methodological aspects are required in all the stages for setting
up OBDA implementations, particularly, during the engineering of ontologies and map-
pings [20] and where supporting tools are also needed to communicate models between
domain experts and developers.

In the same direction, OBDA systems also require to be supported by an ecosystem
of additional tools with acceptable level of interoperability among them. For a typical
scenario ontology-mappings-databases-queries, we need to model an ontology repres-
enting the domain of interest, map data sources to such representation, and finally, in-
teract with the sources through queries, interfacing database engines. Thus, we sketch a
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Figure 1. Schematic diagram of our model for OBDA systems.

preliminary scheme including the components involving in OBDA system, describe each
component and detail the interfaces of each them in order to deploy system along with
the right tools. Finally, we introduce and formalise the concept of configuration of an
OBDA system. Fig. 1 depicts our preliminary proposal, where an OBDA system can be
configured by setting an ontology bootstrapper that could interact with an engineering
tool as a complement to the semi-automatic or automatic generation of the ontology; a
mapper to automatic or semi-automatic generation of mappings, also supported by re-
spective engineering tools; a query answering system; and finally, a database engine,
which can be extended to support federators. Below we briefly describe each component
and their interfaces. The specific tools in the diagram of the Fig. 1 illustrate the proposal,
however, other ones could be considered in a concrete implementation.

Ontology Bootstrapper (OB) Given a scheme database S, the ontology bootstrapper
extracts an ontology O from S with an associated vocabulary V . This capability is
provided for tools such as ontop, D2R and BootOX, among others. However, as has
been recently reported in [23], extensions of a bootstrapped ontology must be considered
for introducing knowledge from domain experts. Tools for ontology engineering have
been widely studied but without a accepted visual support nor ontology engineering pro-
cesses clearly defined at all [35]. So that engineering tools incorporated to OBDA sys-
tems should provide OWL importing and exporting capabilities in order to bring back
the formal ontology to the system. The standard language for expressing an ontology is
OWL 2, which allows to model a hierarchy of classes, and domain and range of prop-



erties. The main query answering systems support reasoning over OWL 2 QL ontolo-
gies, whose formal foundation is the description logic DL-Lite and which capture the
main modelling features of a variety of representation languages, maintaining low the
complexity of reasoning (query answering in AC0 for data complexity and tractable KB
satisfiability for combined complexity) [2].

input: A database scheme S.
output: An OWL 2 specification representing S.

Mapper (M) Next component of the OBDA configuration is the mapper, which is also
a bootstrapper to extract a mapping specification from an ontology O and a given data-
base scheme S. The output of a mapper is a specification in a mapping language, i.e. a
R2RML, which is also a W3C standard3, or ad-hoc languages, such as the ontop native
mapping format, among others. The aim of this component is going towards the auto-
matic generation of mappings, which is implemented by ontop, D2R, Automap4OBDA
[33], among other ones. Different from the two first, some tools as Automap4OBDA
allows interfacing with only PostgreSQL engines and thus limiting the flexibility of the
resulting configuration. With reference to visual tools or visual notations for mapping
engineering, some of them are being currently proposed: MapOWL [17], gra.fo4, among
others, however, to the best of our knowledge, none of them have been widely accepted
yet. Such visual tools incorporated to OBDA systems should provide a comprehensive
view of the domain of interest and also about the data sources [15]. Finally, they should
provide features to export new mappings in standard mapping specifications and thus
being newly considered in the current OBDA process.

input: A database scheme S and an OWL 2 ontology O.
output: A mapping specification M between S and O

Query Answering System (QAS) Query answering systems is central in a OBDA sys-
tem because it implements the query reformulation required to express SPARQL queries
in terms of one or more SQL queries. So they should be set with standard SPARQL and
SQL, in addition to OWL 2 ontologies and mapping specifications. The output of this
component is the query results to be send to end-users. The well-known ontop, DR2Q
and Mastro are such systems although other as Ultrawrap can be also integrated. Partic-
ularly, ontop has been used for various successful deployments in the industry [16, 23]
and throwing good performance results.

input: A database instance D of S, an OWL 2 ontology O, a mapping M and a
SPARQL query Q.

output: the result of Q.

Database Engine (DE) Engines are off-the-shelf components aiming at managing the
access to the databases underlying to an OBDA system. Commercial and Open source
ones are supported by ontop, Mastro and D2R via JDBC so that ontology and mapping
bootstrappers, and query answering systems can be run with diverse database technolo-
gies. Other tools as Automap4OBDA also can be deployed as part of an OBDA system,

3https://www.w3.org/TR/r2rml/
4http://gra.fo/
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however, it presents some limitations because it supports only the PosgreSQL engine.

After describing the main components of our model, we formalise a configuration
of an OBDA system. First of all, in standard OBDA, an OBDA specification P =<
O,M,S > consists of an ontology O, a data source scheme S and a mapping M from
S to O. Moreover, an OBDA instance is a pair (P,D), being D a database instance
conforming to S [37]. Then, a configuration for an OBDA system dealing with relational
databases is the following:

Definition 1 (An OBDA Configuration). Let S be a relational database scheme,
P =< O,M,S > an OBDA specification and D a relational database instance con-
forming to S . An OBDA configuration (iOBDA) is a tuple < OB,M,QAS,DE >
where:

• OB is an ontology bootsrapper generating O.
• M is a mapper generating M.
• QAS is a query answering system for rewriting SPARQL queries into SQL ones.
• DE is a database engine for interfacing D.

Thus, a configuration of a OBDA system, named iOBDA, aiming at providing access
to the data layer, through the orchestration of all of the tools involved in the OBDA
process and involving to users into the manipulation of ontologies or mappings through
respective engineering tools fulfilling the requirements previously detailed about their
interfaces.

A possible OBDA configuration could be <D2R (Protégé), BootOX (RMLEditor),
mastro, MySQL>, where D2R bootstraps an initial ontology from an underlying DB
and thus being manipulated in Protégé by domain experts and developers. BootOX and
RMLEditor5 are set as a composed mapper, firstly extracting an initial mapping specific-
ation and lastly, involving developers and knowledge engineers in manipulating such
specification through an engineering tool. Finally, the OBDA configuration considers
mastro as the query answering system. Thus, end users queries expressiveness is lim-
ited to a restricted fragment of SPARQL that corresponds to unions of conjunctive quer-
ies (union-select-project-join queries). If the expressiveness of these queries needs to
be increased, the OBDA system should be re-configured by replacing mastro by ontop,
<D2R (Protégé), BootOX (RMLEditor), ontop, MySQL >, which supports SPARQL
OPTIONAL for OBDA for dealing with missing information [38].

The Fig. 2 shows the OBDA components implemented in our prototype crowd,
which enables the configuration of an OBDA system as explained in our model. The
preliminary interface does not include any ontology bootstrapper but it takes an ontology
previously defined in crowd. SPARQL inputs are also provided in a textual way. Lastly,
evaluation of this implementation should be run in depth once more tools are coupled to
crowd and, particularly with data sources from real domains.

4. Discussions and Conclusions

In spite of the fact that this proposal deal with some perspectives extracted from [15, 23],
in this work we bring to light the need of agreements about how the tools around the

5http://rml.io/RMLeditor.html
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Figure 2. crowd widget showing settings to get an OBDA configuration (iOBDA).

OBDA paradigm should interoperate between them and thus going towards a standard-
isation of this interaction. Some previous experiences coming from ontology engineer-
ing remark this need, where even nowadays is not enough clear the effectiveness of the
tools supporting ontologies [35]. OBDA shares some of these weaknesses because pro-
cesses associated to this approach also appear fragmented across many tools or work-
arounds. In this discussion, we highlight the main applicability issues and limitations to
be addressed.

Scalability of the solution Currently, our preliminary tool only supports single database
instances and textual SPARQL queries. In order to scale it, we should explore federators
as well as platforms for SPARQL visual queries as [34]. On the other hand and as repor-
ted in previous experiences [23], deploying OBDA systems in real companies could re-
quire going beyond the state-of-the-art systems so that as a conclusion, achieving effect-
ive and reusable solutions is an important practical challenge. Other issues associated to
the deployment of OBDA systems involve aligning ontologies with those bootstrapped
ones from the databases and ensuring the quality of the whole system [12]. Accessing to
data stored in NoSQL databases should be also considered [27, 5, 26].

Manual vs. Automatic or Semi-automatic generation of ontologies and mappings Our
proposal mainly considers automatic or semi-automatic generation of ontologies and
mapping specification, although to the best of our knowledge, no analysis has been done
for evaluating the effectiveness of such generators. Nevertheless, these tools reduce the
costs associated to model ontologies and mappings from scratch. On this hand, tools as
crowd are integrated to our work in order to help users to extend, inspect and debug their
ontologies. Mapping editor should provide similar features but this is not supported by
the first version of our model.

Standardisation of Tool Interfaces Platform-based approaches leads to standardisation
of procedures, workflows and technology within an organisation [29]. Such platforms
state technology bases on which other technologies or processes are built. OBDA sys-
tems need of a common platform, whose parts can be used in diverse configurations.
Nevertheless, this customisation requires of artefacts to be sufficiently adaptable to fit



into the different systems meaning that we have to identify where the underlying techno-
logies differ or agree.

As a conclusion, in the last years there have been important theoretical advances in
precisely defining the semantics and properties of the framework of ontology-based data
access [37]. Such theoretical contributions induce the development of new technologies
to be used in more effective tools and thus leading to a very close interaction between
basic and applied computer science, which distinguishes the research area. In order to go
towards this interaction, we define a configuration of an OBDA system and present an
initial model for setting such configurations. This proposal aims to bring together well-
established tools in the OBDA tooling ecosystem in a common and holistic platform and
thus establishing an integrated connection from users to data sources. We also remark
the need for well-defined interfaces for automatic or semi-automatic generation of onto-
logies and mappings as well as for interacting with diverse query answering systems and
databases engines.
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