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Abstract 

This article discusses the steps involved in developing a 

website based on existing models. The subject area of 

sites with similar topics is analyzed. The selection of the 

necessary tools and technologies for development has 

been identified and justified. The site development 

process is described, as well as the result of testing the 

program. 

Introduction 

One of the most important types of web-based systems is the site. Sites contain a large amount of important and 

necessary information. They are available for any user, therefore they are a relevant and sought-after service at the 

present time. Any website is designed for a specific group of users, united by common interests and requirements, 

who are looking for information on a specific topic. If the user can find all the information he needs in one place 

where all aspects of the question posed by the visitor are presented in detail, such a web-system will be very much 

appreciated. The site for booking and selling tickets at the cinema will not only allow users to purchase tickets in a 

matter of seconds, but also book online. Also, the client will be able to view the latest relevant information of the 

cinema. Visitors will be attracted to such sites that have a beautiful design, are not burdened with excessive 

graphics, animation, advertising and just will be interesting to users. Also affects the speed of page display and the 

correct display in the browser window, so it is important that the site meets all the requirements of the visitor. 

The aim of this project is the acquisition and use of theoretical information on the design of a website and the 

application of practical skills in its development. 

To complete the work, the following tasks were set: 

1. analysis of a certain number of sites with similar topics to identify the user needs in demand; 

2. organize the structure of data storage; 

3. develop the server side of the site; 

4. develop a client part. 

 

1. Domain Analysis 
During the analysis of the subject area, the main operations were identified: viewing existing films and their 

schedules, selling and booking tickets, registration and authorization. Based on these requirements, the roles were 

defined: administrator and user, and the following use cases: 
1. Log in. 
2. Register in the system 
3. Enter movie data. 
4. Enter session data. 
5. Select a session. 
6. Buy or book a ticket. 
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2. Designing the information storage system prototype 
From the use cases, we can conclude which tables are necessary for the implementation of the site. To correctly 

compile the database, you must first present it in the form of an ER model. The ER model shown in Figure 1 was 

created in Draw.io; the database itself is stored in SQLite. 

 

Figure 1: ER database model 

3. Development of the prototype information system interface 
During the design of the interface, a prototype was developed. The main colors are: raspberry, burgundy, gray. The 

background is a dark full-screen image that simulates a cinema hall. This image is static (i.e., it does not move when 

scrolling). Elements requiring user attention are painted in crimson, Burgundy was taken to highlight some elements 

that merge with the background. Designing the interface was done using Photoshop. 

 

4. Development of a software module for an information system 
Project development consists of two parts: server and client. For each of them, different software tools were 

selected. For the server part of the project, the programming language “Python” and the web-framework Django 

were chosen. Development will take place in the PyCharm IDE. For the client part, the JavaScript language was 

chosen as the programming language, the library for developing the interface is React.js.  

 

4.1. Server side development 
To work with data, django-orm is used. The description of the database structure is as follows: first, the tables in the 

database are described (Figure 2). 

 

 

 

Figure 2: description of the database structure 



 

The project’s root directory (Figure 3) contains the following files: apps (a folder containing framework 

applications), a conf directory containing basic routing, a file for deploying the application on the destination server, 

and also a settings file where you can change the language, time zone, database and much more. 

 
Figure 3: root directory 

 

Env is a virtual environment containing a separate Python interpreter with its packages related only to this project; a 

list of dependencies can be found in the requirements.txt file. The framework defines the basic structure of the site, a 

standard version of the application may look like this: 

 
Figure 4: application organization structure 

 

Static and media, the directory where the statics and media files are located, respectively, scripts, styles and more 

belong to statics, media files: videos, pictures, etc.  

Admin - a directory containing settings related to the admin panel, for example, how many entries to display on the 

page or which fields to display. Database models are also registered here so that they can be accessed through the 

administrator interface. 

Migrations - the directory in which the automatically generated migration files are stored when the database 

structure is changed. 

The Model folder contains the database models, the description of tables on django orm. 

The Serializers directory contains classes for serializing complex objects in Json, based on classes from the django-

rest-framework. 

The view directory contains the logic for generating a response for different types of queries, accessing the database 

and classes for serialization. The data from the POST request is taken, and a new record is created in the database.  

Requests come from the routes represented. 

In this part, the path to the views contained in the views directory is mapped. 

 

4.2. Client side development 
The client part is written using JavaScript ES6 and the React.js library. The main structure is created using the 

create-react-app utility; it creates the basic template and server for development (Figure 5). 

The main actions take place in the src directory. Components - components that are transferred to the user. Utils are 

small utilities. For example, a utility that sets headers for requests when there is an authorization token. 



The main file is the index.js file. 

 
Figure 5: client file structure 

 

In this file, the project adds the router and the main repository from the redux libraries, react-router. A check is 

underway for user authorization and whether the JWT token is still valid. 

In this file, the project adds the router and the main repository from the redux libraries, react-router. A check is 

underway for user authorization and whether the JWT token is still valid. After verification, the App component is 

mounted on the html page. The App component is implemented as follows: it places the so-called navbar and footer 

on the page, leaving space between them to render the components that depend on the route. Thus, when switching, 

for example, to the address 127.0.0.1haps000/login, the LoginPage component will be mounted. The Api file 

describes how to access the server using the axios library. Due to this, the server ip is stored in one place, and when 

changing endpoints they can be fixed in one file, and instead of requests like: 

http://127.0.0.1:8000/api/cinema/films/5 you can write it like this: api. film.fetchOne (5). An example of a 

functional component, which if the user is not logged in, draws a page with the registration form for him, otherwise 

redirects to the main page. 

 
Figure 6: functional component example 

 

Reducer example from redux library (Figure 7). The file describes how and what information will be stored in the 

global storage, from where any component can take information. The reducer does not change the storage data, but 

creates a new one, based on old data and new ones. 



 
Figure 7: reducer example 

 

Actions are needed to interact with the repository. FilmAddedOne is an action to add a new movie (Figure 8). 

FilmFetchOne is an asynchronous action that can cause several common ones, in which case a request to the server 

is made in it, and after that the data is stored in the storage (Figure 9). 

 

 
Figure 8: action example 

 

 
Figure 9: asynchronous action 

 

5. Testing the prototype information system for booking and selling tickets at the cinema 
During testing, the method of 50 test cases was applied, which checks the operation of the site. Its essence is that it 

checks the operation of the main functions of the site and its correct display in all current browsers. During testing, 

the method of 50 test cases was applied, which checks the operation of the site. Its essence is that it checks the 

operation of the main functions of the site and its correct display in all current browsers.  

 

6. Сonclusion 
Modern cinemas give people the opportunity to buy and book tickets online without taking up huge queues. The 

developed site allows users to use this feature. As a result, it should be noted that during the development all the 

tasks were solved: 

1. analysis of a certain number of sites with similar topics to identify the user needs in demand; 

2. organize the structure of data storage, learn how to develop the server side of the site 

3. develop the server side; 

4. develop a client part. 

In the first part of the article, an analysis of the subject area was carried out and the requirements for the system 

were identified. The possibility of creating a site using the client-server system is considered. The second describes 

the data storage structure. In the third part - designing the user interface. In the fourth part - the process of 

developing the client part, in the fifth - the process of developing the server part. The developed site meets all the 

requirements set at the stage of setting the task. When developing the web site, ready-made modules were used, 



which were modified taking into account the specifics of the web site and were successfully implemented in its 

structure. 
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