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Abstract. The paper is dedicated to information security of 

web applications. It discusses main classes of web application 

vulnerabilities and topic-related regulatory documents. An 

original procedure for the analysis of web application 

vulnerabilities is suggested. Conformity of the suggested 

procedure with modern standards is demonstrated. The paper 

highlights some issues of concern associated with the analysis 

of vulnerabilities and identification of existing web 

application vulnerabilities, and suggests a few ways of how to 

solve them. The effectiveness and efficiency of this technique 

has been proved by the vulnerability statistics in the course of 

software certification for compliance with information 

security requirements. 

Keywords – assessment of web application security, 

vulnerability assessment, vulnerability analysis technique. 

 

I. INTRODUCTION 

Timely identification of vulnerabilities is one of the most 
crucial tasks of web application testing [1-6]. The importance of 
this problem is attributed to a number of reasons, including the 
key ones [7-15]: 

— Existing vulnerabilities imply poor security of data 
processed by web applications. 

— It is difficult to identify various classes of web application 
vulnerabilities using static analyzers.  

— Constantly growing complexity of modern web 
applications, the number of problems to be solved and the level 
of integration with other software and hardware make the 
problem of software code analysis insolvable due to limited 
resources allocated for testing. 

— Certain classes of web application vulnerabilities cannot 
be identified using automation tools without a comprehensive 
vulnerability analysis. 

— Regular vulnerability analysis helps minimize the risks 
associated with eventual intrusion and violation of the integrity, 

availability, and confidentiality of data processed by the web 
application. 

Existing vulnerabilities mean web application vulnerabilities 
that are confirmed by the developer or those for which an 
exploitation scenario exists [16, 17]. 

We have analyzed information available in open information 
sources (OIS) in order to identify the causes of web application 
vulnerabilities and vulnerability exploits. To date, the open 
project of web application security assurance, Open Web-
Application Security Project (OWASP), is one of the most 
comprehensive open information sources. OWASP regularly 
publishes information on existing web application attack 
techniques as well as the rating of attacks based on their 
implementation complexity, frequency, and criticality. 
Vulners (https://vulners.com/), CVE (https://cve.mitre.org/), 
NIST (https://www.nist.gov) databases, databank of security 
threats of the Federal Service for Technical and Export Control 
(https://bdu.fstec.ru) can also be useful. 

 

II. METHODOLOGICAL APPROACH TO WEB APPLICATION 

VULNERABILITY ANALYSIS 

To make the web application vulnerability analysis more 
effective, a vulnerability analysis technique based on web 
application vulnerability analysis has been developed using the 
information available in open sources.  

At first, developer’s software documents, including the 
source code need to be obtained. In addition to the software 
documents, the expert can obtain a set of tests the developer 
carries out during the routine analysis of the product 
vulnerabilities and other types of tests. The developer can also 
provide a test bench to enable familiarization with the product 
and ad hoc testing. 

At this stage, the expert should study the public information 
sources to improve his/her awareness of the goals and tasks the 
tested product solves, the product purpose and its main 
functional features. The information should be sought for in the 
following publicly available sources: 

https://vulners.com/
https://cve.mitre.org/),
https://www.nist.gov/
https://bdu.fstec.ru/
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- OWASP Foundation – the free and open software 
security community (https://www.owasp.org). 

- Software developer’s website. 

- Other sources that contain information about the tested 
software and the information about similar software. 

Sought for information required to expand the initial data 
should be based on following criteria: 

- Product name and version. 

- Name of similar software. 

- Names of products which have the architecture similar to 
that of the tested product  

- expert’s propositions about the technologies used in the 
tested product based on expert’s experience and qualification 

The next stage includes ad hoc testing of the product. 

During the exploratory testing, the expert shall perform ad 
hoc testing of the product. 

The expert shall use a bench with the product installed and 
configured as required by the documents to prepare for ad hoc 
testing. To complete this step, the expert can: 

- Use the bench prepared by the developer for ad hoc 
testing. 

- Install and configure the product as required by the 
documents on his/her own. 

- Use the product installed as part of the existing information 
system. 

During this step, the expert shall: 

- View the product. 

- Test the product trying to disrupt the software operation or 
make it stop as soon as possible. 

- Define the list of tools the expert is planning to use to 
identify defects in the code or product configuration. 

A product can be tested by: 

- Changing the configuration of the product and tools the 
product interacts with during the operation 

- Using different variations of input data 

- Using the product to process data known to be incorrect 

- Making intentional attempts to put the product out of 
operation 

- Studying the responses to specially formulated requests 
to the product 

At the end of ad hoc testing, the following shall be 
documented: 

- Potential weaknesses of the software which, in expert’s 
opinion, may be the evidence of defects in the software code 

- Name of potentially vulnerable technologies used to 
implement functional features of the product 

- List of potentially unsafe product configurations 

Then the expert shall carry out exploratory testing. At this 
stage, the expert shall perform the tests using the steps listed 
below. 

The expert shall prepare for the exploratory testing. The 
expert shall obtain a bench with the product installed and 
configured as required by the documents to prepare for 
exploratory testing. The expert shall install and configure the 
product on his/her own. The bench shall allow for all types of 
product researches in all operation modes defined in the 
documents or tests required by the customer. 

When preparing the test bench the expert shall perform the 
steps listed below. 

III. CONFIGURATION OF THE SOFTWARE OPERATIONAL 

ENVIRONMENTS 

Software installation and configuration in compliance with 
the operating documentation. 

Development and implementation of security measures 
required for software research. 

Preparation of the test bench shall include the deployment 
and configuration of all operational environments in which the 
product can operate according to the operating documentation or 
which are specified by the customer, and identification of the 
tools required to perform the tests. The operational 
environments shall be installed, configured and adjusted in 
compliance with the relevant operating documentation. In case 
of any conflict between the requirements specified in the 
environment documents and the requirements for the 
environments in the software documents, the expert shall use the 
requirements defined in the environment documents and record 
the conflict. The expert shall analyze the conflict during the 
analysis of the product configuration when making further steps 
of this technique. 

The expert shall analyze the available product documents 
and open information sources to obtain complete information 
about the product. The expert should examine the product 
documents and data provided in open information sources to 
obtain the following information: 

- Identification characteristics of the product tested 

- Identification characteristics of the software in which 
environment the test product operates 

- Identification characteristics of the borrowed software 

- Identification characteristics of the technologies used in the 
test product  

After the identification characteristics are defined, the expert 
shall analyze the documents for the test product and perform a 
direct analysis of the product in order to define the set of the 
product input interfaces, to understand how these interfaces 
process the data, and to identify any additional potential 
vulnerabilities of the product. 

During this step, the expert shall use expert analysis, 
documentation analysis and automated tools to identify the input 
interfaces of the test product, which make it possible to influence 
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on the product. The analysis shall result in a set of entry points 
the expert can use to produce a direct impact on the product. 

After identification of all input interfaces of the product, the 
researcher shall get an idea of the structure and the type of data 
that can be sent to the identified interface. Then the expert shall 
define the input interfaces that affect the operation of the product 
security mechanisms.  

After identification of the input interfaces of the product, the 
expert shall analyze the open sources for information on existing 
vulnerabilities of the product, its operational environment or 
technologies used to design the product. The expert shall 
document the analysis findings. 

In order to complete this step, the expert shall use the unique 
characteristics identified previously. The expert shall search for 
the known (confirmed) vulnerabilities of the product using the 
following publicly available information sources: 

- Databank of security threats of the Federal Service for 
Technical and Export Control of Russia (http://bdu.fstec.ru); 

- Software vulnerabilities database Common 
Vulnerabilities and Exposures (CVE) (https://cve.mitre.org/); 

- Software vulnerabilities database Vulners 
(https://vulners.com); 

- National Vulnerability Database (NVD) 
(https://nvd.nist.gov/vuln/search); 

- OWASP Foundation – the free and open software 
security community (https://www.owasp.org); 

- Websites of the product developer and manufacturer 
and developers of borrowed components; 

- Other open information sources. 

Based on the analysis of the open sources, the expert shall 
supplement the previously identified potential weaknesses of the 
product. 

Having identified the potential vulnerabilities described in 
the open information sources, the expert shall study the product 
documents to define the list of potentially unsafe product 
configurations. At this step, the expert shall read the documents 
for the test product to identify all possible ways of the software 
reconfiguration and define those configurations which can 
compromise the information integrity, availability, and 
confidentiality. At the end of this step, the expert shall correct 
the findings obtained earlier during the study of the product 
documents and in the course of ad hoc testing. The expert shall 
supplement the information about unsafe configurations of the 
test product by potentially dangerous configurations defined 
during this step and remove the potentially dangerous 
configurations for which the documents describe the techniques 
of how to neutralize threats caused by such configurations. 

Identification of unsafe configurations shall be followed by 
a static analysis of the product code to identify potential 
vulnerabilities of the test software code. 

At this step, the expert shall use static analysis tools to 
perform an expert assessment of the product source code. The 
number of false positive results can be minimized by using static 

analyzers which are based on symbolic execution methods and 
other state-of-the-art methods of false positive minimization 
during the static code analysis. The expert shall identify the 
responses which cannot be well-defined as false by the 
automated analysis tools as potential vulnerabilities of the 
product code and document them as an attachment to the 
vulnerability analysis certificate. The expert shall expand the 
information on the potential product weaknesses identified 
earlier with the information obtained during this step. 

After the static analysis [3, 6, 18], the expert shall scan the 
test product using a security network scanner. The expert shall 
use the findings of the security scanner to identify the vulnerable 
components of the test product, unsafe configurations and other 
types of errors.  

During this step, the expert shall use network scanning tools 
to assess the configured product in its real operating mode. If 
any potential configuration vulnerabilities or potentially unsafe 
components are identified, the expert shall correct the previous 
results.  

On the completion of the product analysis with a network 
scanner [14, 18], the expert shall assess the security mechanisms 
of the test product for correct operation.  

The expert shall examine the security mechanisms of the 
software under study, assess the correctness of their operation 
and make attempts to disrupt the claimed logic of the security 
mechanisms. If the expert can disrupt the normal operation of 
the product security mechanisms, or identify potential defects of 
the program using any of the methods, the expert shall add these 
findings to the identification results of the product potential 
weaknesses. 

The exploratory testing shall result in a list of potential 
weaknesses of the product. The dynamic code analysis and 
fuzzing test shall be performed in relation to the potential 
software weaknesses identified. At the end of the completed 
analysis, the expert shall obtain [4, 5]: 

- The list of errors in the product operation 

- Fragments of data that lead to errors in the product 
operation. 

- Sample scenarios of work with the product components 
whose execution causes a product behavior different from that 
described in the product documents.  

The expert shall develop penetration tests based on the data 
obtained during the exploratory testing, dynamic analysis and 
fuzzing test, and carry out the penetration test [19, 20]. 

IV. CONCLUSIONS 

The paper suggests a general technique and 
recommendations on identification of web application 
vulnerabilities. This technique has an applied scientific nature as 
it was formulated based on the findings of information security 
certification tests of software systems performed over many 
years. 

Using this technique will turn the web application security 
assessment into a problem-oriented process, which will enable a 
more complete check of web resources in very a short time. This 
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technique complies with the state-of-the-art web application 
security assessment standards. 

The available statistical data confirm the reliability, 
effectiveness and efficiency of the suggested technique [21]. 
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