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The article considers the forming a pool of regression tests when using the CI/CD process in the development of information systems 

consisting of a significant number of interacting modules and using various database management systems. The reasons that do not 
allow using standard filters of testing management systems to account for possible interactions between modules of the developed 
information system are indicated. The method of selection of the tests to consider the interaction and potential mutual influence of 
modules on each other, which also minimizes the pool of selected tests, and rank tests for significance from the point of view of a decision 
on the correctness of the implementation of the functionality of the information system and the system's readiness for its transfer to the 
customer. The method of dynamic selection of tests that allow to quickly evaluate changes made to the components of the information 
system in terms of possible negative impact on the unaffected components and functionality is considered. The advantages and 
disadvantages of the considered methodology, the necessary conditions for its successful application, and ways to implement it both in 
new projects for the development of information systems and in existing projects in continuous development and without the possibility 
of organizing code freezing are given. 

Key words: regression testing, automated test cases selection, multicomponent information systems testing, quality assurance testing 
without code freeze. 

 

1. Introduction 
High competition in the field of information systems 

(IS) development [1] forces companies that develop IS to 
reduce the development time and the number of employees 
involved in the process of creating IS, while trying to avoid 
reducing the quality of their product. Various software 
development models are used to reduce development time, 
such as Agile [2], Iterative model [3], V-model [4], and so 
on. Almost all IS development companies use methods for 
implementing the most popular Agile model at the 
moment. It is necessary to note the growing popularity of 
the methodology of "Extreme programming" (XP) [5] (one 
of the implementations of the Agile process) - "continuous 
integration/continuous delivery" (Continuous integration / 
Continuous delivery – CI/CD) [6], which allows for 
regular functional growth of the IS and its rapid updating. 
This methodology is especially convenient for use in the 
process of developing IS, which consist of several 
components (micro-services) [7]. 

An attempt to reduce the number of employees 
involved in the development of IS often results to reduce 
the number of staff in the testing Department (QA) [8], 
whose tasks, among other things, include checking the IS 
for bugs and usability [9]. However, in terms of the impact 
on the commercial success of IS, the role of testing is hard 
to overestimate – it is unlikely that a potential user will 
want to use a software product that is riddled with bugs 
and uncomfortable to use. 

There are many different test methods that can be 
classified by the test object, the test subject, by the 
positivity of the scenarios, the degree of isolation of the 
tested component, the degree of automation, by the stage 
of testing and so on [10]. One of the most important types 
of testing that is used in almost every IS development 
project is Regression testing (RT) [11] – a specific activity 
of QA engineers aimed to detecting bugs in the modules 
or functionality of the IS that have not been changed, but 
could be affected by changes in related modules or 
functionality. Regression can occur both in the interaction 
between individual IS modules, and in the interaction 

between two different IS when transmitting any 
information [12]. 

Using the Agile development process in conjunction 
with the CI/CD methodology in conditions of insufficient 
resources for checking the quality of IS and extremely 
tight development deadlines may lead to a lack of 
sufficient time to run some extremely important types of 
testing. RT is often neglected, since the correct selection 
of the tests for this type of testing is quite complex and 
requires a deep understanding of the system architecture, 
and this type of testing reveals a small number (in absolute 
numbers) of is errors. In the case of developing a multi-
component IS, the choice of scenarios for RT that would 
check the possible negative consequences of changes is an 
extremely difficult task. Unfortunately, very often the 
criterion for selecting tests for RT is the" importance " of 
the test or a failed test result during the previous RT – it is 
very easy to select tests based on these criteria, but they do 
not allow you to select the correct set of scenarios that can 
effectively detect errors in the operation of IS modules or 
functions that have not been modified. 

The "code freeze" procedure is very important from the 
point of view of detecting errors in IS [13]. During this 
procedure, the IP code is not modified for some time – to 
check the entire IS, rather than any part of it, to detect and 
localize non-obvious bugs and bugs with complex 
playback scenarios that affect several components of the 
IS. It usually takes a significant amount of time to check 
the entire IS – from a week to a month (depending, of 
course, on the complexity of the IP and the number of test 
engineers involved in testing process), and the set of RT 
scenarios does not change. It is obvious that running a set 
of tests in parallel with the modification of the is code will 
lead to the loss of relevance of the test results after only 
one or two changes have been made. In other words, the 
results of tests performed at the beginning of a specific test 
procedure refer to an already outdated version of the IS 
and do not provide an answer about the quality of the 
current IS configuration. In practice, the "code freeze" 
procedure is often neglected during the IS development 
process due to planning errors and a lack of understanding 
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of the need to perform all the necessary quality control 
procedures before transferring the IS to the customer. 

This situation in multicomponent systems is 
complicated by the presence of a significant number of 
paths and rules for interaction between components – in 
such cases, it is very difficult to take into account all 
possible influences on the information system in the 
development process and, as a result, avoid negative 
effects on components that are not directly affected by 
code changes. 

Based on above, there is an urgent need to develop a 
methodology that would allow you to quickly create a list 
of scenarios for RT, as well as take into account the 
changes made to the IS components and an arbitrary 
number of criteria for selection. 

 

2. Methods for selecting scenarios for 
regression testing using filters 

In the context of continuous development of new 
functionality and new components in complex 
multicomponent IS, it is necessary to be able to select tests 
that would show regression (bugs occurrence) in the 
components of the system that have not been modified. 
The selection of tests should be made in a short time and, 
preferred, should not require special knowledge and a deep 
understanding of the system`s architecture. For some 
methods of selection, it is sufficient to filter tests using the 
tools built into the test management system. For example, 
it is possible to quickly select high-priority tests (for 
example, one of the most popular test and defect 
management systems - Jira) (Fig. 1).

 
Fig. 1. High priority test cases selection 

 
In the same way, it is possible to select test cases which 

are developed during a certain time period (Fig. 2) or test 
cases developed to verify one of the components of a 
multicomponent IS (Fig. 3).

 
Fig. 2. Creation period test cases selection 

 

 
Fig. 3. Component test cases selection 

 
Depending on the specifics of the project, it is possible 

to select test cases using one of the following parameters: 
˗ by success of the previous test run; 
˗ by the number of bugs found during the test 

execution; 
˗ by priority of bugs found during the test execution; 
˗ by duration of the test case; 

˗ by the employee who completed the test; 
˗ by test case developer; 
˗ by finding the test in a specific test Suite; 
and so on. 

Obviously, it is possible to combine test selection 
parameters during filtering and even determine the order 
of these tests according to certain rules (Fig. 4). 

 
Fig. 4. Developer, priority and component test cases selection 

 
Selection by filters is very convenient, but it has some 

very significant limitations: 
1. It is not pfossible to select tests that would test 

functionality that indirectly depends on changes made 
to the IS, for example, cases of changing the format of 
a message transmitted from one module of a 
multicomponent system to another; 

2. It is not Possible to organize the selection and ranking 
of test cases based on the weight coefficients of 
various selection methods; 

3. It is not possible to quickly create a list of test cases 
that would track changes in the system over a certain 
period – sprint, week, or day. 

3. Selection and ranking of test cases 
depending on the degree of potential impact 
of the changes 

The IS development process is usually organized in 
such a way as to reduce the time and other resources spent 

on it. At the same time, there may be situations when 
savings are made by escaping some important procedures 
from the point of view of confirming the quality of IS. RT 
is a complex and time-consuming procedure – that is why 
in the process of developing complex multicomponent IS 
in a tight time frame, regression testing is performed only 
if resources are available and the selection of tests for RT 
is carried out using extremely simplified methods – based 
on the importance of the test or the results of the previous 
RT. This approach has a high risk of losing the quality of 
components that have not been explicitly changed and, 
consequently, have not passed the standard checks that has 
new or updated functions and modules. It is needed to 
develop the method that would allow you to take tests that 
would allow to consider the interaction of components and 
modules would not require comprehensive knowledge of 
the test IS and would use any number of methods of 
selection of tests for RT. 

As an example, let's consider a simplified scheme of a 
multi-module information system (Fig. 5). 



 

 

 
Fig. 5. IS components interactions scheme 

 
Real-time data collection modules collect information 

from third-party systems or databases and transmit the 
collected information to the enrichment module. The 
augmentation module supplements the received data with 
additional information from the additional database 
(which, in turn, is supplemented by a separate data 
collection module) and transmits the enriched data to the 
main database. 

Data from the main database is processed by various 
modules – for generating various types of reports, graphs 
and diagrams, and performing various transformations of 
data from the database. These modules can transmit 
processed data to the notification module for further 
conversion and transfer to the modules for sending data to 
third-party systems. 

The visualization module can receive various types of 
information from all processing modules to display it to 
users in real time. 

Let's imagine the interaction of modules of the 
presented is in the form of a graph [14] (Fig. 6). 

 
Fig. 6. Graf form IS components interactions scheme 

 
Thus, it is obvious that the changes made to the 

calculation module (the vertex of graph 8) indirectly affect 
modules 6, 10, and 14 (the main database, notification 
module, and visualization module), and, accordingly, it 
makes sense to check the correctness of these modules in 
interaction with the updated module 8. 

Moreover, it could not be exclude the indirect impact 
of changes – not on the adjacent module, but on the 
module that interacts with the adjacent module – changes 
made to the calculation module 8 may disrupt the correct 
operation of the sending modules 11, 12 and 13. At the 
level of unit and integration tests-selection and even the 
creation of the necessary test cases, can be done by 
automated systems that analyze the source code, but the 
selection of tests of high level, such as system and 
regression test cases, that constitute the sequence of steps 
in human language, is a very difficult task, which requires 

very deep knowledge in system architecture and the 
structure and content of the test scripts. 

To solve this problem, it is suggested to entering 
information about adjacent modules in the description of 
the module verification test, changes in which may cause 
the need to run this test. This allows to select not only all 
the necessary tests for related modules, but also to check 
the correct operation of modules that are not directly 
affected by the change. Such effect can be secondary, 
tertiary, and so on, depending on the degree of distance 
from the module with the changes made. However, 
considering all levels of relationships will lead to the 
selection of all possible test cases, which clearly does not 
make sense in the context of the RT selection task. 

It is obvious that if there is filtering of incoming and 
outgoing data from modules, the influence of changes 
made in any module on adjacent modules is on average 
more pronounced than the indirect influence of different 
levels [15]. Thus, it is possible to rank the importance of 
the RT of different modules (Fig.7). 

 
Fig. 7. The level of influence of changes made on related 

modules 
 

Based on Fig. 7, it is obvious that it is necessary first 
to perform RT on modules 6, 10 and 14, and second of all-
on modules 4, 7, 9, 11, 12, 13 etc. 

When evaluating the possible impact of the changes on 
adjacent modules, it is also necessary to consider that in 
modern multi-module IS, not all interactions between 
modules are two-way. Let's look at an example of such an 
IS (Fig. 8). 

 
Fig. 8. The level of impact of changes made on adjacent 

modules, taking into account data flows 



 

 
Based on the direction of data flows in Fig. 8, it is 

obvious that changes in module 8 may affect only some of 
the IP modules (highlighted in yellow and blue) – 
therefore, the number of RT to assess the impact of 
changes on adjacent modules will be significantly reduced. 

For convenience in further research, we will introduce 
a numerical measure of the significance of the regression 
test of an adjacent component in terms of checking the 
correctness of the is operation – the significance of the test 
– ST. For simplicity of calculations, we assume that the ST 
of modules that directly interact with the updated module 
is equal to 100, tests of a module that interacts with the 
updated module through one intermediate module will 
have a ST of 50; through two modules - 25, and so on. In 
this way, we can rank tests and perform first those tests 
that are most likely to detect errors in the operation of IS 
modules introduced by the update. 

In the process of developing modern multi-module IS, 
work on updating, correcting, refining the code is usually 
performed on several modules at once. Let us consider the 
situation of RT selection if two modules in the IS are 
changed simultaneously (Fig. 9). 

 
Fig. 9. Distribution of ST for changing two modules at the same 

time 
 

The total ST value for changing two modules 
simultaneously is shown in fig. 10. 

 
Fig. 10. The total value of the ST including changes to two 

modules at the same time 
 

It is obvious that the changes made to modules 8 and 
10 have the greatest potential impact on module 14. A ST 
value of 200 indicates the need to perform RT for module 
14 with the highest priority. Next, you need to perform RT 
for modules 11, 12 and 13 (ST 150), then for modules 10 
and 6 (ST 100), and finally for modules 7 and 9 (ST 50). 

Thus, using this method, it is possible to determine the 
priorities of regression tests in a multi-module IS in a 
situation when changes were made to several modules 
simultaneously. 

4. Selection and ranking of test scenarios 
using an arbitrary number of selection 
methods and the value of the ST 

Currently, there are a significant number of methods 
for assessing the degree of is regression [16], RT selection, 
which are based on various principles for determining the 

need to run the test. The use of multiple methods of 
selection RT at the same time facilitates the identification 
of RT, which are able to detect bugs in the IS. Let's look 
at how to rank test scenarios selected using various 
methods together, taking into account the degree of 
potential impact of updated components. Let's assume that 
high-priority tests are selected, tests that were performed 
unsuccessfully in the previous RT, and tests that are able 
to detect bugs made to the system by updating an adjacent 
module. 

 𝐼𝐼𝑎𝑎 = �(𝐼𝐼𝑝𝑝 + 𝐼𝐼𝑓𝑓 + 𝐼𝐼𝑐𝑐) (1) 
where: Iа – sum of ST; Ip – ST by priority; If – ST by 
success of the previous RT run; Ic – ST considering the 
potential impact of updated related modules. 

For an arbitrary number of selection methods (1) is 
converted as follows: 

 𝐼𝐼𝑎𝑎 = �(𝐼𝐼1 + 𝐼𝐼2 + ⋯+ 𝐼𝐼𝑛𝑛) (2) 
where: Iа – sum of ST; I1 – ST of the test cases selected by 
method 1; I2 – ST of the test cases selected by method 2; 
In – ST of the test cases selected by method n. 

Using (2), it is possible to get the significance of the 
test in terms of the possibility of detecting errors in the IS 
– the more importantly test case received higher value of 
the ST. Thus, we get a test queue ranked by the priority of 
test execution. 

Separately, it should be noted that (2) is correct for the 
ST values of each selection method in a certain general 
range, for example, from 0 to 1 or from 0 to 100. If this 
condition cannot be met for various reasons, it is suggested 
to use additional rationing. 

 𝐼𝐼𝑎𝑎 =
𝑤𝑤1 × 𝐼𝐼1 + 𝑤𝑤2 × 𝐼𝐼2 + ⋯+ 𝑤𝑤𝑛𝑛 × 𝐼𝐼𝑛𝑛

𝑤𝑤1 + 𝑤𝑤2 + ⋯+ 𝑤𝑤𝑛𝑛
 (3) 

где: Iа – sum of ЗТ; w1 – weight coefficient for group of 
the test cases 1; I1 – ST of the test cases selected by method 
1; w2 – weight coefficient for group of the test cases 2; I2 
– ST of the test cases selected by method 2; wn – weight 
coefficient for group of the test cases n; In – ST of the test 
cases selected by method n; 

5. Using the method of calculating the total 
significance of the test for the rapid creation 
of a list of RT 

In case of use the practice of continuous development 
and issuance of new versions of IS modules (CI/CD), there 
is an urgent need to take into account the changes made to 
the IS when selecting tests as often as possible. The 
method of selecting regression tests presented above 
allows quickly select the most significant scenarios 
without a deep dive into the specifics of IS. For example, 
daily generating a list of tests for each tester that will 
allows to validate and detect bugs in the IS, given as the 
previous day's code changes, the results of the test 
execution for a certain period, etc. and thus reduce the 
negative impact of absence in the life cycle [17] 
development is "code freeze». 

This method can be integrated into test management 
programs using the API and basic constructs of popular 
programming languages (Fig. 11). 



 

 
Fig. 11. Form for setting parameters and weights for selecting 

regression tests 
At the result of the calculating by application, we get a 

list of Regression tests sorted by total ST (table 1). 
Table 1. List of the regression test cases 

Test case ID ST 
SQM-1285 385 
SQM-1452 385 
SQM-1589 365 
SQM-1698 365 
SQM-1455 365 
SQM-1889 265 
SQM-2036 265 
SQM-1845 245 
SQM-1721 245 
SQM-1805 225 

 
Separately, it should be noted that the above method is 

also suitable for determining the priority of running 
automated module and integration tests when it is 
necessary to select autotests to run, for example, in the 
case of a high duration of test execution. 

6. Conclusions 
The presented method of selecting regression tests 

based on the sum of significance of tests has the following 
advantages: 
1. Takes into account the potential impact of changes 

made to related modules; 
2. Takes into account any number of selection methods; 
3. Allows rapid selection of tests for RT; 
4. Can be integrated into test management frameworks; 
5. Can be used in automated testing systems. 
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