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Abstract 
High complexity, extensibility, and interconnectivity of industry 4.0 software systems 

introduce critical software security issues. Open Platform Communications Unified 

Architecture (OPC-UA) standard specification highlights the need to provide adequate support 

for the implementation of Confidentiality, Integrity, and Availability (CIA triad) aspects. 

However, developers and engineers often overlook these critical security concerns, leading to 

software systems bundled with severe vulnerabilities. The exploitation of a single vulnerability 

may lead to far-reaching consequences to the compromised software's owing enterprise. 

Measuring and evaluating software security is crucial for secure software development. The 

paper gives the theoretical and technical background of the Quantitative Security Assessment 

and Vulnerability Prediction services, which are part of the SDK4ED Dependability toolbox. 

Moreover, it presents the results of the performed security evaluation of an OPC-UA based 

open-source application. Finally, it discusses the refactoring recommendations on the source- 

code level, leading to improved security. 
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1. Introduction 
 

OPC-UA serves as the de-facto standard for data interoperability and collaboration between various 

IoT, M2M, and Industry 4.0 devices in local and distributed settings [1]. The topic of security, which 

gained a lot of interest in the automation domain, is recognized as one of the fundamental requirements 

for successfully implementing the OPC-UA standard [2, 4]. Today’s production systems are becoming 

decentralized and relying on a distributed supply chain in a global environment. A security incident in 

such an organizational environment could have much more significant consequences than systems that 

act in isolation (i.e., local network within the plant). [6]. 

One of the controversially discussed topics in the literature is determining the appropriate level of 

security [6, 3]. This is a challenging research topic and requires investigation of various requirements, 

such as a targeted organizational environment, a technology used, etc. However, to investigate how 

much security a system needs, one should evaluate its current security level. Authors in [7] point out 

that “you cannot control something you cannot measure”. Research in the field of internal software 

quality assessment is still in the early development stage, and there is no well-accepted technique for 

overall internal software security evaluation [8]. 

Traditionally, software security is considered an afterthought in the software development lifecycle 

(SDLC), as it is usually added and assessed after the implementation of software products during the 

Deployment and Operation phase. However, there is an observed shift towards the Security by Design 

paradigm, which suggests integrating security from the early SDLC development phases, such as 

requirement elicitation and coding [10]. To produce highly secure applications from the beginning, it 

is important to measure and improve their internal security level continuously. In the context of the 

ongoing SDK4ED Horizon 2020 project2, we have developed a novel Security Assessment Model 
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(SAM) that facilitates quantitative security evaluation of software applications based on various static 

analysis alerts and software metrics. Besides, we propose a novel Vulnerability Prediction Model for 

the prediction of potential vulnerabilities. 

The following case study presents an approach to validate the capability of the SDK4ED 

Dependability toolkit to perform Quantitative Security Assessment and Vulnerability Prediction of 

OPC-UA-based open-source applications. In this context, Section 2 gives a brief background of 

quantitative security assessment and vulnerability prediction. Section 3 explains the details of the 

evaluation procedure. Section 4 elaborates on the results achieved. Finally, in Section 5, we give 

conclusions and discuss future work. 

 

2. Background 
 

A software security assessment is considered in the literature as a sub-field of software quality 

evaluation [9]. The Quantitative Security Assessment (SAM) model combines heterogeneous security 

metrics with the goal of providing a quantifiable expression of software security [5]. The hierarchical 

decomposition of the model elements supports fine-grained security assessment at the various levels of 

abstraction as illustrated in Figure 1 [8]. The model is designed based on the ISO/IEC 25010 general 

recommendation to hierarchically decompose the security quality into a set of main security 

characteristics and corresponding sub-properties, which are linked with specific measures [16]. In 

particular, the SAM systematically aggregates a set of low-level security indicators to produce a high- 

level score that reflects the internal security level of analyzed application. There are four different layers 

namely security, characteristics, properties and measures. 

Characteristics Layer consists of three security characteristics, namely Confidentiality, Integrity, 

and Availability, which together form the CIA triad of information security [11]. The CIA triad 

characteristics present the core objectives of the OPC-UA security model [1, 4]. Properties Layer 

comprises 4 properties (i.e. Complexity, Cohesion, Coupling, and Encapsulation) quantified through 

software metrics, which are calculated using CKJM Extended software metrics tool [12]. Besides, this 

layer includes 7 vulnerability categories (i.e. Null Pointer, Assignment, Exception Handling, Resource 

Handling, Logging, Misused Functionality, and Synchronization). These vulnerability categories are 

calculated using static code analyzers such as PMD, which is included in both OWASP and NIST lists 

of recommended static analysis tools [13, 14, 15]. Each property of the Metric Layer is quantified by a 

single code-level measure. The values of these measures are used along with a set of thresholds in order 

to assign ratings (i.e. scores) to a group of higher-level properties (e.g. Complexity). These ratings are 

then aggregated using a weighted average scheme in order to calculate the ratings of a set of security 

characteristics (e.g. Confidentiality). Finally, the produced ratings are aggregated again in order to 

calculate the overall Security level (i.e., the Security Index) of the software product under analysis. This 

score resides in the [0,1] interval, where 0 denotes bad security, whereas 1 denotes sufficient security 

[5]. The SAM supports the evaluation of the security level of software applications written in Java, C, 

and C++ programming languages. 

Figure 1: The structure of the Security Assessment Model (SAM) [5] 



Vulnerability prediction is a relatively new research area in the field of software security, which 

focuses on identifying potential indicators of software security risks and building corresponding 

vulnerability predictors. Most of the research efforts related to vulnerability prediction can be classified 

into one of the three groups: (i) static analysis-alerts, (ii) software metrics, and text-mining features 

[11]. Within the SDK4ED project, two Vulnerability Prediction Models (VPM) based on deep learning 

and text mining have been developed to support the distinctive needs of software applications written 

in Java and C/C++ programming languages. 

 

3. Evaluation procedure 
 

The overall evaluation procedure comprises two main steps: (1) Quantitative security assessment, 

and (2) Vulnerability Prediction of software applications retrieved from the open-source OPC-UA 

Foundation Git repository [18]. SAM and VPM models are implemented as REST API services of the 

Dependability module of the SDK4ED platform [17]. The services can be invoked both through the 

SDK4ED main dashboard and individually through a dedicated API by providing the following 

parameters: (i) project (the URL to an online repository); (ii) language (java or C/C++); and (iii) 

inspection parameter (yes/no). 

The output of the QSA web service is a JSON file containing the security assessment report, which 

includes the security index, the security score of the model properties and characteristics, and the 

detailed static analysis results (if value of the inspection parameter is set to ‘yes’). The inspection 

parameter is useful as it allows the selection of the level of detail of the produced security assessment 

report based on the user needs. By setting the value of this parameter to ”no”, raw results, which are 

long lists of static analysis alerts will be omitted leading to the production of lightweight and 

comprehensive report. The output of the Vulnerability Prediction web service is a JSON file with the 

vulnerability report, which contains (i) the names of the analyzed source code files of the application, 

(i) their vulnerability status as produced by the applied model (i.e., 1 if they are potentially vulnerable 

and 0 if they are potentially clean), and (iii) the probability of containing vulnerabilities. The results are 

discussed in more detail in the following section. 

 

4. Results 
 

The purpose of this section is to demonstrate the results of the analyzed open-source OPC-UA 

application and indicate the benefits of security monitoring during the early stages of an SDLC, such 

as development and testing. As shown in Figure 3, the overall security index of the analyzed UA-Java- 

Legacy application is shown both in numerical (70%) and in discrete format (4 stars) [18]. Besides, two 

radar charts are provided, showing the individual scores of the model properties and characteristics. 

From the radar chart in Figure 3, it is evident that all properties received a high score apart from 

Null_Pointer that received a deficient score (0.04), and Synchronization which received an average 

score (0.56). 

 
Figure 2: The Security Index 



 
 

Figure 3: The scores of a security properties and characteristics of the UA-Java-Legacy application 

 

Developers and project managers can leverage this information for deciding where to focus their 

testing and refactoring efforts. For example, they should start their refactoring activities by fixing issues 

relevant to the Null_Pointer property. Besides, the user has an opportunity to filter specific property 

and receive a detailed list of all relevant issues ranked based on their severity. The resulting table 

contains useful information regarding the source code file to which issues belong, and the exact line of 

code, as illustrated in Figure 4. In that way, developers can focus on fixing the topmost priority issues. 

Figure 4: Overview of static analysis alerts on the SDK4ED Dashboard 

As far as the Vulnerability Prediction service results are concerned, these are presented on the 

SDK4ED dependability dashboard both in graphical and tabular forms. Figure 5 presents part of the 

vulnerability prediction results of the analyzed UA-AnsiC-Legacy application. The results are 

illustrated in the form of a heatmap, where each rectangle corresponds to a specific class of the analyzed 

source code project. The color of the rectangle denotes the probability of the corresponding source code 

file to contain vulnerabilities. For example, the darker shades indicate the higher probability that 

associated source code will contain vulnerabilities. This visualization is useful for the developers and 

software managers, as it allows them to pinpoint the hotspots of the software project easily. Besides, 

the Vulnerability Prediction service supports the generation of more detailed reports indicating actual 

probability score. 

 
 

Figure 5: A heatmap visualizing the vulnerability prediction results of the UA-AncyC-Legacy 

application 



5. Concluding discussion 
 

In this paper, we demonstrated that proposed SAM and VP models, can be applied for evaluation of 

the OPC-UA open source applications written in Java programming language. The conducted case 

study verified the ability of proposed models to analyze the selected software applications, while they 

also led to practical recommendations on how to improve overall internal security. The overview of 

security issues at different level of granularity was helpful to define correct refactoring policy. Overall 

Security Index, and score of key characteristics is intuitive for higher management, while developers 

can benefit from detailed analytical overview of all issues and prioritization and localization in source 

code. The visualization heatmap is expected to facilitate the prioritization of testing and fortification 

efforts of the software developers, by allocating usually limited test resources to high risk areas which 

are potentially vulnerable. For example, more exhaustive security testing should be allied to source 

code files that are more likely to contain vulnerabilities. In the future we are planning to evaluate the 

proposed models in a real Industry 4.0 production environment. 
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