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Abstract  
The main purpose of this paper is to present knowledge-based Enterprise model (EM) 

advantages as data repository for UML models generation. UML models can be generated from 

Enterprise Model, whose main requirement is that gathered data in this model would be verified 

and validated by analyst. UML models generation process is implemented by using particular 

transformation algorithms presented in previous researches. In this paper generation process 

from EM is represented by the School of Languages case study. By using problem domain data 

UML Use Case and UML Activity models are generated. Generation results help to define 

advantages of Enterprise Model usage as storage for problem domain data. 
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1. Introduction 

Today’s IT professionals such as analysts, designers, developers still face with challenges of IS 

engineering process. First phases of IS development life cycle is also quite difficult, especially, 

enterprise modelling, when all gathered data is specified and prepared for IS design phase. According 

the efforts put in this phase success of final IS depends. There are many various types, standards of 

models used in design phase and very great impact for IS creation success has Enterprise model chosen 

for this process [1][2]. UML is one of mostly used standard for IS design among professionals of IS 

engineering field. According to UML models prepared in design phase IS code may be generated, 

different design patterns applied, impact and complexity analysis accomplished [1][6][8]. All 

advantages of UML models usage may be fulfilled only if data used for their design is verified and 

validated. This fulfillment can be ensured by Enterprise model. Enterprise model - knowledge-based 

repository, where problem domain data of enough quality is stored. By using transformation algorithms 

all UML models can be generated from Enterprise Model [3][5][7][9][10]. Structure of particular 

Enterprise Meta-Model (EMM) and Enterprise Model as the background for the research in this paper 

is presented almost two decades ago. Previous researches in this field are designated to prove that 

Enterprise meta-model and Enterprise Model is enough for different types of models generation in IS 

design phase [10][11][12][13][14].   

2. Description of Knowledge-Based Enterprise Model 

EMM is formally defined Enterprise Model structure, which consists of a formalized EM in line 

with the general principles of control theory. EM is the main source of the necessary knowledge of the 

particular business domain for IS engineering and IS re-engineering processes (Figure 1) [3][4]. 
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Figure 1: Enterprise Meta-Model class diagram [3][4][10] 

 

EM class model has twenty-three classes. Essential classes are Process, Function and Actor. Class 

Process, Function, Actor and Objective can have an internal hierarchical structure. These relationships 

is presented as aggregation relationship. Class Process is linked with the class MaterialFlow as 

aggregation relationship. Class MaterialFlow is linked with the classes MaterialInputFlow and 

MaterialOutputFlow as generalization relationship. Class Process is linked with Classes Function, 

Actor and Event as association relationship. Class Function is linked with classes InformationFlow, 

InformationActivity, Interpretation, InformationProcessing and Realization as aggregation relationship. 

These relationships define the internal composition of the Class Function. Class InformationFlow is 

linked with ProcessOutputAtributes, ProcessInputAtributes, IPInputAttributes and IPOutputAttributs 

as generalization relationship. Class InformationActivity is linked with Interpretation, 

InformationProcessing and Realization as generalization relationship. Class Function linked with 

classes Actor, Objective and BusinessRule as association relationship. Class BusinessRule is linked 

with Interpretation Rule, Realization Rule, InformationProcessing Rule as generalization relationship. 

Class Actor is linked with Function Actor and Process Actor as generalization relationship 

[3][4][5][11]. 

3. Transformation Algorithms from Knowledge-Based Enterprise Model 

Each of static and dynamic UML models can be generated through transformation algorithm and 

each of UML models has separate transformation algorithm. These transformation algorithms are 

defined in previous researches. Main focus of researches is designated for generation behavioural or 

dynamic UML models, because their complexity and variability [10][11][12][13][14][15].  

3.1. UML Use Case Model Transformation Algorithm 

UML Use Case model generation from Enterprise Model transformation algorithm starts from initial 

element. In this generation process Actor/Subject is initial element, after actor/subject element is 

generated, Use Case element is selected and generates, then Include, Extend and Association 

relationships elements are selected and generated. Transformation algorithm is illustrated by following 

steps [12]: 

 Step 1: The initial element Actor from Enterprise Model for UML Use Case model 

generation is selected.  

 Step 2: If Actor element is initial element of UML Use Case model, then Actor element is 

generated, else Subject element is generated. 



 Step 3: Process element from Enterprise model, which is related with the initial Actor 

element is selected.  

 Step 4: If Process element is Use Case element related to Actor/Subject, then Use Case 

element is generated, else Function element is selected. 

 Step 5: Function element is generated as Use Case element. 

 Step 6: Business Rule element as link of Actor/Subject element from Enterprise Model 

which is related with the Process/Function element is selected. 

 Step 7: If Business Rule element is UML Use Case model’s simple Association element and 

serves as link between Actor/Subject and Process/Function elements then Association is 

generated from Enterprise model, else if it is Extend element, then Extend element is 

generated from Enterprise model, else Include element is generated from Enterprise model. 

 Step 8: There is checking if there are more Business Rules in Enterprise Model related to 

UML Use Case model. In case, there are, algorithm goes back to step 3. 

 Step 9: UML Use Case elements Actor/Subject and Process/Function are linked according 

to Business Rules. 

 Step 10: UML Information flow element Actor/Subject is updated. 

 Step 11: There is checking if there are more Actors/Subject elements in Enterprise Model 

related to UML Use Case model. In case, there are, algorithm goes back to step 1. 

 Step 12: Else all UML Use Case model elements and links are generated from Enterprise 

Model.  

3.2. UML Activity Model Transformation Algorithm 

UML Activity model describes how activities are coordinated to provide a service. UML Activity 

model from EM transformation algorithm is described by following steps [14]: 

 Step 1: Particular UML model for generation from EM process is identified and selected. 

 Step 2: If the particular UML model for generation from EM process is selected then 

algorithm process is continued, else the particular UML model for generation from EM 

process must be selected. 

 Step 3: First element from EM is selected for UML model, identified previously, generation 

process.   

 Step 4: If the selected EM element is initial UML model element, then initial element is 

generated, else the other EM element must be selected (the selected element must be initial 

element). 

 Step 5: The element related to the initial element is selected from Enterprise model. 

 Step 6: The element related to the initial element is generated as UML model element. 

 Step 7: The element related to the previous element is selected from Enterprise model. 

 Step 8: The element related to the previous element is generated as UML model element. 

 Step 9: If there are more related elements, then they are selected from EM and generated as 

UML model elements one by one, else the link element is selected from Enterprise model. 

 Step 10: The link element is generated as UML model element. 

 Step 11: If there are more links, then they are selected from EM and generated as UML 

model elements one by one, else the Business Rule element is selected from Enterprise 

model. 

 Step 12: The Business Rule element is generated as UML model element. 

 Step 13: If there are more Business Rules, then they are selected from EM and generated as 

UML model elements one by one, else the generated UML model is updated with all 

elements, links and constraints. 

 Step 14: Generation process is finished. 

 

 

 



4. School of Languages Case Study 

The School of languages management process may be defined as courses management system that 

is used to manage language courses, timetable, lecturers and participants of the courses. 

The School of languages offers a list of language courses related with different level of language 

knowledge and diverse study methods, which improve speaking, reading, listening, speaking and 

grammar skills. Each language course is made up of set of topics related with skills dedicated for 

improvement. The School of languages publish and maintain a timetable of different language courses 

and appoints lecturers every year. 

Lecturers in the school of languages are appointed courses to teach according to the language 

knowledge level and their availability. There is a course administrators in the school of languages to 

manage the courses including course content, courses appointments to lecturers and preparation of the 

course timetable. Participants of language courses may review suggested courses, get information about 

lecturers and check the timetable of the courses.  

The School of Languages purpose is to use the courses management information system to improve 

their services by managing courses, timetable, lecturers and participants.  

4.1. School of Languages UML Use Case Model  

The main concept of UML Use Case model is that it assists to design a system from the end user's 

perspective, in this case, end users are Administrator, Lecturer and Participant. 

 

 
Figure 2: UML Use Case Model. 
 

Figure 2 presents generated UML Use Case model from Enterprise model, where uses cases of each 

actor are displayed. Descriptions of these generated UML Use Case Model elements are presented in 

the Table 1.  

 

Table 1 
Generated UML Use Case Model elements from EM with descriptions [10] [12] 

EM 
elements 

UML Use Case Model elements Description 

Actor Actor: Administrator Administrator has full access to all 
use cases implemented in School of 
languages IS. 

Actor: Lecturer Lecturer can check appointed to him 
language course, review list of 
participants of the appointed 



language course and review his 
timetable. 

Actor: Participant Participant is a student of chosen 
language courses, he can review list 
of courses, review information about 
lecturers and also review timetable 
of chosen courses. 

Business 
Rules 

Association Relationship that links all actors to 
the use cases they may access 

Extend Relationship that links use case, 
which may be done together with 
another use case. During the course 
management process, topics may be 
added  

Process / 
Function 

Use Case: Manage language course Use cases which are accessible to the 
actors. Use Case: Manage topics for language course 

Use Case: Appoint language course to lecturer 

Use Case: Review course participants 

Use Case: Review language courses timetable 

Use Case: Manage lecturer information 

Use Case: Review lecturers 

Use Case: Review language course 

Use Case: Assign participant to course 

Use Case: Manage participant information  

4.2. School of Languages UML Activity Models 

UML Activity models present coordination of activities regarding process participants: 

Administrator, Lecturer and Participant. There can be more UML Activity model generated and at 

different levels of abstraction, but in this paper three possible models are presented, only to present this 

possibility.  

4.2.1. UML Activity Model. Actor: Administrator  

UML Activity model for language course management performed by Administrator is generated 

from Enterprise model. 

 

 
Figure 3: UML Activity Model. Actors: Administrator 

 

Figure 3 presents generated UML Activity model from Enterprise model, where activities of actor, 

in this case, Administrator are displayed. Descriptions of these generated UML Activity Model 

elements are presented in the Table 2.  



. 

Table 2 
Generated UML Activity Model elements from EM with descriptions [10] [14] 

EM elements UML Activity Model elements Description 

Actors Swimlane: Administrator Administrator starts the process and 
performs all presented activities. 

Process / 
Function 

Activity: Manage language course All activities performed by 
Administrator of the particular 
process. 

Activity: Create language course 

Activity: Create topic of the language 
course 

Activity: Appoint lecturer 

Activity: Prepare timetable of 
language course 

Activity: Modify language course 

Activity: Remove language course 

Activity: Language course updated 
Information 
Flow 

Object Flows All flows between activities, show 
sequence of activities flow. 

Business 
Rules 

Control Node: Join Node Joins three different activities related 
with language course management. 

Control node: Initial Node Starts the process. 

Control node: Decision Node Two decision nodes: checks course 
status; another allows modify or 
remove the course. 

Control node: Final Node Finishes process. 

4.2.2. UML Activity Model. Actors: Administrator and Lecturer 

UML Activity model for lecturer information management performed by Administrator and 

Lecturer is generated from Enterprise model. 

 

 
Figure 4: UML Activity Model. Actors: Administrator and Lecturer 
 



Figure 4 presents generated UML Activity model from Enterprise model, where activities of actors, 

in this case, Administrator and Lecturer are displayed. Descriptions of these generated UML Activity 

Model elements are presented in the Table 3.  

 

Table 3 
Generated UML Activity Model elements from EM with descriptions [10] [14] 

EM 
elements 

UML Activity Model elements Description 

Actors Swimlane: Administrator Administrator starts the process for 
lecturer information management; 
appoints lecturer to the language 
course, prepares timetable and assigns 
participants to the language course. 

Swimlane: Lecturer Lecturer may review language courses 
timetable, confirms appointed language 
courses, confirms timetable and may 
review course participants. 

Process / 
Function 

Activity: Manage lecturer information All activities performed by Actors of 
the particular process. Activity: Appoint lecturer 

Activity: Prepare timetable of language 
courses 

Activity: Review language course 
timetable 

Activity: Confirm appointed language 
course 

Activity: Confirm language courses 
timetable 

Activity: Assign participants to the 
course 

Activity: Review course participants 
Information 
Flow 

Object Flows All flows between activities, show 
sequence of activities flow. 

Business 
Rules 

Control node: Initial Node Starts the process. 

Control node: Decision Nodes Two decision nodes: one confirms 
appointed course; another confirms 
course timetable. 

Control node: Final Node Finishes process. 

4.2.3. UML Activity Model. Actors: Administrator and Participant 

UML Activity model for participant information management performed by Administrator and 

Participant is generated from Enterprise model. 

 



 
Figure 5: UML Activity Model. Actors: Administrator and Participant 
 

Figure 5 presents generated UML Activity model from Enterprise model, where activities of actors, 

in this case, Administrator and Participant are displayed. Descriptions of these generated UML Activity 

Model elements are presented in the Table 4.  

 

Table 4 
Generated UML Activity Model elements from EM with descriptions [10] [14] 

EM elements UML Activity Model elements Description 

Actors Swimlane: Administrator Administrator starts the process of 
participant information 
management; prepares timetable of 
the courses and assigns participants 
to the course. 

Swimlane: Participant Participant may review the courses 
descriptions, review lecturers 
responsible for the course, review 
timetable and confirm it. 

Process / 
Function 

Activity: Manage participant information All activities performed by Actors of 
the particular process. Activity: Prepare timetable of language 

courses 

Activity: Review language course 

Activity: Review lecturers 

Activity: Review language courses 
timetable 

Activity: Confirm language courses 
timetable 

Activity: Assign participants to the course 
Information 
Flow 

Object Flows All flows between activities, show 
sequence of activities flow. 

Business 
Rules 

Control node: Initial Node Starts the process. 

Control node: Decision Node One decision node: confirms course 
timetable 

Control node: Final Node Finishes process. 



5. Results 

Main activities of the analyst responsibility may be described as: analysis of enterprise situation, 

identification of opportunities for improvements, design information system which will add value to 

the enterprise. The analyst gathers problem domain information, identifies all requirements, searches 

for suitable meta-model, verifies and validates data and starts implement IS by designing UML or other 

models. There is always risk of new problem, information or requirements appearance, which cause 

difficult design models updating and improving process. In this case, duration of IS developing process 

increase, and number of errors grows. Using Enterprise Model as the prime problem domain knowledge 

repository in IS engineering process ensures correctness and quality of generated IS design models after 

any possible problem domain data update (Table 5). 

 
Table 5 
Comparison of IS Analyst’s activities by criteria 

Criteria IS Analyst Enterprise Knowledge-Based UML 
Dynamic Models Generation Method 

Gathering problem domain data Yes Yes 
Requirements identification Yes Yes 
Data preparation for modelling Yes Yes 
Project models design Yes No 
Problem domain data update Yes Yes 
Project model design improvement Yes No 
Increased IS development process duration Yes No 
Increased number of errors  Yes No 
Increased number of errors Yes No 

 

By using Enterprise Model in IS engineering process the analysts enters all gathered problem domain 

data into EM. Problem domain knowledge stored in EM is used for UML model generation through 

transformation algorithms. After any possible new data upload to the EM, it is re-used and new UML 

models based on improved data are generated. There is no need for the analyst to re-do entire process 

of models design. 

6. Conclusions 

The first part of the paper presents the Enterprise model structure and description of UML Use Case 

and UML Activity models transformation algorithms for generation from EM depicted by steps.   

The next part presents School of Languages case study, which data is stored in knowledge-based 

Enterprise Model and is used in two types UML models generation process. There are presented UML 

Use Case model and three UML Activity models of different Actors perspective generated from 

Enterprise Model. These generated models confirms, that data stored in Enterprise model is enough for 

generation process. 

Final part describes comparison by certain criteria of information systems analyst’s activities during 

IS development process with and without usage of Enterprise knowledge-based UML models 

generation method. 
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