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Abstract

Quality of complex technical systems is highly dependent on the quality of integrated software systems.
Software system quality is determined with their functionalities and quality attributes that describe
how the functionalities are performed. Although there exists a large list of software architecture quality
attributes that technical systems can satisfy, they do that to a greater or lesser extent. Internet of Things
(IoT) systems are complex socio-technical systems that include a variety of software elements distributed
on specific hardware components and servers. Selecting and fulfilling of the most suitable quality
attributes during system design is a challenging task. In this paper, we present our subjective experience
with scalability, maintainability, security, availability and portability quality attributes during design of a
layered sensor-based IoT system for monitoring industrial environmental conditions. Further research
directions are also presented.
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1. Introduction

Production of high quality software products is challenging demand for software industry in
highly dynamic and competitive market [1]. This assumes continuous improvement software
characteristics in order to satisfy users and market demands. Software architecture is essential
for the design of effective and usable software systems, their integration into complex socio-
technical systems, and their easy and controllable evolution to adapt to changing business needs.
Since technical systems should respond to proposed business requirements and constraints,
software architecture should help in mapping them to specific design of a system [2]. From the
technical point of view, software architecture reflects fundamental organization of a software
system, its components and their relationships, as well as relations of a software system with its
environment. Creation of a loosely coupled architecture by minimizing dependencies between
components is the key point in architecture design. With this approach with minimized
dependencies, changes during software evolution are localized and do not propagate through
the architecture, which significantly reduces costs and complexity of maintenance.
Functionalities of software systems reflect functional requirements and constraints derived
from business objectives. However, nonfunctional requirements define how identified func-
tionalities will be provided to system user, and should be considered together with functional
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requirements. The following types of nonfunctional requirements can be distinguised [3]: (1)
technical constraints relate to selection of the appropriate software technologies for develop-
ment, (2) business constraints relates to decisions driven from business that affect development
(e.g. reduction of costs by moving to open source platforms), and (3) quality attributes relates
to issues of concern to application users and other stakeholders, while affecting the way of
system functioning. In the Software Architect’s Handbook [4] the following definition of quality
attributes is proposed:

Quality attributes are properties of a software system and a subset of its non-functional
requirements. Like other requirements, they should be measurable and testable. Soft-
ware quality attributes are benchmarks that describe the software system’s quality
and measure the fitness of the system.

Design of effective software architectures is based on common patterns or styles that facilitate
specific organization and communication of software components [3]. Each architecture pattern
has specific and well-known characteristics, which makes it appropriate for specific business
and technical requirements. Large and complex systems usually are based on multiple patterns,
which are combined to respond to specific requirements. Architecture patterns describe com-
ponent types and their properties, their relations and topology, but also outline benefits and
drawbacks of using that pattern. Detailed overview of contemporary architecture patterns, such
as layered, event-driven, service-oriented or microservices architecture, is presented in [5, 6],
while [7] presents reference architecture for for Industrial Internet of Things (IIoT) systems.

Considering quality attributes lead to attribute based architecture design, which incorporates
predictability in architecture design [8]. Using certain attributes requires understanding them
and implementing the most suitable way for measuring their effects on architecture. Since
software architecture is considered in the early phase of software production cycle, determining
the right architecture that satisfy proposed quality requirements rendered as quality attributes is
of great importance for the success of the whole project [9]. The use of quality attributes provides
support for evaluation of proposed software and system architecture. During software system
design several quality attributes are considered. The level of quality attribute satisfaction during
system design affects the overall performance and quality of the system. Quality attributes
should be considered in the early phase of eliciting software requirements, but their testing and
evaluation should be carried out during the whole system life cycle [10, 11, 4].

Based on the above discussion and our experience with different types of software architecture
patterns in data intensive enterprise software systems [12] and smart manufacturing systems
[13], the objective of this paper is to present discussion of specific quality attributes during
the design of layered sensor-based IoT system for monitoring the industrial environmental
conditions in manufacturing settings.

2. Software architecture quality attributes in loT systems

Software architecture quality attributes were recognized more than 40 years ago as very im-
portant for optimizing and saving software life cycle costs [14]. Since then, they attracted
significant attention by researchers and practitioners from software industry. Quality attributes,



together with the proposal of quality assessment process should be included in the relevant
project documentation (e.g. quality plan). A comprehensive overview of the most commonly
used architecture quality attributes in the selected software engineering literature focused on
software architectures [3, 11, 4, 2] is presented in Table 1.

Table 1
The most commonly used architecture quality attributes

Quality attribute Description

Performance Defines the amount of work software product should perform in
a proposed time for correct operation (e.g. increased throughput,
shorter response time).

Scalability Defines the software product capability of increasing in size,
which usually means increasing processing capability with ex-
isting hardware (e.g. additional connections, increased amount
of requests for processing, increased data).

Maintainability Defines how easy is software product for maintenance, includ-
ing frequent modification based on changed functional require-
ments (e.g. easier modifiability, extensibility and flexibility).

Security Defines mechanisms to support security requirements such as
authentication, authorization, encryption and integrity.

Availability Defines software product quality to be able to be continuously
used (e.g. reliability and easy recovery from failures, easy repli-
cation of the most critical elements of the software product).

Integrability Defines how easily software product can be integrated into more
complex technical systems.

Interoperability Defines how easily software product can exchange data with
other software systems within more complex technical systems.

Portability Defines how easily software product can be run on different
software or hardware platforms (it is based on using platform
independent technologies).

Testability Defines how easily software product can be tested in a given
context, which depends on the software complexity, the con-
trollability and isolability of specific software components, and
automatability of test actions and processes.

Usability Defines how easily software product can be used for accomplish-
ing typical tasks by users. It is closely related to Learnability
that defines how easily users can learn to effectively use soft-
ware product.

Energy efficiency Defines how software product consumes energy, which becomes
very important in contemporary distributed loT based systems.
This attribute should be balanced with other attributes such as
reliability, availability or usability.
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Figure 1: Internal and external attributes of software product (adapted from [11])

In practice, it is not feasible to measure majority of quality attributes, like maintainability or
usability, since they present subjective opinion affected by person education, experience and
knowledge. In order to measure these attributes, some internal attributes of software product
that can be easily measured are determined. These internal attributes relate to measurable
properties of software products, such as cyclomatic complexity, size of files or modules, number
of error messages or failures. Somerville [11] proposed the relationships between internal
attributes and external quality attributes as it is presented in Figure 1.

High complexity and variety of implementation scenarios of IoT systems brings several
challenges in designing architecture of the whole system and software components. Since
IoT and embedded systems are used in many domains such as critical systems, fault-tolerance
systems or real-time systems, considering their quality characteristics is essential for ensuring
their efficient and safe usage [15].

Muccini and Moghaddam [16] presented a systematic mapping study on IoT architectural
styles and patterns. Based on the review of scientific literature the following architectural
concerns were identified: styles, distribution patterns, reference architectures, architectural
platforms, architecture activities, and quality attributes. Based on literature review the following
quality attributes were identified as the most important for IoT architecture: scalability, security,
interoperability, and performance. The following quality attributes were identified as less
important: privacy, availability, mobility, reliability, resiliency, and evolvability. Regarding the
architecture styles, mostly used were layered, cloud based and service oriented.

Kim [17] proposed quality model of IoT applications based on the following characteristics
of IoT systems: participation of hardware devices, collaboration of software and hardware
components, mobility and connectivity of devices, monitoring of devices, and limited resources.
The following quality attributes were proposed in the model: (1) functionality — functional
coverage with functional requirements (suitability) and accuracy of functionalities (accuracy),
(2) reliability — maintaining a specific level of performance, which includes fault tolerance
and recoverability from undesired situations, (3) efficiency — ensuring acceptable performance
regarding speed and resource usage, and (4) portability — capability to adapt to changed envi-
ronment, which includes installability, replaceability. Proposed model was evaluated within a
virtual environment and showed acceptable characteristics.



Ghasemi et al. [18] proposed the architecture of a system based on smart home technology
for the elderly health-care. The proposed system architecture contains three main components:
home server, data center, and physician. Wifi/3G/4G was used for data transfer between
components, while sensed data were transferred via Bluetooth or Zigbee technology from
the sensors to the home server. The proposed system architecture was design to meet the
following quality attributes: availability, performance, modifiability, security, usability and
interoperability. The proposed architecture evaluation was done by using the Architecture
Tradeoff Analysis Method (ATAM) scenario-based approach [19]. The scenarios were produced
through brainstorming and later ranked by stakeholders (user, system architect, and software
developer) via voting. Based on the architecture evaluation, the authors discussed risks related
security and availability issues, and their influence on system performance.

Temkar and Bhaskarb [20] presented a study with evaluation of the quality of a system for
agriculture field monitoring based on Wireless Sensor Network (WSN) and IoT. The system
architecture contains components that enable data collection and monitoring, data processing,
execution, and feedback. Quality evaluation of the system was done by using Analytic Hierarchy
Process (AHP). Quality model of the system considers the following quality attributes: functional
suitability, compatibility, maintainability, usability, performance efficiency, security, reliability,
and portability. Evaluation of software components of the system revealed that the proposed
software quality attributes are suitable for ensuring the quality of software part of the system.

3. Quality attributes of a layered sensor-based loT system

In this section, a model of an IoT system for monitoring environmental conditions within
industrial settings is briefly presented, as a basis for discussing quality attributes of software
architecture. The system was initially developed as a student project based on open-source
software and hardware components [21], while its software architecture is presented in the paper
[13]. The system is designed with a layered architecture which has many positive characteristics
regarding the fulfilment of typical quality attributes (see Table 1). Software architecture of
the system at the highest level is presented in the deployment diagram in Figure 2. Presented
architecture shows deployment of software components at nodes and their distribution in four
layers (perception layer, transport layer, middleware layer, and application layer).

Design of a system with diversity of software and hardware components is highly challenging
regarding the conformance to quality attributes of the system, especially for systems used in
dynamic and evolving industrial settings. The selection of the quality attributes for software
architecture is based on subjective experience of the authors with software architecture and IoT
systems, which can be classified as expert based qualitative evaluation of software architecture
quality [22, 9]. The following quality attributes were considered in the system design: scalability,
maintainability, security, availability, and portability.

Scalability of the system relates to both hardware and software components in terms of
their capacity to fulfil all possible requirements posed to the system. We consider scalability of
the system based on the three dimensions proposed in [23]: (1) processing capacity relates to
increasing the processing capability of software components from perception layer to servers and
user services, (2) information capacity relates to increasing the storage in database component
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Figure 2: Software architecture model of a loT system for monitoring industrial environmental conditions

of the system and local storage of individual software components, and (3) connectivity relates
to increasing the number of access points for users and number of sensing elements in the
perception layer. These dimensions were built into the system regarding the selection of layered
architecture pattern, selection of hardware components, selection of technologies and design of
individual software components distributed in all layers.

Maintainability is essential for ensuring proper and continuous functioning of the system
regardless of problems that may occur during its use. It should be built into the system archi-
tecture from the early design decisions, and consider software complexity, technology, tools
and human factor [24]. Maintainability of the proposed architecture is supported by design
in which components are loosely coupled, while the propagation of potential modifications is
straightforward between components in different layers. For example, adding new sensors in
perception layer leads to appropriate modifications in all three components in the middleware
layer, and similarly in the application layer.

Security focuses on enabling reliable and secure 10T systems. The primary concern in the
system we propose is the authenticity of the IoT devices. The IoT devices authentication can be
achieved with various approaches applicable in variety of applications [25, 26]. This aspect is
important for ensuring the originality of data send by trusted devices. The second concern is
the encryption of collected data send for ensuring the confidentiality of data send. Considering
of extensive usage of messaging protocols such as MQTT and CoAP in IoT nowadays their
support for security issues is important as well [27]. This attribute is focused on the security of



the system core elements (servers, DB, and network devices), ensuring the operability of the
system, and confidentiality of data stored.

Availability of the system ensures that core elements of the system enable continuous real
time access to the services for end users. This characteristic relates to fault tolerance and
minimizing time for repairing the whole system or specific components [28]. Availability of the
software components is slightly different depending on the layer in which they are deployed,
since it depends on how easy is to access hardware components were software components
were located. Availability of software components was considered through the selection of open
source software solutions and modular architecture design with clear relationships between
components, which enable easy, fast and cheap maintenance and minimization of potential
failures.

Portability defines how easily software product can be run on different software or hard-
ware platforms [29]. The right way for ensuring this is in usage of standardized technologies
and protocols, thus giving the opportunity for implementation of open-source multiplatform
software. Such software for the core of the system can be messaging protocol brokers such as
Mosquitto and RabbitMQ, and database servers such as MongoDB, Cassandara, MySQL etc. At
the client side, the development of web-based applications ensures the platform independence,
and service accessibility from computers, tablets and smart-phones.

4. Conclusions

Quality of software systems is essential for performance of complex socio-technical systems. IoT
systems have been widely used in different domains, and software part of these systems is quite
complex regarding used technologies and business processes. This requires considering quality
attributes of software architecture in order to ensure proper functioning of the whole systems
and minimizing risks and costs in the system life cycle. In this paper, subjective evaluation
of software architecture quality attributes of a layered IoT system for monitoring working
conditions is presented. Scalability, maintainability, security, availability and portability were
discussed as the most important quality attributes of the presented system.

Further work will be directed to development of metrics suitable for measuring the selected
quality attributes of software architecture of the whole system, as well as individual software
components distributed in layers. Considering other quality attributes, such as interoper-
ability, usability and energy efficiency in further improvements of the system are promising
development and research options.
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