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Abstract

Service level agreement (SLA) is a formal contract between a service provider and a service consumer,
used to guarantee the achievement of Quality of Service (QoS) expectations. An IoT application is made
up of several layers in which several devices are used, the main challenges can be summarized into
two points: (1) how to describe the SLA terms, such as QoS properties, service levels, penalties in SLA
violation, and (2) how to integrate an SLA into all the application layers. For that, SLAs must be specified
more expressively and encompass concepts and constraints related to the multi-layered nature of IoT
applications and user preference-aware. However, almost all existing SLA specifications are unable to
cover all these requirements. We believe that an SLA can be represented in a domain-specific language
(DSL) to facilitate the expression of SLA terms, automate the negotiation, and adapt the provided services
according to these terms. Therefore, in this paper, we propose a DSL called ML-SLA-I0oT, which is a
multi-level SLA specification language with customisable, parametrised and dynamic management,
intended for IoT applications. ML-SLA-IoT is more advantageous than others languages in terms of
specification of user preferences, the use of microservices and the ML-SLA concepts.
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1. Introduction

Services are marketed under formal contracts known as Service Level Agreements (SLA) which
is a formal contract between a service provider and a service consumer. It formally specifies
the provided services, the obligations of each party and the applicable penalties in the case of
non-compliance with the contract [1]. The SLA aims to meet customer’s Quality of Service
(QoS) expectations and allows each party to respect its commitment, and in the case of conflict,
it improves the understanding aspect between the involved parties. The consumer uses SLA as
a legal description of what a provider has promised to provide. In turn, the provider uses it as a
record of what to be delivered [2].

User expectations must be provided with guaranteed QoS levels, in which requirements are
formally specified in SLA. Guaranteeing QoS is a difficult task to achieve [3], e.g. IoT application
systems are generally made up of several layers involving multiple heterogeneous hardware and
software resources, multiple data types from digital and wearable sensors and multi QoS levels
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from the lowest to the highest one. Providing QoS guarantees requires the technical ability to
ensure that their QoS requirements are met on each IoT application system layer.

There are three types of SLAs [4], firstly, Customer-based SLA is an agreement that puts all
the customer’s requirements and expectations into a single document, this means that all the
provided services will be described and contained in one SLA. Secondly, Service-based SLA is
an agreement in which the provider lists services in a service catalogue, each service has its
own fixed SLA parameters, which do not take into account user preferences. Finally, multi-level
SLA (ML-SLA) is an agreement that is classified into different stages, it is customized according
to the end-user requirements, it allows the user to integrate several conditions into the same
system to create a more suitable service. ML-SLA is a solution to solve the problems related
to: (1) the integration of contracts into the entire multilayer architecture, and (2) the flexibility
limitation resulting from the static nature of traditional SLA approaches in terms of QoS and
pricing.

Mostly, SLAs were written using natural language and the agreement compliance verification
used to be done manually. Some solutions have been proposed to facilitate this process using
SLA models, nevertheless, those solutions lead to new problems in specifying different service
levels for different customers [5]. To resolve these problems, it is necessary to automate the
process in which different SLAs are described, provided and observed flexibly. To simplify the
contractual process for the involved parties and optimise time and costs, researchers from the
service provider community have developed several SLA specification languages [5]. These
languages are important for clarifying expectations and quantifying them in measurable terms.
Indeed, specifying expectations provides guarantees to customers and helps them to focus on
what is the most important.

The most optimal way to specify an SLA is to use a Domain-Specific Language (DSL), it
is generally a small programming language dedicated to a specific application domain. It is
designed to provide solutions to the problems raised in a particular field and is, therefore,
difficult to reuse in other fields. This is why this type of programming language differs from
General-Purpose Language (GPL) such as Java, C and C++, whose purpose is to offer solutions
to any problem, which may not be the most optimal way, then, the DSL concepts and notations
must be close to the objects handled in the treated field [6]. DSLs are created through a process
that includes the following steps: decision, analysis, design, implementation, evaluation, and
deployment. The decision and analysis determine the need for a DSL as well as the domain model.
The design that results from the formalisation of the DSL abstract syntax is then presented. The
implementation includes the integration of DSL artefacts into the infrastructure. The evaluation
phase is used to validate the DSL, followed by the deployment phase used to deliver the DSL [7].

IoT applications become more complex since several services have to be provided simul-
taneously with high expected QoS. Indeed, the efficient management of these services is an
important issue, hence, one of the solutions is to use a microservices-based approach. Microser-
vices [8] refer to both an architecture and a software development approach which consists
in dividing applications into simplest and independent elements. Unlike a classic monolithic
approach, where all components form an inseparable entity, microservices aim to divide the
business behaviour into small services, which can be run independently of each other. It offers
reusability, scalability, extensibility, ease of integration, low coupled architecture, flexibility,



continuous deployment, complexity management and ease of QoS management.

Existing SLA specification languages for IoT applications have limitations such as (a) efficient
application management through consideration of the multi-layered nature of 10T, (b) clear
and expressive specification of terms and obligations, and (c) consideration of user preferences.
However, an SLA specification language for IoT applications must: (1) be domain-specific to
handle all IoT constraints (such as the multiplicity of the provided services, the variety of the used
devices, and the management of preferences), (2) allow a low coupled architecture to facilitate
reusability, scalability, and integration, to ensure the QoS across all layers of the application, and
(3) be user preference-aware. Therefore, this paper aims to propose ML-SLA-IoT, a DSL for SLA
specification, intended for IoT applications. It differs from other SLA specification languages in
the description of user preferences, microservices, and ML-SLA concepts. ML-SLA-IoT allows
to:

+ Overcome the problems of traditional SLAs in terms of fixed QoS and pricing.

« Facilitate the SLA management, and select the best service offer from the end user’s point
of view.

« Identify the different resources used in the IoT application.

+ Clarify the offered services by fragmenting each of them into a set of microservices for
ease of integration, scalability, extensibility, and low coupled architecture.

+ Define the obligations of each party and the associated sanctions.

We propose the creation of ML-SLA-IoT, and not to extend one of the existing languages
because of: (1) the existing SLA specification languages for IoT are difficult to use because of
their complex syntax (e.g. IoT-SLA is specified in JSON, and WSN-SLA is specified in XML),
(2) the existing languages do not allow to cover all the essential aspects of a contract for an
IoT application (e.g. the consideration of the multi-layered nature of IoT applications), and (3)
existing languages are intended for other areas, such as cloud computing, and reorienting the
domain of a language causes loss of efficiency and expressiveness. This is why we propose
ML-SLA-IoT, which is easy to understand and use, because its syntax is close to human language,
and it is practical for IoT application management (because of the use of different concepts
such as ML-SLA and microservices). In terms of real world applications, ML-SLA-IoT can be
used for the efficient QoS management of the services provided as part of an IoT application,
and especially in the phases: (1) contract term negotiation (ML-SLA-IoT provides a high level
of clarity and expressiveness), and (2) verification of contract compliance (by monitoring the
parameters specified in the SLA).

The remainder of this paper is structured as follows: Section 2 discusses some related work.
In Section 3, the proposed SLA specification language is described. Section 4 illustrates the
proposed language through a case study. Section 5 presents a comparative study using relevant
criteria. In Section 6, the paper is concluded and future work are presented.

2. Related work

Initially, SLAs were written in natural language. However, from the 2000s, the field saw the
creation of SLA specification languages, and this language creation mechanism has slowed



down in recent years. In this section, we will present the most used languages. Each area of
computer science has its own SLA specification languages, in this section, we will review the
best-known languages in each area.

Regarding Cloud Computing, CSLA [9] is proposed to address problems raised by current
SLA solutions that are unable to offer an SLA language capable of managing the Cloud dynamic
nature, multiple QoS settings, WAN access and fluctuation in end users. A contract in CSLA is
made up of parties and obligations. However, CSLA does not consider multi-party contracts, it
does not use ML-SLA and does not specify the devices used to provide services.

SLAC [10] is designed to specify SLAs for Cloud Computing. The main differences from the
existing specification languages are that SLAC is domain-specific, its semantics are formally
defined to avoid ambiguity, and it supports leading Cloud deployment models, and allows the
specification of multiparty agreements. An SLA in SLAC consists of: the contract description,
the specification of the contract conditions and the guarantee definitions for these conditions.
Nevertheless, SLAC does not use ML-SLA and does not specify the devices and user preferences.

In the field of web services, WSLA [11] is a framework for defining and monitoring SLAs for
web services. It provides a formal language, an XML schema, and a runtime architecture that
interprets the language and manages SLA tasks. It describes the expected service levels about
business and technical objectives. The same service can be offered at different levels. An SLA in
WSLA describes all the contracted aspects between the signatory parties concerning a specific
service, and it consists of parties, service description and obligations. Even though, WSLA is
difficult to use because of its complex grammar, it does not consider multi-party contracts, and
it does not specify the devices and user preferences.

WS-Agreement [12] is an SLA specification language for Web services. It is an XML-based
Web service language and protocol to generate a proposed offer agreement that the agreement
initiator wants to establish, negotiate this agreement according to specific constraints, create
an agreement between the service provider and the customer with all the conditions and
restrictions, and then observe the final compliance. An SLA in WS-Agreement is made up of
context, service terms and guarantee terms. Nevertheless, WS-Agreement does not specify the
QoS parameters, devices and user preferences, and does not consider multi-party contracts.

For IT services, SLA* [13] is an SLA specification language, it is a domain-independent syntax.
SLA* was developed as a refinement of XML standards specific to Web services: WS-Agreement
and WSLA. Now, instead of Web services, SLA* is domain-independent, and instead of XML,
it is language independent. In SLA®, a contract consists of the SLA template attributes, the
agreement parties, the service descriptions, the declarations of variables, and the agreement
terms. Nonetheless, SLA* does not consider multi-party contracts, and it is not easy to use.

SLALOM [14] is a domain-specific language to reduce the gap between the customer’s point
of view (business-oriented) and that of the provider (business-oriented towards implementation).
SLALOM facilitates SLA specification and monitoring. The authors note that the evaluation
of the isolated components does not measure QoS, they, therefore, use SLALOM to support
the composition of the measurements from various data sources to present and justify the
measurements of these compositions. An SLA in SLALOM is made up of parties and a set
of clauses, each addressing an IT service. However, SLALOM does not consider multi-party
contracts, and it does not specify the devices and user preferences.



For IoT, WSN-SLA [15] is a model for specifying SLA. The authors extend the WSLA model by
integrating elements that meet the constraints of sensor networks. Before the SLA negotiation,
the customer must provide the number, position and characteristics list of each device. This
device specification describes the sensor subsets with different QoS requirements. An SLA
consists of parties, devices, service definitions and obligations. Nevertheless, WSN-SLA does
not use ML-SLA and does not specify the QoS parameters and user preferences.

SLA-IoT [3] is an end-to-end SLA specification language for IoT, it is a new conceptual model
that captures the knowledge base of IoT-specific SLAs, expressing IoT system entities and their
relationships in the SLA context. It proposes a new multilayer grammar to specify SLA for IoT
applications. It is a tool for final and standardized SLA specification and composition with a full
vocabulary, which provides a finer specification level of the user’s needs. A contract is made up
of parties, SLOs, workflow activities, services and infrastructure resources. However, SLA-IoT
does not specify the penalties, devices and user preferences.

3. ML-SLA-IoT: an SLA specification language for loT systems

In what follows, we will present ML-SLA-IoT according to the DSL development lifecycle, the
first subsection will summarize the first three steps of the lifecycle(decision, analysis and design),
and the second subsection will present the last three steps (implementation, evaluation and
deployment).

3.1. ML-SLA-IoT meta-model

The language meta-model has already been presented in [16], in this paper we will present
an extended version of the meta-model. In this extension, the third-party has been eliminated
and its role has been replaced by the implementation of a monitoring module (outside the
scope of this paper). The elimination of the third-party benefits both parties; for the service
provider, eliminating the third-party reduces costs and minimises the unnecessary allocation of
resources; for the service consumer, the elimination helps ensure data trust and save time due
to the automation of parameters control and monitoring. As shown in Figure 1, ML-SLA-IoT is
composed of six parts: The first one is responsible for identifying the involved parties in the
SLA, ML-SLA-IoT dispenses with the third-party who is responsible for monitoring the SLA
terms. The second one is for the identification of the resources used in the IoT application. The
third one dedicated to the specification of user preferences, it allows a consumer to determine
its preferences in terms of resources and metrics. The fourth one is for the specification of the
set of metrics relating to resources. The fifth one is to specify the obligations of each party, these
obligations are of two types: guarantees and penalties, a guarantee can be an SLO or a Rule
that represents a composition of SLOs. Finally, the sixth one of the language is for specifying
the provided services, where each service is divided into a set of microservices for ease of
integration, reusability, scalability, extensibility and low coupled architecture (for example, the
automatic lighting service is made up of two microservices: the first for lamp management, and
the second for automation and control).
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Figure 1: ML-SLA-loT meta-model

We used the concept of ML-SLA as a solution to:

« Cover all layers of an IoT application (sensing, network, service and interface [17]). As
shown in figure 2, metric levels concern the sensing layer, resource specification applies
to the network layer, microservices are used for the service layer, user preferences and
obligations concern the interface layer.

« Manage the flexibility resulting from the static nature of traditional SLA approaches in
terms of QoS and pricing. As shown in figure 3, each QoS metric is divided into three
levels where each level has its price.
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Figure 2: ML-SLA covering all loT layers
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Figure 3: ML-SLA for multiple QoS and pricing

3.2. ML-SLA-loT implementation

To implement our language, we used Xtext, which is a free framework developed in Eclipse; Xtext
facilitates the implementation of textual DSLs, it works on a JVM (Java Virtual Machine), and it
is made up of several APIs that describe the different aspects and offer a full implementation of
this language. We use Xtext because it covers all aspects of a complete language infrastructure,
starting from the parser, code generator, or interpreter, up to a complete Eclipse IDE integration
(with all the typical IDE features). Besides, Xtext generates a grammar description, a parser and
an abstract syntax tree. It also offers an initial grammar that can be extended to define the final
one. The initial grammar offers important elements such as space management, carriage return,
tabulation, strings, integers, etc.

Xtext allows to generate the initial grammar from the meta-model, then, we enrich the
grammar by adding the desired rules. Listing 1 shows a part of the ML-SLA-IoT Xtext file, and
the Listing 2 shows the rule concerning the specification of a device.

sla returns SLA:

1
2 ’SLA’° Name = EString

3 >Start_date’ Start = EString

4 End_date’ End = EString

5 "Parties{’

6 party += Party ( ',  party += Party)=

7 '}

8 "Consumer_preferences{’

9 preference += Preference ( °,’ preference += Preference)=

- a
11 >Services{’

12 service += service ( ',  service += service)=x

13 '}

14 "Micro_Services{’

15 Micro_service += Micro_service ( ',  Micro_service += Micro_service)=

}
17 "Obligations {’

18 obligation += Obligation ( ’,  obligation += Obligation)=
19 )

20 ’Resources{’

21 resource += Resource (’,’ resource += Resource )=

N 'y
23 "Metrics {’



24 metrics += Metric ( ',  metrics += Metric)=

"y

26 “end’
Listing 1: A part of the Xtext file
1 Device:
2 "Device {’ name= EString ’, Localisation:’ longitude = EFloat ’,’ latitude =
EFloat ’,’ height = EFloat '}’

Listing 2: The device specification rule
Now, after defining the grammar, we create the Plug-in using Eclipse, which allows us to

write an SLA in the proposed language. The proposed SLA is machine-readable to automate
monitoring whether the parties hold the agreements and guarantees. On the other hand, it is
human-readable to facilitate configuration and maintenance tasks.

4. ML-SLA-IoT tool for loT application

This section illustrates how to create an SLA for an IoT application, using ML-SLA-IoT. We
developed a Java application with a useful GUI that facilitate the SLA establishment by enabling,
on the one hand, users to enter information related to their preferences in the application form,
and on the other hand, the provider to choose options related to the microservices that can
be provided in the application. Indeed, it allows the generation of SLA terms according to our
proposed microservice and ML-SLA concepts.

As shown in figure 4, the interface contains five tabs: the tab (a) "General information" is used
to specify the SLA name, the start and end dates, and the involved parties, the tab (b) "Resources”
lists the resources used in the IoT application and their metrics, the tab (c) "Services" indicates
the microservices that must be provided, the tab (d) "Preferences" shows user preferences which
are resource and metric preferences, and the tab (e) "Obligations" allows to express SLOs and
rules.

To show the usability and efficiency of ML-SLA-IoT, we have used a reduced example of
Smart Home, in which the consumer wants a service for the control of the ambient temperature,
the consumer wants to have three air conditioners, and that the temperature is below 23 °C
in summer, and a short response time. This SLA is made up of a single service which is the
ambient temperature control. This service comprises two microservices: the air conditioner
adjustment and temperature monitoring. The resources used are temperature sensors and air
conditioners. The metrics associated with these devices is temperature and response time. The
SLA has two SLOs and a Rule, the first SLO concerns ambient temperature, and the second
concerns device response time.

The SLA will be automatically generated after filling in all the fields of the tabs and confirming,
as shown in Listing 3, and the elements listed below are the key points of the language:

« Line 26 to 30: ML-SLA-IoT focuses on the consumer by specifying his preferences to
precisely target the desired goals;
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Figure 4: ML-SLA-loT graphical interface

« Line 12 to 15: the use of microservices allows efficient management due to weak coupling
according to two points: the first one is flexibility in the case of dynamic requirement
changes, and the second one is the resource optimization;

« Line 36: rules allow the combination of SLOs to facilitate the management of obligations;

« Line 22 and 23: the use of multi-level metrics to dispense with problems of fixed pricing
and QoS level change.

1 SLA "SLA_for_Smart_Home"
2 Start_date "03/03/2021"
3 End_date "03/03/2022"
4 Parties {

5 Customer { " William_Smith"},

6 Provider{"Bosch_Smart_Home"}

7}

8

9 Services {

10 Service[ "Ambient_temperature_control", list_of_microservices{
Temperature_monitoring , Air_conditioner_adjustment}]

11 }

12 Micro_Services{



13 micro_service ("Temperature_monitoring", id1, list_of_resources|
Temperature_sensor ])

14 micro_service (" Air_conditioner_adjustment", idl, list_of_resources]|
Air_conditioner])

15 }

17 Resources {

18 Device["Temperature_sensor", localisation(16.2,23.3,14.0)]
19 ,Device[" Air_conditioner", localisation(4.2,6.3,1.0)]

20 }

21 Metrics {

22 metric[" Temperature" , level "High"],

23 metric["Response_time" , level "Medium"]

24 }

26 Consumer_preferences {

27 metric_preference [ Temperature in Air_conditioner < 23]
28 ,metric_preference[Response_time in Air_conditioner < 3]
29 ,resource_preference[ Air_conditioner = 3]

30 }

32 Obligations {
33 Sanction[1," Notification"], Sanction[2,"Compensation"],
34 SLO[id:"SLO1" Response_time > 3 for_period ["03/03/2020" to "03/03/2021"]

sanction = Compensation ],
35 SLO[id:"SLO2" Temperature < 23 for_period ["03/03/2020" to "03/03/2021"]
sanction = Notification ],

36 Rule [SLO1 And SLO2 sanction = Compensation ]
37 }

39 end

Listing 3: SLA for a Smart home specified in ML-SLA-IoT

5. Discussion

Current SLA specification languages have limitations, such as the expression of user preferences,
fixed pricing despite QoS degradation, poor service specification, and tightly coupled service
architecture that affects management, scalability, and service provision. For that, we proposed
ML-SLA-IoT, which is an SLA language specification intended for IoT, it allows to: identify the
involved parties, express the consumer preferences, identify the different resources used in the
system, clarify the offered services by fragmenting each of them into a set of microservices,
use ML-SLA in the partition of metrics in several levels to optimise the management and the
provision of services, define the obligations of each party and the associated sanctions. Figure
5 presents a comparison diagram between ML-SLA-IoT (our proposed language) and some
languages close to our contribution, this diagram includes two levels:

« Unsupported criterion: (the white zone) means that the language does not support the
criterion.

« Supported criterion: means that the solution supports the criterion, it includes two
sub-levels:

— Low: (the light gray zone) this evaluation indicates that the criterion is partially
covered.



— High: (the dark gray zone) this evaluation indicates that the criterion is completely
covered.

We discussed and examined the languages based on the following criteria:

« Multi-level: indicates if the language takes into account the notion of ML-SLA.

+ QoS parameters: show if the solution specifies the QoS parameters or not.

+ Microservice: expresses whether the notion of microservices is considered.

« Penalties expression: indicates whether the language expresses penalties. If it is the
case, it covers all the SLA life cycle, otherwise, it does not cover it.

+ User preferences: indicates whether the language takes into account user preferences.

« Used devices: indicates if the language defines the different devices used in the service
provision.

Multi-level
paraﬂr::ters Used devices
Penalties User
expression preferences

Microservice

SLAC @ SLA-loT @ WSN-SLA @ ML-SLA-loT

Figure 5: Comparison of SLA specification languages

As shown in figure 5, no language allows to specify the user preferences, use the microservice
approach to specify services, and support the ML-SLA concept. Only ML-SLA-IoT and WSN-SLA
allow specifying the used devices.

6. Conclusion and future work

This paper has presented ML-SLA-IoT, an SLA specification language for IoT applications, it is
a clear, simple, expressive and well-described language, it is user preference-aware allowing to
ensure that the provided QoS meets the agreed consumer expectations, it plays a central role
in selecting the best service offer from the end user’s point of view, and it covers customer’s



requirements to facilitate the SLA management. ML-SLA-IoT is composed of six parts: The
first one is responsible for identifying the involved parties in the SLA, such as the consumer
and the provider. The second one is dedicated to the specification of user preferences, it allows
a consumer to determine its preferences in terms of resources and metrics. The third one is
for specifying the provided services, where each service is divided into a set of microservices
for ease of integration, reusability, scalability, extensibility and low coupled architecture. The
fourth one is for the identification of the resources used in the IoT application. The fifth one is
for the specification of the set of metrics relating to resources, for the parameterised QoS level
management, we used ML-SLA to solve problems related to the static nature of traditional SLA
approaches in terms of QoS and pricing. Finally, the sixth one is to specify the obligations of
each party, these obligations are of two types: guarantees and penalties, a guarantee can be an
SLO or a Rule that represents a composition of SLOs.

As long as services evolve, their SLAs become more complicated, even if some points have
already been explored. As a result, challenges remain in SLA management in terms of scalability,
dynamic environmental changes, heterogeneity, etc. Regarding our future work, we intend to
integrate a monitoring module that uses ML-SLA-IoT language to provide and monitor the QoS
as efficient and customized as possible in smart healthcare systems.
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