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Abstract  
The rapid development of information technologies led to the emergence of new opportunities 

for game software developers. In the field of game application development, a large number of 

platforms and patterns of architecture development, as well as game environments, have 

appeared, which allow simplifying and automating the process of development and deployment 

of the game software. The game application used in the work simulates a futuristic space world 

where the player interacts with other characters in a free game space. An analysis of game 

resources, which can be controlled by the player and other game characters, has been carried 

out. The main features of the behavior of game characters controlling spaceships on the map 

of the game world are defined. The task of controlling the behavior of characters in game 

software can be considered as a classification problem, for which it is proposed to use artificial 

immune systems. Among the existing immune models, the most promising for practical 

application is the artificial immune network model, which was chosen as the basis for creating 

a model for controlling the behavior of characters in computer games. But it cannot be used to 

solve the problem of managing game characters without additional modifications. A modified 

model of the immune network – behavioral aiNET (baiNET) was proposed, which can be used 

to solve the problem under consideration. The software implementation of the game software 

tool, in which the control of the game characters is carried out using the baiNET model, has 

been completed. Experimental studies were carried out with different numbers of game 

characters on different-sized maps of the game world, which showed that the proposed baiNet 

immune model is effective and simple to implement and modify. This makes it possible to use 

it to control characters in games of other genres. 
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1. Introduction  

Today, the development of game applications has a significant impact on the behavior and habits of 

society. A big role in this is played by multi-user games, around which social connections, fan groups, 

and business projects are formed [1, 2]. The COVID-19 pandemic acted as a catalyst for the growth of 

the popularity of game applications in the world [3]. Therefore, the gaming industry is developing very 

rapidly. Now popular games can be played on personal computers, on social networks, and on game 

consoles, as well as on mobile devices - phones and tablets. 

The rapid development of information technologies led to the emergence of new opportunities for 

developers and publishers of game software, as well as simplification and improvement of already 

existing technologies [4, 5]. Thanks to this, in the field of game application development, a large number 

of platforms, game application architecture development patterns, as well as game engines - 
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environments that allow simplifying and automating the process of development and deployment of 

game software appeared. 

Usually, game software tools differ in their genre, as well as in the number of players. It should be 

noted that it is difficult to unambiguously determine the criteria for a game application to belong to one 

or another genre due to the fact that today there is no final and universal systematization of the 

classification of games, and data on the genre of a particular project may differ in different sources 

[6, 7]. However, there is a consensus gradually reached by corporations involved in the development of 

game applications, thanks to which the game's belonging to one or another genre can be determined 

unambiguously. 

Artificial intelligence systems, which allow solving complex practical problems related to intelligent 

data processing and analysis under conditions of uncertainty, are now gaining great popularity. The 

design and development of artificial intelligence systems significantly affect the game software market 

[8, 9]. Artificial intelligence (AI) is widely used in the gaming industry (games). AI in games is usually 

used to create the player's opponents, which is the basis of all video games. AI-based games are based 

on a finite set of actions or reactions, the sequence of which can be easily predicted by experienced 

players. It is important to create an intelligent control model of game characters that are not under the 

direct control of users, to simulate the behavior of players of many user computer games and oppose or 

cooperate with the user. 

The aim of the work is to develop a model of controlling characters in a computer game using the 

immune approach. In accordance with the specified goal, there is a need to solve the following tasks: 

1. Analysis of the task and search for the necessary information. 

2. Design and implementation of an artificial immune system (AIS) model to make a decision 

about the character's behavior in the game. 

3. Setting up the immune operators of the model to optimize the process of managing game 

characters. 

4. Design and implementation of a game application based on one of the modern architectural 

development templates. 

5. Adaptation of the developed AIS model into a game for managing characters, taking into 

account the features of the game design. 

6. Experimental studies of the AIS model in a game project. 

Solving these problems will allow to design of an intelligent system for managing characters in a 

computer game. 

2. Design features of the game application 

The game application used in the work simulates a futuristic space world where the player interacts 

with other characters in a free game space [10, 11]. The player, as well as other game characters with 

automatic control, controls his own spaceship, which can move through the spaces of the game world, 

find and mine game resources, exchange them at certain points on the map of the game world or by 

trading with other characters for the development of his own ship. There are several locations on the 

map of the game world, where the player, together with other characters, can exchange collected 

resources, repair his ship and increase its level and characteristics. In addition, on the map of the game 

world, places of potential extraction of game resources of various types are periodically generated. 

Among the types of game resources that can be controlled by the player and other game characters, 

the following types can be defined [10, 11]: energy, cryptocurrency, ore, metal, crystals. 

Energy is the main resource consumed by the player's and game characters' autopilot spaceships 

when moving between locations on the game world map. Also, this resource is used to restore the 

strength of the ship after battles with game characters. In addition, energy is spent by spaceships for 

shots during the battle. It should be noted that spaceships in the game cannot independently generate 

energy, and can buy it from resource exchange centers. 

Cryptocurrency is a universal resource for exchanging resources in the game, repairing the 

spaceship, and increasing its level. This type of resource can be obtained only at resource exchange 

points. exchanging ore, metal, or crystals for it. With crypto-currency at resource exchange points, the 

player and game characters who control other ships can purchase energy for their ships. 



Ore is the least valuable resource in the game, which can be mined by the player and other game 

characters on their spaceships. Ore can be found in special mines on the map of the game world. Any 

spaceship controlled by the player or a character can collect ore from the mine until it is completely 

exhausted. Collected ore can be sold for crypto-currency or turned into metal, the price of which will 

be much higher. 

Metal is a resource that can only be obtained by smelting collected ore with the player's spaceship 

or the ships of other game characters. Smelting metal from ore requires a lot of energy and the ore itself, 

but this resource earns players a much larger amount of cryptocurrency than ordinary ore. 

Crystals are the rarest and most valuable resource that can be collected in a mine along with regular 

ore. The probability of finding crystals is very small, so this resource is valued the most. Crystals can 

be exchanged for crypto-currency at resource exchange points. 

Thus, the player, together with other spaceships, can move around the map of the game world, find 

new deposits, collect ore from it, sell it at resource exchange points, or smelt metal from it. In addition, 

the player and game characters can attack each other for ore, metal, and crystals to then exchange these 

resources for crypto-currency at resource exchange points. Also, characters can protect each other from 

attacks and exchange resources with each other. 

The behavior of game characters who control spaceships on the game world map is determined by 

the values of their main personality traits. which may change periodically during gameplay. Among the 

main character traits that affect the behavior of game characters are [10, 11]: aggressiveness, greed, 

law-abiding, victory, communication, mining, research, exchange, idealism. 

Each of these features has the same range of values [0; 100], which makes it possible to simplify the 

process of measuring the distances between the features of a game character and the class of his 

behavior. It should be noted that when adding a new game character to the map, these traits are randomly 

assigned by distributing 300 points between these 9 basic traits of the game character's character traits. 

The behavior of the game character is determined by the class closest in terms of characteristics 

from the following list [10, 11]: robber, defender, worker, scout, trader, engineer. 

Accordingly, in the behavior of characters who are closer to the "robber" class, aggressive actions 

towards other characters will be the main ones, especially if they have a less developed spaceship. The 

behavior class "robber" is dominated by traits: aggressiveness, greed, and defeatism, all other traits may 

be of minor importance. 

In the behavior of the characters of the "defender" class, the main actions will be the manifestation 

of aggression towards the "robbers" during their attempts to attack other spaceships. In the behavior 

class of the "defender" type, the following traits dominate aggressiveness, law-abidingness, and 

idealism, while all other traits may be of minor importance. 

The behavior of characters from the "worker" class will be dominated by actions aimed at extracting 

ore and processing it into metal. According to this, the behavior class of the "worker" type has the 

following dominant features: law-abiding, mining, and communication, while other features are of 

minor importance. 

The behavior class of game characters of the "scout" type has the main actions aimed at finding new 

minerals on the game world map and extracting crystals. Accordingly, in this class, the dominant traits 

are research, law-abiding, and greed, while all other character traits of game characters will have minor 

values. 

In the behavior of the characters of the "merchant" class, the dominant actions are the exchange of 

resources with other game characters at a lower price than at resource exchange points. According to 

this, the main character traits of game characters of this class are exchange, communication, and greed. 

Other character traits of game characters of this class will have minor importance. 

The behavior class of game characters of the "engineer" type has the main actions aimed at finding 

new ores, searching for crystals and smelting metals, as well as developing your ship. The main traits 

of this class of behavior are exploration, extraction, and idealism, while other character traits will be of 

minor importance. 

Since in the game the user, as well as each game character, controls his own spaceship, the 

possibilities of the development of the ship play an important role in the gameplay. Accordingly, the 

spaceships controlled by the player and other game characters have a number of specific modules that 

perform different tasks [10, 11]: engine, battery, cannon, radar, drill, smelter, cargo module for ore, 

cargo module for metal, cargo module for crystals, repair module. 



The engine allows the ship to move in the space of the game world of the application. While moving, 

the engine uses energy from the ship's battery. Leveling up the engine results in a reduction in the 

amount of energy the engine uses to move. The battery is used by the ship to store the energy that the 

ship consumes while performing its main functional capabilities. Increasing the level of the battery 

results in an increase in the amount of energy it can store. 

The cannon is used by a ship to damage other ships in combat encounters. Leveling up a cannon 

increases the damage it deals to enemies in battles. 

The radar allows you to find ores on the map of the game world while moving the ship. Increasing 

the radar level makes it more likely to find crystals in ores during mining. 

The drill allows you to mine ore and crystals from ores. Increasing the level of drill allows you to 

extract more resources in one mining cycle. 

A smelter is used to obtain metal from ore, during which a certain amount of energy is consumed. 

Increasing the level of the smelter allows you to reduce the amount of energy consumed by this module 

when making metal from ore. 

Cargo modules for different types of resources allow you to store a certain amount of resources on 

the ship for their further transportation to points of sale. Increasing the levels of cargo modules increases 

the amount of resources that can be stored. 

The repair module allows you to restore the ship from damage received during collisions with other 

ships. This recovery consumes a certain amount of energy, which decreases as the level of this module 

increases. 

An important feature of the game process is the periodic change of the state of character traits of the 

character per unit of game time - once per minute. At the same time, one point is randomly added or 

subtracted from a random character trait of each character, after which each game character determines 

the nearest behavior classes of neighboring characters in terms of proximity. 

The analysis of literature sources showed that there are a number of main artificial intelligence 

methods used in games, such as authoring, tree search, evolutionary computing, machine learning, etc. 

[12, 13]. It is noted that machine learning is the most common methodology, which will become the 

main method for games of high complexity. Unfortunately, publications on the use of AI in specific 

computer games, as a rule, do not indicate the approaches, methods and algorithms used for intelligent 

information processing, as well as the results of their effective use, which is a trade secret. This 

significantly complicates the comparative analysis of the proposed model both in terms of accuracy and 

time costs.  

Despite the great interest in the theory of artificial immune systems, the use of immune models in 

the video game industry has not yet been widely used. Therefore, this work is aimed at studying the 

possibility of using immune methods for processing information and making decisions in game projects. 

It should be noted that the purpose of the work is not to form an immune control system for game 

characters that would be superior to other control systems based on the principles of neural networks, 

fuzzy logic, or the mathematical apparatus of SVM. The purpose of this work is to adapt one of the 

most common immune models for solving the problem of controlling game characters and to study the 

possibility of solving such a problem based on the immune approach. 

3. Artificial immune system model for controlling the behavior of characters 
in games and the architecture of a game project 

Today, the theory of artificial immune systems (AIS) is receiving a lot of research attention and is 

used to solve a large number of practical problems - from the problems of data classification and 

clustering to the problems of information protection, forecasting, and recognition of voice messages, 

etc. Therefore, among the existing systems of artificial intelligence, the theory of AIS occupies an 

important place along with genetic algorithms, neural networks, fuzzy logic, etc. [14, 15]. 

The problem of controlling the behavior of characters in game software can be considered a special 

case of the classification problem, for which it is proposed to use AIS. Then the possible options for 

actions of the game character form a set of classes, which are represented by the population of AIS 

antigens [14]. At the same time, the characteristics of the class are several parameters that have specific 

fixed values. These parameters are taken from a limited list of characteristics that determine the 



behavior of the game character. Through cloning, mutation, interaction with other characters, and 

suppression of AIS [16, 17], a type of behavior is chosen for each individual character. 

Among the most common immune models of AIS, which are used to solve scientific and practical 

problems, we can single out the clonal selection model, the artificial immune network (aiNET) model, 

and the positive/negative antibody selection model [14, 15]. Among the listed immune models, the most 

promising for practical application is the aiNET model, since it involves the organization of interaction 

not only between populations of antibodies and antigens but also the interaction between antibodies 

within the same population [14]. This makes it possible to use this model not only for solving practical 

problems with guided learning but also for solving problems with self-learning [18, 19]. In addition, 

due to the possibility of interactions between antibodies, the aiNET model is easier to modify than the 

other models listed, and it allows the formation of hybrid models that work on the basis of different 

biological and non-biological approaches to organizing calculations [20]. The aiNET model is 

commonly used to solve classification, clustering, and pattern recognition problems. After some 

modification, it can be used to solve other practical problems. Therefore, the aiNET model is chosen as 

the basis for creating a model for controlling the behavior of characters in computer games. 

3.1. Game character data format 

To ensure the high quality of aiNET work, at the beginning of its simulation, it is necessary to 

formalize the type of data and the ranges of their possible values. Formalization of the types of data 

used to describe antibodies and antigens is one of the important stages in the development and 

implementation of aiNET. It should be noted that the speed of determining the behavior classes of game 

characters and the accuracy of making this decision are significantly influenced by the list of features 

used when determining the affinities between immune objects of different types, which are used by the 

system during the formation of a specific immune response. We can talk about a linear relationship 

between the number of signs of an immune object and the speed of formation of an immune response 

by the system. This is due to the fact that an increase in the number of features of immune objects leads 

to an increase in the number of computational operations for the calculation of affinity during the 

operation of immune aiNET operators. It should be noted that now the most common types of 

description of the features of immune objects are [19, 20]: 

• Feature vector. 

• Matrix of features. 

• Weighted array of feature vectors. 

In the case of using a feature vector to describe immune objects, all its features are combined into 

one array. The main condition for using this form of presentation of the characteristics of the immune 

objects of the system is the use of the same range of possible values for all features combined into a 

common vector. Otherwise, the work of immune algorithms can lead to the formation of a large number 

of errors. 

In the case of using a feature matrix to describe the characteristics of immune objects, all these 

parameters are distributed among a number of groups that have the same range of possible values. It 

should be noted that the matrix format has a number of features such as the need to normalize groups 

of features to form the matrix and the absence of weights in the rows of the matrix. These features can 

lead to the appearance of a large amount of redundant data, which negatively affects the speed of 

calculating the affinity between objects due to an increase in the number of computational operations. 

The use of a weighted array of feature vectors involves the formation of a multidimensional array, 

the feature groups of which are balanced by predetermined weighting factors that significantly affect 

the determination of affinity when presenting immune objects by the system. This approach involves 

the heterogeneity of the features of immune objects and the use of different ranges of possible values 

for them, as well as a large volume of statistical data for the correct determination of the weight of each 

individual group.  

In accordance with this, the work uses the first of the defined variants of the description of immune 

objects, namely, the feature vector. This is due to the fact that all character traits of a game character 

have the same range of possible values, so they do not need to be normalized and further adjusted to 

each other in order to be used to determine the class of behavior of a character in a game application. 



3.2. Features of the immune network model for controlling the behavior of 
characters 

Despite the fact that the aiNET model is one of the most widespread immune models, it cannot be 

used to solve the problem of controlling game characters without additional modifications. 

Accordingly, a modified model of the immune network – behavioral aiNET (baiNET) was proposed, 

which can be used to solve a specific practical problem. The operation of the baiNET model can be 

conditionally divided into two main stages: 

1. The stage of formation of a specific immune response by reproducing a set of antigens that 

determine the classes of the behavior of game characters in the process of immune training. 

2. The stage of determining the objects with which these antibodies will interact to implement the 

specific behavior of the selected class. 

The implementation of these stages is carried out by successive execution of the corresponding 

immune operators. The proposed baiNET model at the level of sequential execution of immune 

statements is defined as follows: 

𝑏𝑎𝑖𝑁𝐸𝑇 =

[
 
 
 
 
𝑃𝑟𝑒𝑠𝑒𝑛𝑡𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐺)  →

𝐶𝑙𝑜𝑛𝑖𝑛𝑔(𝐴𝐵, 𝐶𝐿) →

𝑀𝑢𝑡𝑎𝑡𝑖𝑜𝑛(𝐶𝐿) →

𝑆𝑢𝑝𝑟𝑒𝑠𝑠𝑖𝑜𝑛(𝐴𝐵, 𝐶𝐿) →

𝑇𝑒𝑟𝑚𝑖𝑛𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐺) ]
 
 
 
 
𝑎𝑖𝑁𝐸𝑇

   →     [
𝑆𝑒𝑙𝑒𝑐𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐵′, 𝐴𝐵′′) →
𝑆𝑝𝑒𝑐𝑖𝑓𝑖𝑐𝑎𝑡𝑖𝑜𝑛(𝐴𝐵′, 𝐴𝐵′′)

]
,

𝐴𝑐𝑡

  (1) 

where 𝑃𝑟𝑒𝑠𝑒𝑛𝑡𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐺)  is the operator of presentation of the population of the network of 

antibodies 𝐴𝐵  to antigens 𝐴𝐺, from which the training sample was formed, as well as antibodies among 

themselves; 𝐶𝑙𝑜𝑛𝑖𝑛𝑔(𝐴𝐵, 𝐶𝐿) – the operator for cloning the 𝐴𝐵 antibody population to obtain a set of 

𝐶𝐿  clones; 𝑀𝑢𝑡𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐶𝐿) – mutation operator of formed clones; 𝑆𝑢𝑝𝑟𝑒𝑠𝑠𝑖𝑜𝑛(𝐴𝐵, 𝐶𝐿) – operator 

of suppression of antibodies and network clones; 𝑇𝑒𝑟𝑚𝑖𝑛𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐺) – the operator for checking 

the termination of the process of forming the immune response of the network; 

𝑆𝑒𝑙𝑒𝑐𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐵′, 𝐴𝐵′′) – the operator for determining  𝐴𝐵′, 𝐴𝐵′′ antibodies with which this or that 

antibody will interact, implementing the logic of its class of behavior; 𝑆𝑝𝑒𝑐𝑖𝑓𝑖𝑐𝑎𝑡𝑖𝑜𝑛(𝐴𝐵′, 𝐴𝐵′′)  is an 

operator for defining  𝐴𝐵′, 𝐴𝐵′′ objects with which this or that antibody can interact within its class of 

behavior, and antibodies with which interaction should be avoided. 

Since the greatest influence on the speed of work and the quality of decision-making based on the 

baiNET model are its immune operators, the specifics of their work and settings should be considered 

separately [21, 22]. 

The operator 𝑃𝑟𝑒𝑠𝑒𝑛𝑡𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐺), which is used in the baiNET model to represent populations 

of immune objects, is also responsible for defining the target objects for each antibody. It should be 

noted that this operator is usually called only once during the entire process of forming a specific 

immune response due to a large number of calculations. However, given the specifics of the game 

design of this project and the fact that the population of antigens is quite small and has only six objects, 

this operator is used together with the cloning and mutation operators of antibodies during the formation 

of each new population of objects. In addition, due to the small number of playable characters on the 

map, it is assumed that their number is measured in several hundred. All antibodies that describe the 

behavior of game characters can interact with each other without the need to use restrictions in the form 

of Natural Affinity Threshold (NAT) or any other criteria [22]. However, from the point of view of 

utility, such an interaction between all immune entities in the antibody population is not appropriate. 

The behavior of a game character can be influenced only by characters that are near him on the game 

world map. Therefore, during the work of the immune presentation operator, for each individual 

antibody, a circle of antibodies closest to it is distinguished according to coordinates on the map, and 

not according to character traits. Accordingly, to determine the nearest characters, the Manhattan 

distance by coordinates in two-dimensional space is used instead of the Euclidean distance, the 

calculation of which requires more computational operations. Next, among all the objects for each 



antibody, 5 objects closest to it on the map will be chosen, with which it will interact during the 

formation of the immune response. 

The cloning operator 𝐶𝑙𝑜𝑛𝑖𝑛𝑔(𝐴𝐵, 𝐶𝐿) is used to generate a certain number of 𝐶𝐿 clones for each 

non-specific 𝐴𝐵 antibody. It should be noted that static cloning is used in the baiNET model, which 

involves the use of some external parameter, which sets the number of clones that are formed for each 

individual antibody that has not acquired the state of specificity for one of the external antigens. 

Accordingly, the number of clones to be used in the baiNET model during cloning will be 20 for each 

immune entity. 

The mutation operator 𝑀𝑢𝑡𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐶𝐿) is usually used to make changes to the parameters of 

previously formed  𝐶𝐿 clones. In the baiNET model, this operator changes not only the clones but also 

the antibody itself. It should be noted that the method of mutation of clones and the antibodies on the 

basis of which these clones were formed during cloning are significantly different from each other. To 

clone an antibody, random static cloning is used with a mutation coefficient μ equal to one. To change 

the parameters of the clones, an inversely proportional mutation is used based on the affinity between 

the antibody and the antigen, with the limitation of the minimum value of the mutation coefficient 

according to the following expression: 

𝜇 = 𝑟𝑎𝑛𝑑[ 0,25 × (1 − 𝑎𝑓𝑓𝑖𝑗);  1 − 𝑎𝑓𝑓𝑖𝑗], (2) 

where 𝜇 is the mutation coefficient, and  𝑎𝑓𝑓𝑖𝑗 is the affinity value between the 𝑖-th antibody, from 

which a clone was formed for further mutation, and the 𝑗-th antigen. 

It should be noted that the use of this method of calculating the mutation coefficient can significantly 

speed up the process of achieving the state of specificity between an antibody and one of the antigens 

for a small number of populations of immune objects. 

The suppression operator 𝑆𝑢𝑝𝑝𝑟𝑒𝑠𝑠𝑖𝑜𝑛(𝐴𝐵, 𝐶𝐿) is used in order to bring the number of antibodies 

and clones of the immune network to the initial state in order to prevent uncontrolled growth of the 

network and the use of unnecessary computing resources. According to this, among all the clones whose 

characteristics were changed during mutation, the clone with the highest value of affinity to one of the 

antigens representing the classes of behavior of the game characters is selected. This assumes that at 

the first stage of suppression, the affinity for each of the antigens is determined for each clone. This is 

due to the fact that the number of behavior classes of game characters is a small value, as well as the 

number of clones. In addition, it should be noted the sequential process of antibody processing, i.e., the 

execution of all immune operators given in (1) takes place sequentially over each individual antibody, 

and not over the entire population together, except for the operator of stopping the process of formation 

of a specific immune response. Accordingly, antigen and other antibody presentation, cloning, 

mutation, and suppression occur for each individual antibody, after which this is repeated for the next 

antibody in the immune network until all antibodies have been processed. Only after that, the possibility 

of stopping the formation of an immune response by the network will be checked. Therefore, during 

suppression, the affinity to all antigens is determined for each clone, after which only the clone with 

the maximum affinity to one or another antigen remains. After that, the data of this clone and its affinity 

to the defined antigen will be stored in the antibody on the basis of which this clone was formed. 

According to this, at each individual time of operation of the immune network for each antibody, it is 

possible to determine the most probable class of behavior based on the maximum value of affinity. At 

the end of the suppression, all clones are removed from the network. 

The baiNET model uses the 𝑇𝑒𝑟𝑚𝑖𝑛𝑎𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐺) criterion operator for stopping the formation of 

a specific immune response. That is, the number of repetitions of the cloning, mutation and suppression 

operators to achieve the state of conditional specificity and stop the process of forming an immune 

response is determined using the specified number of antibody populations, which is used as an input 

parameter of the algorithm. Accordingly, the number of antibody populations that will be created during 

the formation of a specific immune response by the network does not exceed one population of immune 

objects. 

The operator for selecting a group of antibodies for further interaction 𝑆𝑒𝑙𝑒𝑐𝑡𝑖𝑜𝑛(𝐴𝐵, 𝐴𝐵′, 𝐴𝐵′′) is 

used to determine antibodies  𝐴𝐵′ and  𝐴𝐵′′, which will be interacted with in the process of 

implementation by the game character of a specific type of behavior selected in the process formation 

of an immune response by the network. It should be noted that this operator is a sequential process of 



processing antibodies and using other data about antibodies than data in the process of forming an 

immune response. During the execution of this operator, the affinity is determined based on the 

coordinates of the antibodies on the map of the game world. It should be noted that this operator also 

uses an external parameter that limits the number of interactions with other antibodies to a value of 10 

objects. That is, after the end of this operator's work, 10 other antibodies will be selected for each 

antibody, with which it will cooperate in the future to realize the peculiarities of its behavior. 

The object specification operator 𝑆𝑝𝑒𝑐𝑖𝑓𝑖𝑐𝑎𝑡𝑖𝑜𝑛(𝐴𝐵′, 𝐴𝐵′′) is the last immune operator assumed 

in the baiNET model (1). The job of this operator is to determine for each of the antibodies that represent 

the behavior of the game characters, which antibodies it will try to interact with during the 

implementation of the behavior, taking into account the characteristics of the selected class, and which 

antibodies should be avoided. It should be noted that the work of this operator is performed sequentially 

and separately for each of the antibodies in the network. 

Accordingly, for each antibody, among the selected 10 closest to it on the map of the antibody game 

world, the objects with which it will try to cooperate and the objects with which it should avoid are 

determined. The definition of these objects occurs thanks to the use of specific interaction coefficients, 

which are added to the main character’s traits of the character and affect his behavior. For most traits, 

these coefficients are 1, but for traits such as aggressiveness and winning, the coefficients will be 4. For 

traits such as law-abiding, mining, communication, and exchange, these coefficients will be 1.5. 

According to this definition of affinities between antibodies, at this stage of the work, aiNET will be 

carried out using the proposed formula for calculating affinity: 

𝑎𝑓𝑓𝑖𝑗 = (1 + √𝑘1(𝑝1𝑖 − 𝑝1𝑗)
2
+ 𝑘2(𝑝2𝑖 − 𝑝2𝑗)

2
+. . . +𝑘𝑛(𝑝𝑛𝑖 − 𝑝𝑛𝑗)

2
)

−1

, (3) 

where  𝑎𝑓𝑓𝑖𝑗 is the affinity value between the 𝑖-th and 𝑗-th antibodies; 𝑘 – coefficient of interaction 

based on character traits; 𝑝 - signs of immune objects. 

Thus, there will be an interaction between objects if the affinity between them, calculated according 

to (3), exceeds 0.5. Otherwise, the antibody representing the game character will try to avoid interaction 

or move around the game world map away from this object. It should be noted that if this operator is 

subject to the action of an antibody with the "robber" behavior class, it will pursue and attack ships that 

have the least developed "cannon" module. Due to the fact that all ships have the same speed on the 

game world map, characters with the "robber" behavior type cannot catch up with other objects during 

their movement, and only attack stationary ships. A ship becomes stationary in one of three cases: 

extracting ore, exchanging with another ship, and increasing the level of one of the modules. It should 

be noted that while the ship is at the resource exchange point, it cannot be attacked. 

3.3. Implementation of MVI architecture for a game project 

The software implementation of the game software, in which the control of the game characters is 

carried out on the new baiNET model, was carried out on Unity 2017 using the .NET platform and the 

C# programming language. In addition, the program is implemented on the basis of the common MVI 

programming architectural pattern [24]. This architectural pattern involves the use of the level of user 

intent to call a certain functionality, which is implemented as a functional Intent entity. The main 

features of MVI are the division of the software tool into three (in some variations - four) levels: Model, 

View, Intent, and State. The developed game application is a fairly complex software tool and is 

conventionally divided into several main modules with different functional purposes: 

• User interface module, implemented at the View level. 

• Data presentation module, implemented at the Model level. 

• Immune algorithm and operator’s module implemented at the Model level. 

• Behavior module of game characters, implemented at the Model level. 

• The game world map module is implemented at the Model level. 

• File operations module, implemented at the Model level. 

• Infrastructure interaction module, implemented at the Intent level. 



The user interface module presents data types that allow you to organize the interaction with the 

player and visualize the gameplay of the computer game. It is this module that provides interaction 

between the user and the functionality of the game application, as well as the process of rendering its 

dialog windows. 

In the data module, there are classes used to work with user data, game character data, immune 

objects represented by a set of antibodies, training antigens, clones, and game character behavior 

classes. It should be noted that, in accordance with the basic provisions of the SIS theory, the classes of 

antigens, antibodies, and clones are arranged in the same way and are inherited from the basic cell class. 

In addition, the organization of these types of data was formed taking into account the principles of 

object-oriented programming and SOLID concepts [25]. 

The module of the immune algorithm and its operators contains the implementation of the baiNet 

model, classes with methods for calculating Manhattan distance, calculating affinity, and mutation 

coefficients, as well as the implementation of all immune operators used in this model. At the same 

time, each immune operator is implemented in a separate class, which is organized on the basis of the 

Singleton programming pattern [26], which simplifies the possibilities of its use in the immune 

algorithm, as well as the possibility of modification in the future in the case of scaling the proposed 

immune approach. 

The behavior module of game characters implements the logic of the work of game characters who 

control spaceships during a game session. It should be noted that these game characters are under the 

control of the baiNET immune network. For the most part, the behavior of the characters is expressed 

by a set of Intents, which implement the intentions of this or that game character to implement the 

behavior determined by the features of this or that class of behavior of bots of the game application. 

The game world map module is responsible for the organization and implementation of global and 

general events on the map, such as the appearance of a new ore or depletion of an old ore, adding new 

bots instead of game characters whose spaceships were destroyed by robbers or defenders as a result of 

collisions with other game characters. 

The file operations module contains classes that allow you to work with standard file types presented 

in CSV and XML formats. These formats store all information about registered users, as well as game 

sessions of each of the registered Accounts. It should be noted that information about registered users 

of the game application is stored in an XML format file by data serialization. Accordingly, at the start 

of the game application, this file is deserialized, which downloads data about users and their ratings. 

Also, an important feature of the game application is the preservation of information about the actions 

of the user and bots on the map of the game world. Accordingly, the game application implements full 

logging of actions throughout the user's game session. 

The infrastructure interaction module is represented by a list of Intent types that are invoked to 

provide interaction between the user interface layer and the model. According to the rules of the MVI 

architectural pattern, objects of the Intent type allow the user to call certain operations and perform 

certain actions on the game world map during the game. Each functional possibility that is provided in 

the game has its own Intent, which allows you to change the state of one or another part of the data 

presented at the Model level. It should be noted that the Intent itself may not have a full implementation 

of all the necessary functionality that the user is trying to launch. This logic is invoked by the Intent 

from the types implemented at the Model level in the correct sequence, causing the model states to 

change. 

In Figure 1 shows the file structure of the program, which is divided into three main levels in 

accordance with the principles of the MVI architectural template. Thus, the Intent folder contains a list 

of data types that implement one or another functional intent of the user. 

The View folder contains a list of scripts that are added to the UI to implement the logic of the user 

interface. It should be noted that all these scripts are inherited from one ViewScript file, which 

implements the logic of the window class, and provides the ability to switch the windows of the game 

application. The Model folder has a decentralized and distributed structure in accordance with the basic 

principles of SOLID, which provides opportunities for its rapid scaling, editing, and problem-solving 

in case of errors in the application. It should be noted that the States folder is implemented as a separate 

part of the Model folder, which stores a list of universal states of the application model along with 

localized information about data that describes the user and individual bots. 



 
Figure 1: File structure of the application 

 

It should be noted that the design of an artificial intelligence system in game projects, in most cases, 

is a trade secret of the organization and is classified information, since it can have a significant impact 

on the behavior of players and the monetization of a game project. In this regard, the task of comparing 

the proposed method of controlling game characters with the methods and models used in commercial 

game projects is difficult to implement. 

4. Results of using the baiNET model in the game project 

To analyze the proposed model of controlling game characters in a computer game, several game 

sessions were conducted with different numbers of game characters on different size maps of the game 

world. An important factor in this was the setting of the maps, which regulated the number of mines 

that simultaneously exist on the map of the game world, their mining capabilities, and the probability 

of mining these mines for crystals instead of ordinary ore, from which metal can then be obtained for 

further sale. The characteristics of the data sets are shown in Table 1. 

 
Table 1 
Datasets for customizing game world maps 

Identifier 

Number 
Volume of 

mines 
Probability of 

mining crystals Characters 
Exchange 

points 
Mines 

Map 1 50 2 10 100 10% 

Map 2 100 3 5 50 1% 

Map 3 100 3 25 200 20% 

Map 4 200 4 10 50 1% 

Map 5 200 4 50 300 10% 



It should be noted that the generation of spaceships controlled by game characters takes place at 

various resource exchange points. At these points, ships cannot attack each other, even if they are 

classified as "robbers" and "defenders". In addition, at these points, ships cannot exchange with each 

other, exchange can only take place with a system represented by several exchange points. 

When comparing the performance of the baiNet model in different conditions of use, the behavior 

of immune objects that formed the population of antibodies and their relationship to a certain number 

of classes represented by a set of antigens was studied. In the process of research on bots, attention was 

focused on patterns and peculiarities of the behavior of game characters in different roles, as well as on 

the dynamics of changing these roles during the operation of the game application. An important aspect 

of the work of the game application is the implementation of its role by each of the game characters. 

By implementing the role of a game character, we will understand the performance of actions that were 

predicted by the corresponding class of behavior. The test results of the baiNET model for controlling 

game characters are shown in Table 2. 

According to the given results, it can be concluded that some classes are very rarely implemented in 

full before the ship is destroyed by a robber or the behavior class is not changed during the game 

application. At the same time, it is possible to distinguish classes that are mainly implemented in cases 

of a large number of game resources on the game world map, as well as classes that are mainly 

implemented in the case of a small number of resources on the game world map. 

As can be seen from the results of the tests given in table 2, the “engineer” class is implemented the 

least, especially in the conditions of a lack of resources on the game world map due to the fact that in 

most cases the choice of this class as a game character is accompanied by an insufficient amount of 

resources for constantly increasing the level of spaceship modules. It can also be noted that regardless 

of the features of the game world map, classes focused on mineral exploration and resource extraction 

are implemented with a high level of probability. Also, among the behavior classes of game characters, 

the classes "merchant" and "defender" can be distinguished, the probability of their implementation 

increases in the case of using cards with a large number of resources and a large number of game 

characters. The probability of implementation of the behavior class "robber" directly depends on the 

lack of resources: the smaller the number of resources on the map and the more game characters, the 

higher the probability of implementation of this behavior class. 

 

Table 2 
Realization of roles by game characters based on the baiNET model 

Identifier Map 1 Map 2 Map 3 Map 4 Map 5 

Robber 78% 93% 73% 95% 65% 

Defender 50% 56% 65% 60% 77% 

Worker 90% 80% 95% 80% 95% 

Scout 90% 90% 95% 85% 95% 

Trader 80% 75% 90% 70% 70% 

Engineer 35% 20% 50% 18% 48% 

 

It should be noted that the proposed baiNet immune model for controlling game characters is 

characterized for the first time, as is the artificial immune network model. Therefore, today it is quite 

difficult to make comparisons with other immune and non-immune models that are used to organize 

the management system of game characters. It is also important to note that the proposed baiNet 

immune model is easy to implement and modify, which makes it possible to further use and modify it 

for controlling characters in games of other genres. 

5. Conclusions 

Today, the development of game applications has a significant impact on human behavior and habits. 

At the same time, a large role is played by multi-user games. Thanks to the development of information 

technologies, new opportunities have appeared for game software developers, as well as for the 

simplification and improvement of already existing technologies. The use of artificial intelligence 



systems allows for solving complex practical problems related to intelligent data processing and 

analysis under conditions of uncertainty. The development and development of artificial intelligence 

systems significantly affects the game software market. It is important to create an intelligent model of 

controlling game characters, to simulate the behavior of players of many custom computer games, and 

to oppose or cooperate with the user. 

As a game application, a space world is used, in which the player controls his own spaceship, which 

can move through the spaces of the game world, find and mine game resources, exchange them at 

certain points on the map of the game world or by trading with other characters to develop their own 

ship. Considered game resources that can be controlled by the player and other game characters. The 

main features of the behavior of game characters who control spaceships on the map of the game world 

are considered. Since each game character controls his own spaceship, spaceships have a number of 

specific modules that perform different tasks in order to develop the ship in the gameplay. 

The task of managing the behavior of characters in-game software is considered a classification task, 

for the solution of which AIS is used. The possible options for actions of the game character form a set 

of classes, which are represented by the population of AIS antigens. Among the existing AIS immune 

models, the aiNET model is the most promising for practical application, as it involves the organization 

of interaction not only between populations of antibodies and antigens, but also the interaction between 

antibodies within the same population, and is used to solve the problems of classification, clustering,  

Therefore, the aiNET model is chosen as the basis for creating a model for controlling the behavior 

of characters in computer games. But it cannot be used to solve the problem of managing game 

characters without additional modifications. Accordingly, a modified model of the immune network - 

behavioral aiNET (baiNET) was proposed, which was used to solve a specific practical problem. Since 

its immune operators have the greatest impact on the speed of work and the quality of decision-making 

based on the baiNET model, the peculiarities of their work and settings are considered. 

The software implementation of the game software was carried out on Unity 2017 using the .NET 

platform, the C# programming language, and the MVI architectural programming pattern. Experimental 

studies were conducted on the use of the baiNet model with different numbers of game characters on 

different-sized maps of the game world, which showed that the proposed baiNet immune model is 

effective and simple to implement and modify. This makes it possible to use it to control characters in 

games of other genres. 
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