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Abstract. The final quality of software products and services depends on the re-
quirements stated in the Software Requirements Specification (SRS). However, 
some problems like ambiguity, incompleteness and inconsistency, have been report-
ed in the writing of SRS, especially when natural language is used. Requirements 
reuse has been proposed as a key asset for requirement engineers to efficiently elicit, 
validate and document software requirements, and as a consequence obtain SRS of 
better quality through more effective engineering processes. Among all the possible 
techniques to achieve reuse, patterns hold a prominent position. Although there have 
been several techniques proposed to reuse requirements, it may be observed that no 
concrete proposal has achieved a wide acceptance. Due to that, this research propos-
es the PABRE framework, which uses Software Requirement Patterns (SRP) as a 
means to capture and reuse requirements knowledge in the context of IT projects. 
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1 Problem and Relevance 
Requirements Engineering (RE) is the process in which the system to be built is de-
fined, getting as result the requirements that will act as a guideline for the software 
development team. Requirements elicitation is the process of acquiring these require-
ments from system stakeholders. The quality of this process is critical to make soft-
ware projects a success. However, evidence exists that the current state of the practice 
is still far from being satisfactory; for instance, a study about the current state of RE 
involving over 300 participants [Swi12], reveals that 70% of them are not, or only 
somewhat, satisfied with their requirements elicitation, being considered the maturity 
level of their RE very weak or weak in the case of 31% of the participants. 

Without a proper set of requirements the project will fail, no matter how well the 
rest of the project is executed. A study performed in 1995 by the Standish group 
[Sta95] showed that only 9% of large companies and 16% of small companies deliv-
ered projects on time and within budget. When the participants were asked to report 
the causes of failed projects, on the top eight factors accounting for failed projects in 
the report, five of them were related to requirements and their elicitation, being two of 
them the top two factors: Incomplete requirements (13.1%), and Lack of user in-
volvement during RE (12.4%). Besides the Standish report, more recent studies have 
also identified requirements as an important risk factor in project failures [Arn11] 
[PMS11]. It has been further reported that the cost of fixing requirements-based prob-
lems increases rapidly the farther into the software development they are discovered. 



Eliciting the suitable requirements produces benefits such as preventing errors, 
improving quality, and reducing risk on software projects [Pro02]. However, there are 
some problems that often exist in Software Requirements Specifications (SRS), espe-
cially when written with natural language: usually requirements are stated in an am-
biguous, incomplete and inconsistent manner, and generally they are expressed in an 
unsystematic way [Yu97]. The SwissQ study cited above [Swi12] corroborates this 
fact: 74’5% of participants had problems related to ambiguousness, 73’6% problems 
related to incompleteness, and 61’1% problems related to inconsistency. The main 
challenge therefore is obtaining unambiguous and consistent requirements that state 
clearly the complete needs of the system [Hul05]. 

Requirements reuse has been proposed as a key asset to efficiently elicit, validate 
and document requirements, obtaining SRS of better quality through more effective 
engineering processes. In a nutshell, requirement reuse is the concept of taking re-
quirements that have been written for previous projects and then using them in a new 
project. Due to its proved benefits [Gol13], requirements reuse, its success factors, 
barriers, and processes are attracting the interest of practitioners and researchers, and 
it has been examined from a number of different perspectives (e.g., analogy [Mai93], 
case-based reasoning [Lai94] and generic modelling [Bol94]). 

One of the techniques to achieve reuse is the adoption of patterns. In their most 
classical form, patterns describe problems that occur over and over again, and then 
describe the core of the solution to these problems [Ale77]. Software engineers have 
adopted the notion of pattern in several contexts, in particular related to software de-
sign (e.g., design patterns [Gam95] and software architectural patterns [Sha95]), but 
also in other development phases. Following this strategy, some works have focused 
on the use of patterns for reusing knowledge during RE, such as analysis patterns 
[Fow97], requirement pattern [Wit07], and product family variability pattern [Kee99]. 
Unfortunately, as far as we know these ideas have been restricted to small-scale aca-
demic examples, and remain largely untested in a genuine commercial capacity. 

Based on the previous observations we formulate our research objective (RO) in 
terms of the following design problem: Define the concept of SRP and provide a 
framework to facilitate its use, to ultimately encapsulate reusable knowledge (in this 
case, textural requirements) during RE stage and make its use viable in real require-
ments elicitation processes. Concrete research questions (RQ) are presented below, 
following the design science approach to classify them in knowledge problems (KP) 
and practical problems (PP) [Wie09]: 

RQ1 (KP) Which are the existent approaches to the notion of pattern in the con-
text of RE knowledge reuse? 

RQ2 (PP) What is the best structure and semantics software requirement patterns 
(SRP) should have to be applied over functional (F), non-functional (NF) and 
non-technical1 (NT) requirements and to improve the quality of SRS? 

RQ3 (PP) How SRP can be integrated in the RE stage techniques and processes in 
order their application gives benefits that justify the cost of their adoption? 

RQ4 (PP) Does the proposed framework give benefits and drive to higher quality 
SRS when applied into RE activities? 

                                                             
1 NT requirements are those ones not referring directly to the intrinsic quality of software, but 

to the context of the system under analysis (e.g. economic, political and managerial issues) 



2 Solution 
The PABRE framework [Pal14-1] proposes the use of SRP to capture and use re-
quirements knowledge in the context of IT projects. Following the typical context-
problem-solution structure of patterns, an SRP basically consists of: a template (solu-
tion) that may generate one or more requirements when applied in a certain project, 
and some information (context-problem) to identify its applicability in that project. 
Patterns are classified by means of classification schemas, i.e. hierarchies of classifi-
ers that facilitate the identification of relevant SRP during the elicitation process and 
the organization of requirements in the SRS.  

The framework currently embraces: 1) A metamodel that describes the structure of 
patterns and their organization [Fra10] [Pal11-1] [Fra13]; 2) An SRP catalogue com-
posed by 29 NF-SRP, 37 NT-SRP and 45 F-SRP [Pal11-1] [Pal12] [Fra13] [Pal13-1]; 
3) A preliminary method for constructing and evolving SRP, as well as another one 
for guiding the use of the catalogue in the elicitation [Pal11-1] [Fra13] [Pal13-1]; 4) 
The PABRE system as technological support [Pal11-2] [Pal13-3]; and 5) A prelimi-
nary version of an economic model to perform cost-benefit analysis on the adoption 
of SRP based on Return on Investment (ROI) [Pal13-4]. 

The potential benefits of the PABRE framework are: 
• Less time required in the elicitation of recurrent requirements (e.g., requirements 

for different projects addressing the same domain, requirements addressing func-
tionalities shared by different products, requirements addressing certain regula-
tions). Consequently, more time available for the definition of creative require-
ments (requirements that may change the typical behavior of a product and that 
provide them an added value). 

• Improved quality of SRS (consistency, non-ambiguity, completeness, etc.), 
thanks to the uniformity of SRP, the dependencies and relationships defined 
among them and the checklist character that the catalogue may take. 

More information of the PABRE assets can be found in their references. In the next 
subsections, we present an example of SRP and a brief introduction to its metamodel. 

2.1 SRP example 

An SRP is a pattern that, when applied, produces software requirements related to the 
objective (goal) of that pattern. The application of the Supplier Economic Information 
SRP (Figure 1) may produce requirements related to the goal of Assessing the eco-
nomic situation of the supplier that procures a software system, as could be the sup-
plier company’s turnover or net income.  

A goal can be achieved in different ways. An SRP consists of several Forms, each 
one representing a different solution for achieving the goal. In our example, the goal 
can be attained by asking the supplier the relevant economic information (Economic 
Situation Information Form), or by setting conditions or prerequisites on the econom-
ic situation that the supplier should have (Economic Situation Prerequisites Form). 

We organize Forms into Parts, each of them being a template. Each Form is char-
acterized by a Fixed Part which states the minimal requirement that always holds 
when applying that form, and some Extended Parts which may be applied or not. The 
fixed part always becomes a requirement when an SRP is applied with this form. Ex-
tended Parts are only used if more precise information is required in the specification. 



Due to this nature, the Fixed Part is usually quite generic and hardly measurable. For 
instance, in our example, the fixed part of the first form is The supplier shall provide 
economic information of its company, whilst the two extended parts identify the type 
of information required (company’s turnover or net income) and the period of time. 

 
Figure 1: Supplier economic Information SRP 

Usually, fixed and extended parts must conform to some part Constraints for de-
claring multiplicities or dependencies among parts. In the example SRP, aside of con-
straints on the possible number of appearances of each part in a specific SRS, there 
exist constraints on the parameters values in each application (see next paragraph). 

Both fixed and extended parts are similar from a syntactic point of view. They are 
composed by the text to be used as a requirement and optionally some parameters to 
be instantiated when applying the pattern. Parameters establish their Metric, and even-
tually a correctness condition inv (see these definitions on the bottom of Figure 1). 
The constraints in the use of parts, may also state restrictions on the values of parame-
ters during their application. For instance, in the second form of the example SRP, the 
application more than once of the Extended 1 part in an SRS can be done as long as 
the values of the parameters amount and amountOfTime in the different applications 
are different. This allows to state restrictions on the net incomes of the supplier’s 
company for the last 2 years and also for the last 10 years. There is also another type 
of Soft Constraint that allows giving recommendations in order to maintain the con-
sistency of the SRS document. One example of such constraint is using the same cur-
rencyUnit in each application of the extended parts of the example SRP. 

2.2 Metamodel 

The aim of a PABRE metamodel (Figure 2) is to define the structure and semantics 
of an SRP as well as their organization inside a catalogue. In this metamodel we can 
distinguish four independent, but interrelated, parts. 

1. SRP Core. It defines the exact structure of a SRP. 



2. Application part. This part allows adapting an SRP in every project, using 
parameters and metrics associated to them. 

3. Relationships part. It arises from the observation that patterns elements are 
not isolated units of knowledge. This part is useful to create complete re-
quirements specifications without incoherencies. 

4. Classification part. This part defines how SRP can be organized to facilitate 
its access in a repository.  

   

Figure 2: PABRE Metamodel Overview 

3 Progress, Research Method and Novelty 
This PhD thesis is half way to its four year duration. It was started on January 2012 
and is expected to be presented on February 2016.  

Apart from the design and implementation of the PABRE framework (introduced 
in Section 2), on the one hand we have been working on a Systematic Literature Re-
view (SLR) [Kit04] to answer the question “What is the State of the Art to reuse 
knowledge during RE using patterns?”. The SLR is finished and the main results can 
be found in [Pal11-1] [Pal13-4]. On the other hand, in order to provide evidence of 
the correctness of the framework, some efforts to validate it have already been done. 
A preliminary version of the framework was advertised at REFSQ’11 [Fra11]. We are 
also carrying out a survey [Pal13-2] to: firstly, know the current state of RE in rela-
tion to reuse in IT organizations as well as the main problems in RE processes; sec-
ondly, validate the acceptance of the overall framework. A preliminary analysis of its 
results can be found in [Pal14-2]. We are currently beginning a study of the current 
state of requirements reuse in requirements management tools existent in the market-
place.  

The future work of this thesis is fully described in [Pal13-4]. Apart from improving 
the finished assets embraced in the PABRE framework, it will mainly focus on: 



• Enrich the economic model by adding more metrics. 
• Validate the correctness and suitability of the framework, by testing and evaluat-

ing the use of SRP in real elicitation processes through a case study. !
This PhD project started as a response to the RE needs of a partner (the Public Re-

search Centre Henri Tudor at Luxembourg). The research approach adopted for this 
thesis is based in the experimental software engineering paradigm [Bas93], and more 
specifically in the scientific paradigm. Firstly, the problem was identified with the 
help of our partner, and complemented the motivation identified from the literature 
(briefly discussed in Section 1) and the SLR carried out. Then, the scientific problem 
was defined in the format of RQs. After that, a solution idea was formed, by studying 
the structure and content of real SRS, and improved afterwards with the SLR. Finally, 
the solution idea has already been validated using online questionnaires and testing 
each one of the framework’s assets separately, and in the future it will be validated 
with semi-structured interviews for theoretical evaluation, and case studies for practi-
cal evaluation. 

As for novelty, although there have been several techniques proposed to reuse 
knowledge during RE, we are not aware of a concrete proposal that has achieved a 
wide acceptance. In particular, this thesis proposes a requirements reuse approach that 
deals with what appears to be missing for reuse being achieved in requirements elici-
tation as part of regular projects: 1) a concrete proposal of a reusable requirements 
catalogue; 2) how the requirements reuse process shall be implemented and integrated 
in organizations; and 3) how to calculate the ROI of the requirements reuse approach. 
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