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Abstract. The present paper deals with the development of recommen-
dations for the application of graphical programming languages in safety-
related system developments.

The basis for this development is the analysis of existing safety-related
systems and the way in which these systems implemented in text-based
programming environments meet the applicable norms and standards.

Based on that a present research project analyzes how graphical pro-
gramming environments can meet these requirements.

The core of the project is the development and validation of recommen-
dations for graphical programming languages to meet these applicable
norms and standards, including certification bodies, professional associ-
ations, manufacturers and users. The elaboration is limited to concepts
and suggestions regarding software aspects.

Finally, these recommendations should be implemented and verified in
the specific development environment LabVIEW.

Keywords: functional Safety · safety-related Systems · LabVIEWsafety.

1 Background

1.1 Graphical programming languages

Graphical programming languages show a way in which algorithms and sys-
tem behavior of programs can be implemented by graphical elements and their
arrangement [36]. This paper presents these relationships mainly using the pro-
gramming language G of the development environment LabVIEW. It is a pro-
gramming environment of the manufacturer National Instruments, which started
more than 30 years ago. The language G describes a flow-controlled model [7],
similar to the usual graphic modeling using block diagrams in UML. LabVIEW
programs are called Virtual Instruments, or VIs for short. These essentially con-
sist of two components, the front panel containing the user interface and the
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block diagram with the graphical program code [8]. This doesn’t translate into
other programming languages, but the graphical code is compiled directly into
machine language [9].
G combines the strengths of the theoretical data flow model with the practice-
oriented principles of structured and modular programming, revealing key fea-
tures of traditional higher-level programming languages [37]. These are simple
and compound data types, static typing with strict type checking, hierarchical
and polymorphic operations, branches, case distinctions, sequences and loops
[37].

1.2 Safety-related systems

Safety-related systems consist of two different parts. On the one hand, a func-
tional hardware control to be monitored and, on the other, safety functions that
monitor the correct functioning of the overall system and initiate risk-reducing
measures [11]. Safety-instrumented functions as a link between software and
hardware represent software code that can enhance the functional safety of hard-
ware components by performing a risk assessment, for example, using the risk
graph method according to DIN EN ISO 12100 or ISO 61508-5 [19]. High de-
mands are placed on all hardware and software components [26]. A so far very
successful concept for the realization of such safety-related monitoring systems
represent programmable logic controllers which are used in the largest industrial
sectors of process, automotive, aviation and medical industry. They work inter-
nal processes with a cyclic process-driven behavior and can be implemented in a
user interface consisting of text-based and graphical-based elements. In addition,
there are also purely text-based programming languages and corresponding de-
velopment environments, such as C, C ++ or Pascal, with which safety-related
systems can be developed [35].

1.3 Present procedure

The procedure for implementing applications in computer science is primarily not
standardized. Developers can choose from a variety of schematic approaches, im-
plementation methods, and programming languages. Assuming text-based pro-
gramming, this ultimately consists of a large amount of lines of code that are
difficult to use even in smaller projects with multiple programming library ac-
cesses [2]. Large projects, with mainly several developers, increasingly restrict
the structural quality in terms of maintainability, modularity and extensibility,
if no other application description or handling exist [2].
Textual descriptions such as text-based program code are thus a relatively poor
working basis for an efficient handling of software applications. There is a lack of
abstracting intermediate models that allow people with technical understanding
to understand the various abstraction levels and perspectives of the software,
thus allowing a gradual approximation to the application [2].
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Other industrial sectors, such as mechanical engineering, have already adapted
to the complexity of present and future machines [2]. Using CAD, the computer-
aided design, two- and three-dimensional constructions could be constructed
digitally for the first time in the 50s and 60s of the last century, allowing them
to move, adapt and expand freely. Initial programs still worked with digital
drawing tables and pen output, later the accuracy of output improved due to
higher-resolution screens and printers [5]. As a result of this digital graphical
modeling, great development time savings have been made, along with higher
value solutions and lower development costs. Reasons for this can be found in the
significantly better controllability of complexity in a digital graphical framework
[2].

A similar approach can be applied to software development. For example, UML,
the Unified Modeling Language, can be considered as the first step in graphical
software modeling [2]. UML uses block diagrams to describe the architecture,
the design and the implementation of a software. Through this visual modeling,
it is possible to produce universally valid structural and behavioral models of
the software. The result is a promotion of the intelligibility of the implemented
structures solely through the graphical representation [4].

In view of the development in current machines, digitization, communication
and flexibility of individual components are in the foreground. Static processes
without adaptive manufacturing processes, resources and subscribers should be
a thing of the past very soon [6]. Technologically, the industry speaks from the
fourth industrial revolution. In order to network the entire corporate structure
of companies, automation systems should be no longer controlled in individual
processes but independently exchange information between different operating
areas and coordinate entire work processes [21]. Possibilities for this can be
found in the constant development of communication via the Internet, using
microcomputers. This development is also called IoT, which is the acronym for
the term Internet of Things. However, the implementation of systems mentioned
for industrial environment applications requires the use of abstracting but still
structuring programming languages [26].

However, many Internet of Things applications and many Industrie 4.0 applica-
tions and implementations must also meet safety-critical requirements, so that
application standards for precisely these programming languages have become
indispensable in the safety-critical environment such as medical technology, au-
tomation systems, the automotive industry and aerospace engineering. The re-
search of future electrical, electronic and programmable electronic automation
systems generally depends on the IEC 61508, which is described as the basic
standard, which is presented as the basis of all others. [1]. It covers requirements
for the entire safety lifecycle, from the concept phase through system develop-
ment and production start-up to the decommissioning of safety-related products
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[11].

The standard distinguishes between hardware and software conception, as well
as the management of a project, with all its components. An integral part of the
concept and development phases is the software architecture for safety-critical
systems. A development environment should be used to adequately support this
process by having pre-certified structures or providing guidelines [11].

Management regulations are mostly used for quality assurance, project overview
and traceability regarding tests and security features of systems and project
constellations [11]. Software rules, including programming language rules, define
how to properly handle and comply with policy values in order to create only
secure source code, and which will cause harmless consequences only [11]. In ad-
dition to various methods for determining the safety integrity and risk analysis
of component groups, hardware regulations also specify maximum permissible
limits for developed systems [11]. Depending on the field of application, such
a system requires different limits and problem approaches, but all of them fol-
low the same basic designs [11]. This is the reason for the norm and guideline
development of different industries according to their own requirements in accor-
dance with the legal regulations of European committees. These are european
standards, so-called EN, which set the legal requirements. These technical stan-
dards may be inaccurate, incomplete, interpretable or even obsolete, but at the
legal level represent the state of the art [39].

Programming languages established in the safety-critical environment are the
text-based languages C in the area of embedded systems and IL list for pro-
grammable logic controllers [35]. It’s about these text-based languages in a
strongly and weakly typed environment that is aligned to the norms [11]. Strongly
and weakly typed programming languages compile a large number of tests that
define the use of data types, variables, and other syntax, such as data access or
procedure calls, to ensure maximum system safety [11].
Programming guidelines, such as the MISRA-C, additionally support developers
in complying with the specifications expected of certification bodies [14]. Other
environments are not allowed or used, including graphical implementation.

For the development of functionally safe software code in graphical programming
languages like G, various individual criteria can be set up, which are divided into
four consecutive categories.
The first step is to check the syntax in a programming language. Each program-
ming language has its own language set and possibilities to connect different
elements or commands. If these language limitations are not met, it would not
be possible to compile into the machine language, making verification the basic
element of any programming language. Most development environments for C
or C ++ can query for syntax compliance before a program is transferred. In
graphical languages, such as G, this query can be done at every syntactic change.
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It therefore has equivalence to text-based languages, such as C [40].

The second step involves compliance with guidelines that represent the proven
structures for safety-related systems in various industries. Similar to the first
step it is a static code analysis. Advanced rules, such as those defined in policies
such as MISRA-C, can be used to review structural constraints. Such program-
ming languages are limited to a smaller language scope [40]. This is limited to
a verifiable level of complexity that precludes, for example, the use of pointers
to produce only clear traceable code. Such a set of rules in the form of rec-
ommendations for a policy is part of the work. For this purpose, the already
proven MISRA-C Guideline was roughly compared with the LabVIEW Devel-
opment Guideline provided by the software manufacturer National Instruments
[30]. However, a direct comparison of the two is difficult, because the structure
is based on a guide to designing and implementing a project in LabVIEW, not
listed rules. VI Analyzer, a LabVIEW’s tool, can validate the design suggestions
that are made there, making it possible to analyze MISRA-C against LabVIEW
compliance. In addition, the VI Analyzer offers the possibility to develop own
tests for the static verification of the code [16]. It was noticeable that some rules
are already included in the LabVIEW Development Guideline and VI Analyser
tests [15]. Others do not need a definition, because LabVIEW has no other way
than being compliant due to the building block principle. All yellow marked
rules should be included in a new policy and should be checked for compliance
[30]. Overall, the MISRA-C defines 141 rules, of which only 121 are required.
By means of the color code, the rules to be implemented can thus be reduced
to just under one third. The remaining 40 required rules still to be implemented
are basically the pure definition of the correct LabVIEW application [30] [17].

The third step is basically to prove that the software code is running properly.
This must be ensured by assigning software code to functional requirements,
but also requires a test environment to check runtime errors and timing [40].
What software verification can look like from conceptual design to the testing
of safety-related systems in graphical programming languages is currently being
developed. Using the example of G, the tools NI RequirementsGateway and NI
UnitTestFramework could be used.

The third step closes the link between static code verification, dynamic run-time
testing and quality management to the fourth step regulatory compliance. This
is only possible if design regulations, such as modularity or diversified design,
depending on the applicable standards, can be checked. The tools mentioned in
the previous paragraph are expected to provide a more general approach due to
the iteratively building complexity [40]. A comparison of individual criteria of
the standards for possible realization in graphical languages is currently being
developed.

Internet of Things, Networks and Security

93

http://www.cerc-conference.eu
http://www.cerc-conference.eu


Internet of Things, Networks and Security

6 N. Berezowski et al.

2 Future relevance

If you consider UML instead of a modeling language as a own programming lan-
guage, it fulfills almost all requirements of graphical development. The vocabu-
lary of the language would consist of graphical elements which, by their wording,
describe the functionality [2]. Relations and relationships between functions and
classes could easily be analyzed and surveyed by their slightly abstracting level
of development [2]. However, this is just as the problem in the implementation.
Due to the general abstracting approach of UML it is not suitable for the con-
crete implementation of complex systems even in the extended versions UML
2.0. There is a lack of a specific vocabulary or syntax [2]. Often, UML is also
run as an additional layer in parallel with the text-based project, which means
that at least two languages are spoken in a project. The problem of such system
breaks often lies in the greater complexity in project organization. If any defects
occur, this can partially or completely nullify the benefits of graphical modeling
[2]. In 2004, Martina Maier already stated that a complete expressive graphical
description language would free us from the breaking with languages and thus
advance a big step towards to controllability of complexity in software develop-
ment [3].

In 2015, a research initiative launched by the CAS in Darmstadt with the com-
pany National Instruments and other Alliance partners. This is where the term
‘LabVIEWsafety‘ emerged, which should serve as a defining element in the use
of graphical languages for programming in high-assurance system development
[10].
Through cooperation with various alliance partners and certification authorities,
the possibility of a safety-related system development in this and other graphic
development environments is likely to emerge in the future.

Even at the beginning of the research initiative it was noticeable that a visualiza-
tion of the program execution could considerably improve the understanding of
complex processes in some points. By means of graphical notation, software can
also be understood by non-software specialists, as it maps the function similar
to a block diagram. Such a universal and solution-neutral approach is particu-
larly helpful as a communication tool in the team or during prototyping with
the customer. The data flow model used here can thus be used flexibly, starting
with the design, the modeling and the simulation, over the implementation, up
to the test and the validation of the system. Difficult concepts of traditional pro-
gramming such as dynamic data structures or variables are largely eliminated.
Program execution can be done in parallel, without much effort by using special
instructions for developers. A structured programming approach is facilitated by
clear interface definition [23].
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3 Problem description

In the research and development of technical automation systems, there is a
trend to design and develop more and more complex systems with a decrease
of development times and more complex legal basic conditions. This progres-
sive approach of companies is mainly due to increasing demand and competitive
pressure from the continuous automation and autonomization of industrial fields
and private environmental influences. An ever increasing subarea of such automa-
tion systems are the safety-related systems, which are set to a much higher legal
framework than conventional systems [11]. Text-based programming languages
are considered established in the context of implementing functional safety. Evi-
dence that graphical languages can not live up to these conditions does not exist.
Thus, a responsibility issue arises in relation to a possible further development
of safety-related software development [26].

The task of the research thus also represents an comparison, based on the stan-
dardization, between these different languages in order to create clear structures,
in terms of aptitudes in the safety-related environment, and to ensure a strict
typing of the programming language [11].

Since a high degree of clarity in management and thus often long training pe-
riods are necessary to develop complex systems in a safety-conscious way, in
text-based languages this often only allows a small group of developers. This
limits the know-how required for task and solution finding as well as potentials
for early error detection [25]. A graphical development environment can bring
significant benefits here [25].
In their basic structure, conventional programming languages , whether text-
based or graphical, have few prerequisites to control such complex structures in
the Internet of Things in a clear way. Software code must always be checked for
errors and should have a well-proven compiler. [23]. There is an enormous de-
velopment effort to create a necessary modular environment for a safety-related
system [24]. A similar development effort is evident in graphic programming lan-
guages, but according to previous analyzes better clarity and less potential for
errors should arise [23].

In addition to the industrial development, programming languages continue to
evolve. In 4th generation languages, a high level of abstraction can be achieved
through modular design and easy-to-use tools, which can be quickly understood
by inexperienced developers and checked for accuracy or extensibility [22]. The
principle of a strong abstraction in complex working modules basically enables all
people with technical understanding to have access to the programmatic develop-
ment of programmable electronic systems, especially in the graphical framework
[23]. Part of the research work will be the exploration and development of such
a higher abstraction level for the safety-related environment in graphical pro-
gramming languages using the example of LabVIEW.
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For very specific safety-critical systems, such as those required for medical de-
vices or individual process plants, reliable, fast and inexpensive design methods
are still lacking. There are already products that have been largely realized with
programmable logic controllers. However, these are very expensive in small quan-
tities, since there is little combination with components of other manufacturer
product ranges. There is a lack of a viable alternative for custom machine de-
sign in the industry that could be created through a modular iterative approach
[27]. Findings from previous drafts in the text-based and graphical environment
should serve to build higher levels of abstraction for graphical system modeling
and implementation.

Safety functions provide a link between software and hardware. According to
DIN EN ISO 12100, the central standard for risk assessment in the safety-related
area, a safety functions is a function of a machine whose failure can directly in-
crease the risk. They represent software code that can increase the functional
safety of hardware components by means of a risk assessment. The extent to
which the use of a safety function actually minimizes the risk can be determined
by means of the risk graph method according to DIN EN ISO 12100 or accord-
ing to ISO 61508-5 [19] [11]. Such certification for risk assessment for graphical
program code does not exist yet, without evidence of inability.

A means of program verification of software code is a formal method. It helps
to ensure compliance with legal standards by verifying the accuracy of the algo-
rithms and not just subordinating them to testing. Examples of formal methods
can be found in symbolic program execution, as well as the method of pre- and
post-conditions according to Hoare [38]. The extent to which these methods can
be used in graphic development has not been examined yet. It must be developed
a program verification for graphical program code.

4 Objective

The project is dedicated to the topic of using graphical programming languages
for safety-related system development for various reasons. On the one hand,
the increasingly complex safety-critical system structures of systems to be auto-
mated create the need for further development of development environments and
programming languages for the application of current, but also new structures
for module-based clear systems in the IoT and Industry 4.0 [11]. The work does
not pretend to solve current problems immediately, but plans new approaches
for graphical system architectures to create comparisons to current approaches.
This may be useful for demonstrating operational reliability, as sub-architectures
from earlier safety-related constructs could be used.
On the other hand, some approaches of the current industry and its standards
are already outdated and thus increasingly difficult to reconcile with the latest
developments in the direction of IoT. Some do not provide a graphical devel-
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opment approach or can be difficult to apply to graphical languages such as
LabVIEW. Although such guidelines and standards are updated in committees
every few years, they still rely on the same approaches in current releases [11]
[18] [14]. Graphical, well-structured programming tools, could take away an es-
sential level of complexity and thus allow the creation of more complex projects,
sometimes with the help of inexperienced developers. In addition, a graphical
approach also helps to avoid program code errors, such as misspelling or forget-
ting to include libraries, as these are simply not possible [24].
By demonstrating and restricting various approaches in a new graphical pro-
gramming language policy, using LabVIEW as an example, and certifying it,
graphic software and hardware manufacturers can legally secure themselves in
relation to the various provisions in the standards and provide an additional
incentive for researchers and developers of safety-critical systems for the selec-
tion of graphical development environments for implementation [27]. A complete
new guideline development also creates the opportunity for a better orientation
towards future-oriented technology and architectural designs. The aim of this
research is to develop recommendations for such a directive, as actual imple-
mentation is only possible through close cooperation between manufacturers,
certification bodies and the various industrial sectors.

5 Summary

Guidelines, such as the MISRA-C and C ++, consist of a list of rules for safe and
consistent programming in the programming languages. The purpose is the sim-
ple verifiability of certification bodies. Projects created under this policy thus
comply with all legal regulations of the software, by strictly typing the pro-
gramming algorithms [14]. In order to guarantee a scientific gain of knowledge,
the guidelines of Design Science Research (DSR) will be used as a method-
ological framework for the processing of the presented research questions [32].
In general, already established, fundamental theories and practices are applied,
adapted, abstracted or combined in order to generate concepts for solving exist-
ing application-related knowledge gaps [31] [33]. The research is not intended to
develop a completely new technology and approach for safety-related systems,
but also to examine the existing approaches with regard to their applicability in
future machine structures, in order to make optimal use of the potentials of pre-
vious architectures for future visionary automation applications. The usability
of the developed solution concept and the scientifically grounded approach to
the preservation of this concept is thereby secured by the iterative research pro-
cess provided by the DSR [33]. In addition, the already existing approaches are
adapted to the efficient development of the overall architecture. The procedure
for splitting the problem into subproblems in order to be able to break down the
complexity is called Method Engineering [34].

A next step is a further examination of the existing standards from the given
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areas and a comparative analysis between graphical and text-based code, as
well as various graphical programming languages. In addition to the software
architecture, special emphasis must be placed on the hardware, which must be
fundamentally divided into different artifacts. Further steps include recommen-
dations for developing current and exploration of new standards and guidelines
for graphical programming languages, which could include the creation of pro-
prietary software architectures, security libraries, qualification tools and code
analysis tools.

Basically, the total cost of creating safety-related software is divided into two
subcategories that are interdependent. These are the joint creation of guidelines
by graphical software and hardware manufacturers and our research institute,
which will later help guarantee easy certification with graphical languages cre-
ated safety-related software. The basic prerequisite for this is, first of all, the
certification of the development environment in order to prove that all the nec-
essary requirements are met. Beginnings of the analysis can be found in chapter
Present procedure.
In order to presuppose on the legal level that all specifications are adhered to in
the current development environment, a pre-certification of existing functional-
ities is an option. Special emphasis should be placed on the basic level of such
languages, which usually contain all components of more complex functionalities
[15]. Thus, referring to the research aspect, it is derived from a presentation of
these towards certification bodies, for concrete analysis.
The observation and reworking of concrete methods and methods for assessing
the adaptation of graphical programming structures is an essential part of the
data collection to be created in the first steps. For example, expert interviews
with persons involved in the certification selection process represent a further
survey method in order to gain an overview of the requirements of individual
devices with regard to the certification bodies. Document and content analyzes
of the industry-specific standards to be investigated in the course of research
projects are to be used to find solutions for a wide range of safety-related, elec-
tronically programmable devices.
High standards of clarity and traceability are also set for the programming tech-
nology. Some of these are already very detailed in the LabVIEW Development
Guideline on the example of LabVIEW [15]. However, there are some limitations
to interrupts and recursions, exclusion criteria for using dynamic variables, and
static verification methods needed in the safety-related part of programming [14].

There is a lack of framework conditions for the use of graphical programming
languages for the development of safety-related electronically programmable sys-
tems. This creates a need to evolve safety-critical code into the graphical envi-
ronment [28]. So far, there are neither legal nor systemic requirements to fulfill
this goal.
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