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Abstract. We describe an extension of the pi-calculus with primitive
operations to manipulate an imperative store. We study how this ex-
tended calculus can be encoded into the pi-calculus. This leads to the
definition of a pi-calculus with location names, for which we present a
behavioural equivalence. We show the full abstraction for the encoding
and we analyse several variants of the encoding and of the bisimulation.

We study the representation of imperative constructs in the π-calculus. The
intent of this study is to provide a building block for a framework to reason about
rich programming languages, like, e.g., ML, where higher-order functions are
combined with imperative aspects. In order to handle such languages, we plan
to combine the results of this work with existing approaches to reason about
higher-order functions in the π-calculus [6, 9, 2]. Because of its expressiveness,
the π-calculus can be used as a target language in which rich programming
languages can be translated. We can then benefit from the powerful techniques
available to reason about π-calculus processes in order to establish equivalences
between programs in the source language.

Equivalences between higher-order functional languages with state are known
to be hard to establish. Several kinds of approaches, like Kripke logical relations
or trace semantics [4, 5] have been investigated to prove such equivalences. There
also exists a rich literature on game semantics to represent and analyse program
execution [7, 1]. The operational approach, as put forward using the π-calculus,
can serve as a complement to the “operational/denotational” point of view pro-
moted by game semantics to reason about high-level languages.

In the present work, we analyse a simple representation of references in the
Asynchronous π-calculus [3]. Processes are equipped with a store, which can be
accessed and modified using standard operations of allocation, read and write.
This defines our source calculus, called πref. For example, the πref process x←
`.a〈x〉 reads the value which is in location ` of the store, and then emits it along
channel a (x← ` is the construct for reading the store at `, and a〈x〉 represents
the emission of x on channel a).
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The encoding is somehow standard, but has not been studied per se until
now, as far as we know — it is different, in particular, from the encoding studied
in [8]. A location (or reference) in the store contains a name, which can be either
a π-calculus channel, or a location. In the encoding, a message l〈m〉 represents
a location ` containing name m. Reading and updating the location is achieved
using a simple protocol: for instance, `(x).(`〈x〉 | P ) is the process that reads
the content of ` and then proceeds as P , where x is bound in P . Accordingly,
the process x← `.a〈x〉 seen above is encoded as `(x).(`〈x〉 | a〈x〉).

The target of the encoding is therefore the Asynchronous π-calculus with a
distinct notion of location names, a calculus we call π`. In order to analyse this
language, we introduce a type system to capture the usage of location names. We
also present a notion of bisimilarity, whose definition is rather sophisticated. We
show that this equivalence is fully abstract with respect to barbed congruence
in πref, the source language. Thus, reasoning via the encoding into π` can be
seen as a proof technique to establish equivalences between πref programs.

We now provide some intuitions about why the bisimulation in π` is not
standard. If we consider processes

P = `(x).(`〈x〉 | c〈d〉) and Q = c〈d〉 ,

which are the π-calculus translations of, respectively,

x← `.c〈d〉 and c〈d〉 ,

we may ask ourselves whether P and Q should be equivalent. They are not in the
asynchronous π-calculus, even for asynchronous bisimilarity, because the output
at c is guarded by the input at ` in P .

If we want to take into account the fact that ` stands for a location (or an
address), we have two possibilities: either deem P and Q inequivalent, because
P tries to access an unallocated address, and thus crashes before being able to
output at c; or impose that behavioural equivalence should consider that a store
is always available, in which case P and Q are behaviourally equal, because the
reading performed by P has no influence on its behaviour. In the present work,
we choose the latter option.

The starting point of our study is barbed congruence for πref configurations,
which consist in a process and a store (with some private names shared between
the process and the store). We provide a coinductive characterisation of this
relation, which we call closing equivalence. Based on our encoding from πref into
π`, we introduce a notion of typing, and define a notion of closing bisimilarity in
π`, which is fully abstract w.r.t. its counterpart in πref. We also study to what
extent the standard notion of asynchronous bisimilarity can be used to reason
about πref configurations.
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