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Abstract:

The application of domain-specific models requires appropriate tool support for modeling and
execution. The development of DSML languages is generally costly, especially with regard to
execution semantics. The RMT approach (RENEw Meta-Modeling and Transformation) follows a
systematic model-driven development process for the provision of modeling tools and also for the
integration of semantics. It applies transformational semantics using Petri net formalisms as target
languages in order to produce quick results for the development of modeling techniques. In order to
visualize simulation events in the executed DSML model, annotations within the metamodels facilitate
the necessary link between the domain-specific model and the generated Petri net. This paper gives
an overview of the artifacts that are employed in the RMT approach and documents the structured
process for DSML development.

Keywords: Meta-Modeling; Petri Nets; Reference Nets; Simulation; Graphical Feedback

1 Challenge of DSMLs: Animation and Simulation

As Meta-Modeling is used to provide new domain-specific modeling languages (DSML)
several tools provide tool support to build corresponding models. The definition of semantics
for domain-specific modeling languages (DSML) and the provision of appropriate execution
tools are two of the key challenges in model-driven tool development. Defining the semantics
for a DSML by transforming it into an existing language with a well-defined semantics
facilitates fast results and is well suited for a prototypical approach. Bryant et al. identified
“the mapping of execution results (e.g., error messages, debugging traces) back into the
DSML in a meaningful manner, such that the domain expert using the modeling language
understands the result” [Brl1, p. 228] as one of the challenges for the translation semantics
approach. Concerning the user experience, meaningful visual representation of the domain
concepts is vital for the communication between different stakeholders, especially for the
domain experts who are often non-software engineers [Ab17, p. 233]. The representation
of DSML in execution is still considered a challenge in tool generation in general [MC138,
p- 196]. We have developed several solutions for the integrated simulation of DSML based
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on transformational semantics with mappings to Petri nets. With this contribution we provide
a summary of the facilities involved for DSML development with integrated simulation and
a description of the DSML development process according to the RMT approach. The goal
is to support language developers with a structured process that enables them to achieve fast
results when developing modeling tools with integrated simulation. Parts of this contribution
are summarized from our previously published result [Mo19].

2 The RmT Approach

The RMT approach (RENEwW Meta-Modeling and Transformation) [MCH16] is a model-
driven approach for the agile development of DSML. It follows concepts from software
language engineering (SLE, [KI108]) and enables a short development cycle to be appro-
priately applied in prototyping environments. The technical basis for the RMT approach is
provided by the RMT framework, which builds upon the RENEW modeling und simulation
environment. RENEW was originally designed as a Petri net editor and simulator and has
evolved into an extensible integrated development environment (IDE) for various modeling
techniques [CHM18]. The RMT framework is particularly well-suited to develop languages
with simulation feedback due to its lightweight approach to SLE and the tight integration
with the extensible RENEW simulation engine, which supports the propagation of simulation
events.

Figure 1 gives a brief overview of the application of the RMT approach to a sample DSML
development project. In this example we present the development of a BPMN modeling tool.
With the RMT framework, the specification of a language and a corresponding modeling tool
may be derived from a set of models, defined by the developer of a modeling technique. They
are categorized accordingly to the principles of SLE and identified by individual symbols
in Figure 1. A meta-model defines the structure (abstract syntax, 4) of the language, the
concepts of its application domain, and their relations. The visual representations (concrete
syntax, #v) of the defined concepts and relations are drawn interactively within RENEW by
creating a composition of RENEW’s graphical primitives. Alternatively, graphical standard
representations are configurable by style sheets that enable a declarative customization of
various pre-defined visual attributes, such as ruling, arrow shapes, colors, etc. The syntax
model is complemented with icons and a tool configuration model (3¥) that defines general
properties of the resulting modeling tool, such as the file extension or the ordering of tool
buttons. Additionally, within the tool configuration model, tool mappings provide the link
between abstract and concrete syntax and define the connection points for constructs (ports).

The models described so far can be used to generate a tool for creating and editing DSML
models ( Figure 1, graphical layer), however, without an execution semantics up to this
point. The latter comes with the specification of semantic Petri net components ().

The RMT approach utilizes transformations to Petri nets in order to provide an operational
semantics for a DSML. Individual DSML constructs are mapped to semantic Petri net
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Fig. 1: A structural overview of the RMT approach and the artifacts employed

components, which results in a 1:n mapping of DSML elements to Petri net constructs.
There are several possibilities to connect the semantic components in order to facilitate
the flexibility required to define semantics for various process-based modeling languages.
The dotted lines around interface elements of the semantic components, as displayed in
Figure 1, denote merge points. Bordering constructs are merged along these elements in
the composition of semantic components; the outgoing transition of the start-event is
merged with the incoming transition of the sequence-flow relation. The merge points are
also visualized in the Petri net model (simulation layer), which was generated from the
BPMN process model using the semantic components. The net generation from semantic
components corresponds in principle to the composition of interface nets as described by
Reisig [Re09].
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The execution of a DSML (BPMN) model using the integrated simulation means a multi-step
translation in the background, first into a Petri net pattern, which is then instantiated for
execution (Petri net instance). In order to draw conclusions from the execution of the Petri
net about the original (BPMN) model, a means for relating execution information with the
original model is required. With RMT, this is achieved by reflecting simulation events from
the underlying execution of Petri nets (target language) into the DSML (source language).
The simulation visualization is based on the highlighting of model constructs as graphical
feedback.

The link between the simulation events and the graphical representation is established by
annotations added to the semantic and graphical components. An annotation contains two
parts divided by a colon. The first part represents the simulation state or a simulation event
for the particular net element, and the second part is a state concerning the whole BPMN
component. In Figure 1 these annotations are depicted in the semantic components and for
illustration in the generated Petri net models (net template and instance). The net elements
have inscriptions, such as marked:active, which means that the BPMN construct is in a
state active when the corresponding net element is marked. The component states (e.g.
active) can be referenced in graphical components and with style sheets to specify the
representation during execution. There are several ways of designing the visual behavior of
the graphic components [Mo19]. Figure 1 shows “simple highlighting”, which replaces the
colors of the components according to a pre-defined scheme.

3 The DSML Development Process

For the provision of DSML modeling tools with direct simulation we see a major challenge
in the integration into model-driven approaches in the sense that the DSML developer finds
the proper support to develop these languages in a model-driven fashion. The RMT approach
follows a structured development process and applies concepts from SLE in order to achieve
these goals.

Figure 2 illustrates the iterative development process of the RMT approach in domain-specific
BPMN notation, extended by symbols for different types of tasks according to the SLE
categories ( Figure 1) and icons to classify types of artifacts. The development process itself
is modeled with a BPMN tool that was created using the RMT framework. It represents all
necessary steps to generate a modeling and simulation tool for a domain-specific language
following the RMT approach. As the process is iterative and based on the development of
prototypes, it is repetitively applied in one project, however, the backward edges that return
to a previous step are omitted for improved readability.

The development process starts with the creation of a RMT project, which initially consists
of skeletons for the obligatory models: meta model, style sheet model and tool configuration
model. This step will naturally be only performed once and it results in an initial set of
artifacts that are already sufficient to generate a modeling tool using the fallback options
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Fig. 2: RMT process for the development of DSML with execution semantics

provided by the framework. Additional artifacts are created during the process or refined in
later iterations. The RMT approach utilizes model driven techniques if possible but always
offers an alternative option for more flexibility if required. For example, the concrete syntax
can be created by drawing graphical constructs with RENEw but there is also the alternative
to adapt the representation by style sheets, or even to implement individual figures. In
order to keep the effort for creating prototypes low, icon images can be generated from
the graphical constructs. Of course, there is also the option to use individually customized
icons. Similarly, the semantics is by default provided by a standard transformer that uses
semantic components. However, a customized transformer can be tailored to the needs of
individual application domains, or it can bridge to other tooling environments. For the
integrated simulation the link between source model and target model is already prepared in
the standard transformer. When using a customized transformer, this connection must be
established by hand. Finally, all artifacts are used to generate a modeling and simulation
tool, which is packaged as a Java archive (jar) to be used as a plugin for RENEw.

4 Conclusion

This contribution provides a systematic approach for the development of DSML tools with
integrated simulation. The structured development process of the RMT approach shows
how languages can be developed in a model-driven fashion. The RMT approach integrates
the definition of semantics and the execution behavior directly into the model-driven
DSML development process. With a transformation of DSML constructs into Petri net
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components an operational semantics for a modeling language is provided. Annotations
within the metamodels facilitate the necessary link between the domain-specific model and
the generated Petri net. This enables an interactive simulation in the original representation.

Beyond the visualization of simulation results, we want to investigate the visualization
of other evaluations on DSML models. For example, the results of a structural analysis
(shortest paths) or a state space verification (model checking) could be integrated in the
DSML representation. Again, the challenge is the integration into the structured DSML
development process. In addition to the visualization of models, the control of models is also
an issue, which should be considered in the RmT approach. Up to now, only rudimentary
options are available for user interaction with the simulation.
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