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Abstract
In the last decade, industries and the research community have increasingly focused their attention on
systems migration. System migration aims to modernize existing monolithic systems into modern and
more scalable microservices-based architectures. Such migration consists of two phases: architectural
refactoring and system deployment. Unfortunately, quality attributes did not receive enough attention
during the architectural refactoring phase. Nevertheless, migration can be an instrument to improve
the quality of the system. In this research, we propose a process that aims to enhance a set of system
quality attributes during the system migrating to microservices. The proposed approach helps software
architects to fulfill non-functional requirements qualities during the migration process.
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1. Introduction and Motivations

Nowadays, millions of applications are based on monolithic systems [1]. In the last decade,
industries have started to migrate their systems into modern microservices-based architecture.
The motivation for such evolution is to keep up with modern technologies and to maintain
better business value. At the same time, the research community started studying this new
trend trying to support companies in this challenge [2]. System migration refers to the process
of refactoring an existing software and is composed of two phases: architectural refactoring
and system deployment. The architectural refactoring consists of changing the structure of the
system without altering its features and it is composed of i) comprehension of the system,
and ii) microservices identification [3]. Unfortunately, in the architectural refactoring phase,
functional and non-functional requirements can differ from the original specification [4]. The
system deployment consists of microservices packaging using a containerization technology,
e.g., Docker. The state of the art propose different sets of attributes for assessing the quality of
the system after migration [5][6][7]. However, none of them put enough attention to quality
attributes in the architectural refactoring phase. This research project aims to define a process
to enhance a set of system quality attributes using migration to microservices. The following
research questions will guide our goal:

• RQ1 How to guide the architectural refactoring phase by using quality attributes?
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• RQ2 How to chose the proper microservices identification approach considering a set of
quality attributes in the migration to microservices scenario?

• RQ3 How to find a tradeoff to combine quality attributes in the decomposition of the
system into microservices?

2. Related work

In the literature, different researches address the problem of migration to microservices from
monolithic systems. In [8], the authors present a program analysis-based method to migrate
monolithic applications to a microservices architecture using static and dynamic analysis of the
system. Their method has high accuracy and low performance cost. The authors in [3], propose
an approach for automatic identification of microservices from Object Oriented source code,
measuring both the structural and behavioural validity of the identified microservices and their
data autonomy. In [9], a tool to continuously streaming down performance data, analyzing
them and feeding back to the migration process the results of the analysis is presented. This
approach guarantee that the new system does not fall short in terms of performance. The
authors in [10] consider five quality criteria observed as relevant by practitioners for system
migration. Compared with a baseline approach that considers just coupling and cohesion, their
approach reinforced the need for adopting more criteria than traditional ones. In [11], the
authors decompose a monolith application into independent microservices. The functionality
distribution is optimized to guarantee a system with high cohesion, low coupling and good-sized
services focused on core functionality. The authors in [12] propose the Functionality-oriented
Service Candidate Identification (FoSCI) framework for the identification of service candidates
from a monolithic system. Both the dynamic analysis and search-based functional atom grouping
algorithm serves to service candidates extraction. The service candidate evaluation suite uses 8
different metrics, measuring functionality, modularity, and evolvability of the identified service
candidates. In [13] the authors provide a validation framework for microservices resulted from
(semi-)automatic decomposition of monoliths validated through an open-source framework.

3. Proposed Approach

The goal of this research project is to define a process for system quality improvement by migrat-
ing to microservices. This process will also guide software architects migrating their systems
to microservices while preserving or achieving predefined non-functional requirements. The
proposed approach matches the common system migration to microservices process focusing
on a set of system quality attributes. Below, the proposed process shown in Figure 1 is described.

• P1: System’s Comprehension. This phase includes all the activities aiming to under-
stand the system by using different artefacts: models, code, traces, and logs. In our process,
this stage is quality-driven and matches the static and dynamic analysis carried-out by
using the above-mentioned artefacts. Since architects may or may not know the quality
aspects to improve, a preliminary system analysis is required. The resulting set of quality
attributes is the baseline for the migration. For each identified quality attribute, we pro-
vide a set of architectural anti-patterns supporting architects in recognizing the elements



Figure 1: Proposed Process.

degrading the systems quality. This core operation is called anti-patterns detection and its
output is the instances number of the specified anti-patterns and a set of related patterns.

• P2: Microservices Identification: this stage is quality driven since it directly inherits
the quality aspects by the system’s comprehension phase. P1 result is a list of patterns
aiming to solve the associated anti-patterns. A pattern consists of several tactics [14]. Our
goal is to augment each pattern with a tactic consisting of a well-defined microservices
identification strategy based on a static or dynamic view of the system. Consequently,
the microservices identification is performed according to the augmented pattern. The
new system is simulated and analysed to check if the quality attribute is achieved. These
steps are repeated until the most suitable tactic is added to the pattern. The microservices
identification phase gives as output one possible decomposition for each quality attributes
to be improved.

• P3: Microservices Packaging: from P2 we inherited a collection of possible decom-
position where each of them refers to a single quality attribute to be improved. Since
our goal is to suggest the optimal system decomposition strategy according with a set of
quality attributes, this phase needs a pre-processing step. To this end, we will provide a
multi-objective optimization algorithm to find the optimal decomposition. The output of
this algorithm will be the set of microservices to be packaged and deployed.

4. Proposed Research Plan

• S1: Systematic Literature Review on migration to microservice considering qual-
ity attributes aspects. This step focuses on the identification of microservices consider-



ing quality attributes. The result will be a set of quality attributes that forms the baseline
for the next steps. Moreover, it will allow us to identify, for each quality attribute con-
sidered, a set of microservices identification approaches. The tactics provided by our
approach will be built on top of this collection. This phase answers to RQ1 and RQ2.

• S2: Review, collection and categorization of architectural anti-patterns degrad-
ing systems quality. While investigating both research works and industrial perspec-
tives, this step considers the set of quality attributes retrieved previously. The output will
be a set of anti-patterns for each quality attribute identified in S1 and their counterpart.

• S3: Definition of tactics for quality improvement. We define a set of tactics for each
pattern classified in S2. Those tactics consist of a collection of microservices identification
strategies. The results of RQ2 will guide the outline of this step. Moreover, S1 and S2 of
this research plan will answer to RQ1.

• S4: Implementation of the multi-objective optimization algorithm. Our process
allows to find the optimal system decomposition according to a predefined set of quality
attributes. Thus, after performing a review, the chosen optimization algorithm will be
implemented. It will take into consideration both the selected tactics and the decomposed
microservices. This step answer to RQ3.

• S5: Evaluation of results. Finally, the process will be applied on a real-world applica-
tions. This phase will serve to assess the validity of the proposed process.

We are currently working on S1 and S5. For S1 following the Systematic Literature Review
Protocol defined in [15], we carried-out the planning phase setting up i) the research questions,
ii) the search string, iii) the digital libraries for the search and iv) inclusion and exclusion
criteria. Currently, we are involved in the data extraction and monitory phase.For S5, we are
collaborating with a national company that is migrating their monolithic system to microservices
by considering mainly performance. Unfortunately, they did not considered performance during
the architectural refactoring phase. Thus, our goal is to i) study the design decisions behind
the microservices identification they carried-out ii) analyse the monolith according to a set of
quality attributes concerted with the company including performance iii) use our process to
suggest a different decomposition strategy to evaluate its validity.
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