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Abstract 
With the vision to promote CT to a wider group of audiences, this PhD project explores the 

formative assessment of CT skills in Programming Education to support students to learn CT 

skills in Higher Education. In this project, we plan to investigate the importance of CT in the 

context of Higher Education, explore the relationship between CT skills and programming 

skills, build a model to assess learners’ CT skills and develop a computer-assisted assessment 

system with automated components to enhance students’ CT competences in Higher Education. 

Mixed-method research methodologies will be employed in distinct phases of the project 

accordingly. A system which allows formative assessment of CT skills will be iteratively 

designed and constructed throughout the project. The outcome of the project should support the 

CT learning process, make CT more visible for people from diverse backgrounds and empower 

them with a CT mindset to embrace the digitalization of society. 
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1. Introduction
1.1. Digitalisation and 
Computational Thinking

Living in an era of digitalisation, digital 

elements is everywhere. For instance, 

education, healthcare and governance, 

fundamentals to a modern society, are 

developing towards a digital direction [1-3]. 

This has a huge influence on employment and 

skills, such as the increasing unemployment 

rate, and the increasing demand for digital skills 

in the labour market [4]. To empower people 

the capability of living and working in such a 

digitalized society, governments, and education 

institutions from distinct levels world-wide 

have been striving to promote education of 

computer-based technologies and skills varying 

from academy to industry. Among skills being 
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mentioned, digital skills, problem-solving 

skills, and computational thinking (CT) are the 

top few most mentioned skills and are regarded 

as fundamental skills in workplaces [5-7, 28]. 

Computational Thinking is closely related to 

the development of digitalisation in different 

domains and changes the professional 

competencies need for these professions. First 

proposed by Papert as procedural thinking [8] 

and then being promoted by Wing [9], a 

considerable amount of research has been 

conducted to define CT in the past few decades. 

Though there is no agreed-upon theoretical or 

operational definition so far, existing works 

share main components of CT, which are 

problem decomposition, abstraction, pattern 

recognition and algorithm [9-15]. Besides 

studying the operational and theoretical 

definition of CT, massive amounts of studies 

have been conducted globally to investigate 

topics around CT education, such as 



pedagogical contents, didactic strategies, 

integration of CT into other disciplines [16-26]. 

People of almost all ages can be participants 

in these studies, however, most of the existing 

research focuses specifically on K-12 settings, 

with an increasing number of studies conducted 

in Higher Education over the last decade. 

Existing work in K-12 settings has explored a 

considerable range of topics regarding learning 

and teaching CT in both science, technology, 

engineering, and mathematics (STEM) and 

non-STEM disciplines, results in a 

flourishment of development in tools and 

activities for teaching and learning CT, both 

CS-unplugged such as bebras challenge and 

Lego construction  and CS oriented such as 

programmable robotics, micro-bits, code.org, 

Scratch, Alice [20].  While being regarded as 

crucial competence for learners in higher 

education, the development of CT, compared to 

CT in K-12 setting, is still in its infancy. 

Increased attention has been paid to CT in 

Higher Education in recent years, most of 

which are related to Computer Science (CS) 

major, and few are in non-CS major disciplines 

[26]. In their literature review, Lyon and 

Magana identified several issues existing in 

current CT education which makes it difficult 

for students to understand CT, including 

unclear definition, lack of assessment methods, 

unclear use of CT in classrooms [26]. They also 

stressed the necessity of a clearer definition of 

CT and called for more implementation of CT 

in Higher Education and studies.  

With current insights into existing literature, 

it is obvious to conclude that CT is closely 

related to developments of digitalisation in 

different domains and changes the professional 

competencies needed for these professions. 

However, it is still unclear how to embed CT in 

different curricula and how to develop 

transdisciplinary CT skills. Therefore, 

researchers need to conduct studies to establish 

a comprehensive and more complete system for 

the purpose of enhancing people’s CT 

competencies. 

1.2. Computational Thinking and 
Programming Education in Higher 
Education 

Learners of diverse backgrounds learn CT 

with various purposes and learners’ target 

objectives considering the proficiency level 

also differ accordingly on learner’s level of 

proficiency. Therefore, it is important to know 

what the necessary skills are to be developed in 

higher education, what proficiency level of CT 

is expected for people from distinct domains 

and in what way should CT be incorporated in 

different domains in Higher Education.  

Programming education is frequently used for 

fostering CT in higher education; visual 

programming in Scratch and Alice as well as 

text programming in Python, C, C++, Java have 

been used for teaching CT in K-12 settings as 

well as in Higher Education settings [39-40]. 

However, it remains a controversial topic 

whether everyone should learn to code. For 

example, Shein acclaimed that “Not everyone 

needs coding skills but learning how to think 

like a programmer can be useful in many 

disciplines” [35]. Therefore, it would be 

important to study the role of Programming 

Education. 

CT and programming skills are closely 

interlinked and are both challenging for novice 

learners [29, 30]. However, a significant drop-

out rate can be found in programming education 

on novice learners due to distinct difficulties 

students meet during their learning process 

[31]. Pane et al. [32] found that the ability to 

solve problems using programming skills so 

that the solution can be transformed and 

executed by computing agents does not come 

naturally for learners in CS studies.  

Additionally, studies also suggest that the 

absence of strategic tools can lead to deficient 

performance in learning to program [33-34].   

To overcome these challenges, it is 

necessary to conduct research in both 

programming skills and CT skills and the 

relationship between them, which has been 

seldom researched.   

Through qualitative and quantitative 

analyses, Selby [38] built a preliminary model 

to reveal connections between CT skills and 

programming activities using Bloom’s 

taxonomy. However, it does not demonstrate in 

detail how CT can be measured in 

programming. Thus, it is necessary to carry out 

studies on how to empower students to use CT 

as a strategic tool for programming and gain CT 

knowledge through learning to program.  

In brief, the following questions should be 

studied regarding CT and Programming 

Education in Higher Education:  



• What skills are necessary for students 

in different domains in Higher Education?  

• What is the role of Programming 

Education for students from different domains 

in Higher Education?  

• How are programming skills and CT 

skills related and how to foster CT skills via 

programming? 

1.3. Formative Assessment and 
Feedback Generation 

Novice programmers who are new to 

programming are faced with challenges such as 

misunderstanding the programming concepts, 

misusing the language syntax, and 

understanding poorly the feedback generated 

from the interpreter or compiler [31]. 

Alternative approaches to overcome these 

issues can be, for instance, enhancing teachers' 

pedagogical content knowledge, developing 

more effective didactic strategies, using 

formative assessment to provide feedback.  

Assessment and feedback are essential 

elements in different learning theories which 

are used to assist students in the learning 

process [41]. Assessment is presented in two 

categories in general, formative assessment and 

summative assessment. Formative assessment 

is defined as assessment for learning while 

summative assessment as assessment of 

learning [42]. Formative assessment generally 

consists of teacher observation, conventional 

assessment, oral presentation and so on. 

According to Paul Black & Dylan Wiliam [43], 

formative assessment remains incomplete until 

it has resulted in feedback and action on the part 

of the instructor and/or learner. Therefore, a 

formative assessment is all about feedback. 

According to Hattie and Timperley [45], 

feedback is one of the most crucial factors for 

efficient learning.  

The development of formative assessment in 

Programming Education is still at an early age 

though there has been lots of research on 

intelligent tutoring systems which assess 

students’ solutions in recent years. Computer-

assisted learning environments provide the 

opportunity to automate the assessment and 

considerable work has been conducted to assess 

works in STEM disciplines automatically [44]. 

In terms of Programming Education, Grover 

[42], in the Raspberry Pi Foundation 

Computing Education Research Seminar, 

strived to promote the concept of formative 

assessment in CS for K-12. In contrast, no 

existing study explicitly facilitates formative 

assessment either in computing education or in 

Programming Education specifically in Higher 

Education. 

While most of the assessments being 

conducted on CT and Programming Education 

are summative, there is some work that applies 

formative assessment measures in their 

implementations. These implementations 

focused on merely part of programming 

education and none of these works incorporated 

CT into programming education, making them 

infeasible for assessing CT in Programming 

Education. Meanwhile, some studies aimed at 

supporting students in learning to program, 

mostly in the form of automated assessment 

systems and intelligent tutoring systems for 

programming exercises. In their literature 

review, Keuning et al. [47] reported that most 

of the elaborate feedback provided by the 

systems reviewed focus on the identification of 

mistakes and no further suggestions on how to 

proceed and fix the problem. This, however, 

can impede students from enhancing their 

performance according to the feedback model 

defined by Hattie and Timperley [45]. 

Therefore, it is necessary to conduct research to 

explore formative assessment of CT in 

Programming Education in order to assist 

students in the learning process to enhance their 

CT in Programming Education.  

With the vision to make CT skills more 

accessible and tangible in the context of 

Programming Education for learners from 

different domains, this project aims to develop 

formative assessment components to improve 

students’ performance in learning to program 

and gaining CT skills. 

2. Theoretical Background 

To address the questions mentioned in the 

last section, theories on formative assessment 

and theoretical models of CT and Programming 

Education are crucial. Therefore, they are being 

investigated to ensure the reliability of the 

conduction of the project. CT and Programming 

Education will be first introduced with a focus 

on Brennan and Resnick’s operational 

framework [16] and Bloom’s taxonomy on 

Programming Education. Then follows theory 

for formative assessment and feedback models 



with a focus on Hattie’s feedback model and the 

theory of formative assessment from Paul 

Black & Dylan Wiliam [43]. The theories are 

identified as the backbone in the 

implementation of this project. 

2.1. Computational thinking and 
programming education (Bloom’s 
Taxonomy) 

Although there are no agreed-upon 

operational and theoretical definitions, 

definitions given by researchers and educators 

share the same elements in their definition. 

Wing defined CT operationally with the 

concepts of abstraction and automation [9]. 

Having components used in Wing’s definition, 

Barr and Stephenson [46] included also 

problem decomposition, algorithmic thinking, 

data collection, analysis and representation and 

simulation to define CT. Similarly, Selby’s 

definition of CT consists of abstraction, 

decomposition, generalization, evaluation and 

algorithmic design [38]. Four main components 

of CT can be identified from existing 

definitions: problem decomposition, pattern 

recognition, abstraction and algorithmic design.  

Deriving from the main CT components, 

Brennan and Resnick [38] proposed an 

operational framework of CT which is 

frequently used in CT studies and the 

framework relates quite close to programming 

concepts and skills. Three dimensions 

constitute the framework: computational 

concepts, computational practices and 

computational perspectives. These components 

are recognizable in other disciplines and 

practices as well, which is consistent with 

Denning’s description CT: it is nothing new, it 

is the way of thinking about the world shaped 

by the current technologies [50]. This 

framework considers elements 

comprehensively from both a knowledge 

perspective and a psychology perspective and it 

is a framework that can be practically used for 

setting learning objectives, designing 

pedagogical contents, and assessing students’ 

performance [48].  

CT concepts and CT practices involved in 

this framework [48] are some of the indicators 

that measure CT competences through 

programming concepts and practices. Studies 

have been conducted to map programming 

skills and CT skills as well as using Bloom’s 

taxonomy and SOLO taxonomy to differentiate 

various levels of cognition for both CT and 

programming skills [36, 37]. Assessment of CT 

through assessing Scratch codes in Dr. Scratch 

with the framework presented by Brennan [38] 

is an example of how CT can be matched in 

Programming Education [49]. Selby [39] 

developed a model which discovers the 

relationship between CT skills and 

programming activities by using Bloom’s 

taxonomy. This model can serve as the 

backbone in fostering CT via programming and 

vice versa. 

2.2. Formative assessment and 
feedback generation 

Having a CT framework and a model which 

maps CT to programming using cognitive 

levels in Bloom’s taxonomy is insufficient for 

this project as the aim of this project is to 

enhance students’ CT skills via formative 

assessment. Therefore, this subsection will 

introduce theories on formative assessment and 

models for generating feedback as formative 

assessment is said to be all about feedback [42].  

Assessment is identified as one of the 

fundamental elements in all learning theories in 

education [41]. Formative assessment is 

defined as assessment for learning, and it is 

expected to result in feedback and action on the 

part of the instructor and/or learner if formative 

assessment is implemented. Thus, feedback is 

crucial in formative assessment, which is 

consistent with “Feedback plays a crucial role 

in learning” [27]. 

The efficiency of the feedback is influenced 

by the kind of formative feedback provided and 

the learner characteristics. Under the definition 

given by Boud and Molloy [51], feedback is 

formative, and it can be used to improve 

learners’ performance. Another type of 

feedback is summative feedback, typically 

consists of grades or percentage of evaluation, 

which informs the learner about the 

performance. However, this type of feedback is 

usually too superficial to be useful for learners. 

Therefore, formative feedback is of more 

importance for the purpose of improving 

learning.  

Different definitions and models have been 

investigated regarding feedback generation 

both in general and for studies in specific 



domains. Boud and Molloy define feedback as 

a process in which the learners improve their 

work with the given information which presents 

the discrepancy and similarities between 

learners’ work and the expected standards [51]. 

Hattie and Timperley [45] described a model 

for feedback which is also in a formative way. 

The model aims to answer learners’ questions 

about where they are, how they should proceed 

and where they should arrive. In this model,  

feedback is categorized into “task level”, 

“process level”, “self-regulation level” and 

“self-level”, with findings indicating self-level 

the most ineffective one.  

Having a model of feedback is insufficient 

for generating the most effective feedback for 

learners, extra facets should be considered 

when generating feedback. In Le and 

Pinkwart’s work [52], programming exercises 

supported in learning environments were 

categorized into three classes according to the 

level of ill-definedness of the programming 

problem. As Hattie and Timperley [45] pointed 

out that feedback should target students at 

appropriate levels, it would be necessary to also 

consider Narciss’s [53] categorization of 

feedback in computer-assisted learning 

environments according to the aspects of the 

instructional context. Narciss [53] has 

identified eight types of feedback components, 

five of them are elaborated feedback 

component and are intended to “improve 

learner’s performance”: knowledge about task 

constraints (KTC), knowledge about concepts 

(KC), knowledge about mistakes (KM), 

knowledge about how to proceed (KH) and 

knowledge about Meta-cognition (KMC). 

Combining the context to be assessed, the type 

of exercises to be assessed and the feedback 

level to provide, a strategy for generating 

feedback can be devised. 

In sum, this project will first focus on 

identification of the need for CT and the role of 

Programming Education in different 

disciplines. Then, the focus will be shifted to 

the measurement of CT skills and programming 

skills and the relationship between these two 

sets of skills. Based on studies conducted, this 

project will then explore feedback generation 

and develop feedback generation strategies to 

promote CT for students from different 

domains and enhance their performance in CT 

skills and programming skills. The following 

definitions will be used for the remainder of the 

proposal: 

• CT competencies: according to 

Brennan’s framework, CT competencies refer 

to CT concepts, CT practices and CT 

perspectives. 

• Programming skills:  including 

conceptual knowledge, syntactic knowledge 

and strategic knowledge and programming 

style.  

• Indicators for CT skills and 

programming skills: Any features, instruments 

that provide a sign or a signal of CT 

competence and programming skills. 

• Formative assessment: A kind of 

assessment which provides feedback to the 

learner and it is an assessment for learning. 

3. Research Questions   

The research will be guided by the following 

research questions:   

RQ1. How are CT skills and 

programming skills being conceptualised 

and measured? 

1. What are indicators and assessment 

methods for CT competence and programming 

skills? 

2. What systems and domains are using 

the indicators and assessments for CT 

competence and programming skills? 

3. How to evaluate the validity of the 

indicators/assessment? 

After collecting the indicators for CT 

competencies and assessment methods, 

techniques used for formative assessment and 

feedback generation and the effect of feedback 

should be investigated to provide the basis for 

design feedback generation strategies. 

Therefore, the second research question is: 

RQ2. How should feedback be provided 

to support developing CT skills and 

programming skills, and how should 

formative assessment be implemented in this 

process? 

1. What formative assessment and 

feedback generation strategies are used for the 

development of programming skills and CT 

competence? 

2. What are the effects of different types 

of feedback on motivation, learning gain, and 

CT performance? 

3. What empirical knowledge has been 

established regarding the effect of providing 

feedback on the development of CT 

competence and programming skills?? 



4. How to use formative assessment and 

generate feedback to support the development 

of CT and programming skills? 

Based on the results obtained by answering 

the questions above, the next step is to 

contextualize the feedback and thus employ 

formative assessments for learners from 

different educational backgrounds. To achieve 

the goal, the following questions should be 

studied: 

RQ3. How can Programming Education 

and learning of CT be contextualised and 

embedded in different educational domains? 

1. How important are links between 

curricular tasks and CT skills? 

2. What role can transfer learning play in 

the contextualisation of CT? 

3. What are the means to contextualise 

and embed CT learning in different domains? 

4. What is the impact of contextualised 

teaching of CT skills on student motivation and 

understanding? 

4. Design and Methods 

The research is organized in four phases. In 

the first phase a desktop research/systematic 

literature review will be used to identify 

relevant works to get an overview of state-of-

the-art regarding the topic being studied in this 

project - formative assessment for supporting 

students from different disciplines in the 

process of learning CT in the context of 

Programming Education in Higher Education. 

The following factors will be identified in this 

phase: indicators used for assessment and 

assessment methods for CT in Programming 

Education; formative assessment and feedback 

generation; empirical experiences of CT in 

different domains. The indicators identified in 

the first phase can then be used to develop an 

assessment model for CT in the context of 

Programming Education and a CT dashboard to 

present learners’ progress and CT level. 

Exploratory research in the form of formative 

studies will be employed in this phase. Phase 

three will focus on the development of 

strategies for feedback generation and 

formative assessment based on the assessment 

model and the CT dashboard built in phase two. 

In the last phase, an integrated study will be 

conducted to evaluate the tool developed and 

refine the system according to different needs 

from people of different backgrounds.  In 

parallel, design and development of the 

formative assessment tool for CT in the context 

of Programming Education will be carried out 

throughout the lifecycle of the project. In 

addition to that, the design, development and 

testing of the prototype will be iteratively 

proceeded. The plan for the workflow is 

provided in the diagram shown in Figure 1 (in 

the Appendix. 

Phase 1 Desktop research - Literature 

review  

In this phase, a systematic literature review 

will be conducted to get a holistic overview of 

formative assessments for supporting learners 

in different disciplines to learn CT in the 

context of Programming Education. This 

process will follow the PRISMA statements 

and the PRISMA diagram, including defining 

research questions, collecting literature, 

screening, checking eligibility of the literature, 

data extraction and analysis of extracted results. 

RQ1.1, RQ1.2, RQ2.1 and RQ3.1 will be 

addressed in this phase. The outcome of this 

phase will be indicators used for assessment 

and assessment methods for CT in 

Programming Education; a comprehensive 

overview of formative assessment and feedback 

generation; empirical experiences of CT in 

different domains.  

Phase 2 Exploratory research/ Formative 

studies - Build up the assessment model and 

a CT Dashboard  

This phase begins with interviews with 

different target groups. The aim of the interview 

is to identify the necessity of CT skills and the 

role of Programming Education for learners 

with diverse backgrounds. In combination with 

the indicators and assessment methods 

identified in Phase 1, assessment models can 

then be prototyped according to the result from 

a qualitative analysis of the interviews. The 

interviews should also clarify the embedding of 

the CT skills in the different study contexts and 

the relevance for student and educators’ goals 

in the different curricula. According to the goals 

and models a CT dashboard will be developed. 

To ensure the usability of the models and the 

CT dashboard, a usability study will be 

conducted in a programming course for 

students and the models and CT dashboard will 

be refined accordingly. Once the usability of the 

model is verified, quasi experimental studies 

will then come into play to examine the effect 

of using the assessment model and CT 

dashboard. 



In this phase, RQ1.3, RQ2.2 and RQ2.3 will 

be studied, and an assessment model based on 

the indicators and assessment methods found in 

Phase 2 will be developed. This will include a 

participatory design and prototype of a CT 

dashboard. The design and the development of 

the models and the CT dashboard will proceed 

iteratively.  

Phase 3 Develop feedback and formative 

assessment based on assessment model and 

CT Dashboard 

This phase will focus on addressing RQ2.4, 

which is about developing proper feedback 

generation strategy to present to students their 

CT competencies and programming skills 

based on the strategies for feedback generation 

and formative assessment identified in Phase 1 

and the CT assessment prototype and CT 

dashboard developed in Phase 2. Formative 

studies will be conducted to iteratively develop 

the feedback generation model. Student models 

will be identified in this phase by using data 

such as analysis of students’ code, student's 

competence profile and analysis of students’ 

performance. At the end of this phase, strategies 

for providing feedback and formative 

assessment should be identified.  

Phase 4 Evaluation - Integrated study on 

the developed formative assessment tool  

The result from Phase 3 will provide a basis 

to address RQ3.2 to RQ3.4 in this phase. 

Considering the factors which are important in 

adapting feedback for learners from different 

domains identified in phase 1, RQ3.2 to RQ 3.4 

will be addressed by conducting an integrated 

study which includes both case studies and an 

evaluation study to contextualise the model 

developed and embed it into different 

educational domains and verify the validity and 

the effectiveness of the designed system.  This 

integrated study aims to evaluate the tool 

developed and refine the system according to 

diverse needs from people of different 

backgrounds such that CT can be promoted 

further to a wider audience. 
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7. Appendix  

Method: Systematic Literature Review Using 
PRISMA Diagram

Method: Mixed Method

• Relationship between CT 
and programming skills

• Indicators for CT competence

• Feedback generation strategies 

• Systems / models / prototypes

• Empirical knowledge 

• Assessment prototype & CT Dashboard

• Validated mapping of CT and programming 
skills (consider different domains)

Objectives

Deliverable: Conference/ Journal paper 

Objectives

Deliverable: Conference/ Journal paper 

• Focus groups  reflection on mapping of CT 
and programming skills

• Usability of the prototype

Method: Mixed Method

• Student models from different disciplines

• Refinement of the assessment model built 
in S2

Objectives

Deliverable: Conference/ Journal paper 

• Feedback generation strategy for students 
based on findings in S2 

• Usability of the assessment component

Method: Mixed Method

• Validity  and reliability of the assessment 
component

Objectives

Deliverable: Conference/ Journal paper 

• Usability of the developed assessment 
component

RQ1:  How are CT skills and programming 
skills being conceptualised and measured?

RQ2:  How should feedback be provided to support developing CT skills and programming 
skills, and how should formative assessment be implemented in this process?

RQ3:  How can Programming Education and learning of CT be 
contextualised and embedded in different educational domains?

• Refinement of the component developed

Technical Development Track – Iterative design process, development, and test 

 
Figure 1. The whole PhD research plan with the main goals presented for each year. The system for 

providing feedback will be iteratively designed and developed throughout the project lifecycle. 


