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Abstract  
The world is progressing towards the hyper-connected era where every object in our physical 

world will possess built-in computing and connectivity. As the number of these smart devices 

grows, these Systems of Systems will transition from integrated domain-specific solutions to 

horizontal platforms where all systems will be designed for knowledge-based automation, 

driving the decentralization of computing, communications and business processes. The recent 

unpredictability in various business process scenarios has high-lighted the need for 

collaboration and the advantages of participating. Edge computing facilitates segregation of 

computing responsibilities between edge devices and cloud infrastructure to process and 

analyze data. Researchers are working on reconfigurable edge computing systems based on 

varied technology solutions. We propose a software architectural framework to facilitate 

sustainability and evolvability in such ecosystems.  
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1. Introduction 

IoT envisions that most physical devices will be connected to communicate with data centers to 

exchange information. This introduces the next massive jump in scale of data production. The 

conventional centralized cloud computing is struggling to satisfy the QoS for many applications due to 

the rapid increase in the number of mobile devices. With 5G network technology on the horizon edge 

computing will become the key solution to solving this issue [11]. 

Edges of a network put strict requirements on packaging, delivering and deploying code on devices 

that are often costly and positioned at hard-to-reach remote locations. Code pushed to the edge thus 

needs to be self-contained, that is, each build must be complete within itself. Any change to the code 

requires a complete package deployment where the package includes code, configurations, required 

libraries and software-de-fined environments, ensuring the container or VM can run anywhere without 

any ex-ternal dependencies [1]. Latency has been always a key issue for edge applications, and hence 

it is important to keep as much functionality at the edge as possible. This tends to impact the application 

design as well as change management process significantly. 

Real-time edge processing as well as server applications in the cloud are looking up to the possible 

acceleration by FPGA. Systems that need to change behavior at runtime and yet to be high-performing 

are the major candidates for such a software architecture. Thus, the significance of hardware 

reconfiguration and software rewriting is increasing. In this context, each of the technologies 

progressing individually along with the advancements in codesign have been proposed [6]. 

Another domain aiming to prioritize quality parameters such as robustness, adaptability, self-

organization, flexibility, scalability and decentralization is Swarm Intelligence (SI) [12]. Zedadra et al. 

[12] propose SI-based framework of for complex system of systems of smart cities with edge-devices 

as swarm of entities. Swarm intelligence is the collective behavior of decentralized and self-organized 

systems / agents that work in continuous coordination. 
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In this paper, we aim to define an architectural framework for reconfigurable edge-computing based 

systems. We present a software design paradigm that facilitates re-configurability in edge-computing 

more effectively using technology advancements in FPGA and Swarm intelligence. Section 2 here 

discusses the related work done presenting the study of existing design methods used in edge computing 

softwares. Section 3 presents the precept as a design paradigm for accelerating reconfigurability in edge 

computing further. Section 4 concludes the paper. 

2. Related Work 

Reconfigurable computing intends to fill the gap between hardware and software, achieving 

potentially much higher performance than software, while maintaining a higher level of flexibility than 

hardware [5]. FPGAs and reconfigurable computing have shown to accelerate a variety of applications 

such as data encryption, which is able to leverage both parallelism and fine-grained data manipulation 

[5]. Ohkawa et al. [6] propose a method of system development which includes FPGA reconfiguration 

based on a context, which is defined in Context-Oriented Programming (COP). The crosscutting 

concern problem at runtime is claimed to be resolved. FPGA reconfiguration with software is then 

managed easily, though the time for switching context is majorly used for the reconfiguration of FPGA. 

The COP framework then manages re-programming timing and consistency with surrounding software 

systems. 

Adário and Bampi[2] particularly discuss the pressing needs of powerful software tools to support 

the mapping of high-level language specifications into a runtime environment that automatically 

partitions the reconfigurable modules of the hardware [2]. Zhao, Xiao and Liu [13] present edge 

computing as a computing model between an edge-device and cloud computing centres and it enabling 

a wide deployment for IoT.  

Zhao et al. propose a real-time reconfigurable edge computing system divided into cloud-based 

configuration information management module, high-performance embedded module based on FPGA 

and combinable function module based on multi-processor core. They do acknowledge that the research 

on the multi-level scheduling algorithm of cloud-edge collaboration is an open research problem [13]. 

Artificial Swarm Intelligence (ASI) facilitates decision-making by converging in unison on solutions 

that combine the participating agents' diverse knowledge, wisdom, insights, and opinions in real-time 

[7]. ASI combined with edge computing applications will provide the ultimate solution to the real-time 

analysis and processing of the data captured by the edge devices without any external dependency on 

the server-based or cloud-based infrastructure. Reconfigurability supported by FPGA will ensure the 

effective modification of configuration of the edge devices enhancing the QoS.  

3. Precept Orientation for Reconfigurable Edge Computing 

Shi et al.[8] propose the concept of computing stream to facilitate programmability in edge 

computing model. That is defined as a serial of functions / computing applied on the data along the data 

propagation path. The functions / computing could be entire or partial functionalities of an application, 

and the computing can occur anywhere on the path as long as the application defines where the 

computing should be conducted. We wish to position the design paradigm of precept in concurrence 

with the computing stream proposed for edge computing model and the concept of context-oriented 

programming based on which the dynamic reconfiguration of FPGA will result in reconfigurable edge 

computing architecture. 

3.1. Precept 

Precept is a declaratively programmed component that controls, and coordinates actions required to 

achieve a business goal of an activity. Precept implements the control structure of the activities using a 

rule set. The resulting architecture reduces control complexity and control coupling and hence is more 

modular and evolvable [10]. In a precept-oriented system, the activity is translated into a precept that 

comprises a set of declarative control flow rules. The rules control the execution of the modules. A 

precept’s execution cycle depends on the state change of its data parameters. 



 
Figure 1: Precept Oriented Design 

The precept orientated design is presented in Figure 1. The precept model is a critical element in the 

design of precept oriented system. A precept is defined by a 4-tuple as, Precept = ({input parameters}, 

{output parameters}, {internal parameters}, {rules}). A rule in precept oriented system belongs to a 

single precept. We define the rule by a 2-tuple as: rule = (pre-condition, action). Pre-condition defines 

the required state of the working memory for the selection of the rule. The working memory includes 

the input, output and internal parameters of the precept. The action of a rule contains the module(s) 

invocations. Precept oriented systems have an advantage that the rules as well as the data required of 

the rule selection and execution have a well-defined scope of the activity [10]. It makes a precept 

oriented system more maintainable than a rule-based system.  

3.2. Precept-Oriented Design and Reconfigurable Architecture 

FPGA is intrinsically a reconfigurable device which can be programmed as an arbitrary user circuit. 

The slow speed of reconfiguration is problematic at runtime reconfiguration. Partial reconfiguration 

partly solves this problem by reducing the size of bitstream. However, the time order of reconfiguration 

is much longer than the method switching of software [6]. 

Precept-oriented design is conceptualized to address the evolvability part of any system, especially 

for the ones having high control-flow complexity. We have illustrated with support of a number of case 

studies that control components in any system if are modelled similar to other imperative components, 

tend to become highly coupled and complex. Any changes to be made to such a system get propagated 

farther than anticipated when evolution impacts them. It was observed that control components, though 

approximately 1/4th in number of total components, bear more than 3/4th of the application’s 

complexity making them high risk centres in the evolution of a software system [10]. A software 

architecture for ASI-based system requires the swarms of agents or edge computing applications to be 

collectively self-learning and self-modifying and work in collaboration to result in an intelligent system 

at the edges without any dependency on centralized components. 

Precept oriented systems have control-flow modularised and externalised as rules for each activity 

leading to provide the reconfigurability desired by ASI-based edge computing and FPGA-based 

architecture. The computing stream proposed by Shi et al. [8] is software defined computing flow such 

that data can be processed in distributed and efficient fashion on data generating devices, edge nodes, 

and the cloud environment. The computing stream intends to help the user in determining the functions 

that need to be executed at edge and the data propagation thereafter. 

When we try to provide for the reconfigurability in edge computing model with the help of 

technologies like ASI and FPGA, we need a design paradigm that will be able to determine high-risk 

centres or highly coupled components such as the control com-ponents of a software and segregate 

them and/or deal with them differently. This segregation can facilitate the resolution to deal with these 

components differently in time of reconfiguration of the software system. When this crosscutting 

concern of control-flow complexity within a software system is modularised declaratively it 

complements the philosophy of COP [6]. Precept-oriented design can be a strong solution for the 
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reconfigurability in edge computing model with its challenges such as the ones listed by Shi et al.[8], 

programmability, naming, data abstraction, service management, privacy and security, as well as 

optimization metrics. 

4. Conclusion 

The IoT paradigm raises a number of new challenges in the software engineering domain. To 

accomplish smart connectivity and context-aware computation, the Internet of Things demands 

software architectures and pervasive communication networks to process and convey the contextual 

information to where it is relevant [9]. Edge computing enables technologies allowing computation to 

be performed at the edge of the network, on downstream data on behalf of cloud services and upstream 

data on behalf of IoT services [8]. We have presented that IoT-based systems designed using precept-

based architecture provide that balance of the controlled environment even though crowdsourcing is 

used for system’s development and sustenance [9]. We extend the software architecture for 

reconfigurable edge computing model based on precepts and ASI which does concur with the 

resolutions offered for crosscutting concerns such as application of COP. Precept oriented design does 

aim to overcome challenges faced by cyber-physical systems that have explicit requirements of 

reconfigurable edge computing. 
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