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Abstract  
Linked data (LD) datasets are highly dynamic in nature with continuously changing data. These 

datasets are often created using mappings which transform the source data into Linked Data 

format. These datasets may not be regenerated and changes which occur within the source data 

may not be reflected in the Linked Data dataset. These source data changes could impact the 

quality of the linked data, or the artefacts used to create the Linked Data. Capturing information 

relating to these changes using a domain specific ontology will result in expressive machine-

readable information which can facilitate the propagation of such changes into the Linked Data 

dataset. A system which uses the ontology to detect the impact of source data changes on the 

mapping artefacts and Linked Data dataset would promote high-quality and availability of 

fresh up-to-date linked data. In this paper we focus on the design of a proposed ontology which 

is used to capture information relating to changes which have occurred within the source data 

that have been used to generate Linked data datasets. Furthermore, the ontology is used within 

a proposed component within a mapping quality framework to allow users to easily analyze 

and address the impact of the changes on the mapping artefacts and the resulting linked data 

dataset.  Moreover, the component regularly monitors the source data to detect and represent 

recent changes. In the paper an example of how the component and ontology is being applied 

in an example industry led use case is also described. It is hoped that the approach proposed 

offers one possible unified approach to ensure that linked data is kept in sync with underlying 

changes in source data. 
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1. Introduction 

Linked data datasets are highly dynamic with resources continuously being added or removed [24]. 

“Freshness” is often mentioned within the context of dataset dynamics [3], which has been referred to 

as a quality dimension that relates to the age and occurrences of changes within data. It has been 

described as one of the most important attributes of data quality [3]. Data publishers are continuously 

attempting to improve the quality of data by updating vocabularies or adding and removing resources 

in  datasets [25]. Consequently, there is a need to tackle the dynamics related to constantly evolving 

linked data [12].  

The research challenge of how to identify and handle these changes has been present within the 

Linked Data community for over a decade [24]. However, there exists no consensus about how best to 

detect and propagate changes that occur within the linked data domain [24]. While approaches exist 

[12,13,28,29] to model and handle changes within the resulting data, none offer an approach which 

links and analyses source data changes with the corresponding mapping artefacts. We hope to tackle 

these state-of-the-art limitations by proposing a unified approach which would allow users to represent 

changes using a specific ontology with associated polices which would ensure the linked data is kept in 

sync with the underlying data sources. Furthermore, ensuring these changes are propagated into the 

resulting data will help to promote the freshness and quality of the linked data. Moreover, providing a 
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change notification mechanism will ensure that linked data publishers are aware of what changes in 

source data have occurred in a timely fashion, allowing them to take appropriate actions to prevent a 

decrease in data quality of the linked data that they publish [12].  

In this paper we discuss the design and evaluation of our proposed Change Detection Ontology 

(CDO) which is used to capture changes which have occurred in the source data of published Linked 

Data datasets. The ontology is specifically targeted at datasets which have been created using 

declarative uplift mapping artefacts. Furthermore, we showcase the design of a Change Detection 

component which uses the ontology to define information related to changes which have occurred in 

source data in formats such as XML, CSV, and relational databases. Moreover, the impact of these 

changes on the declarative uplift mappings is analyzed by the component. The Change Detection 

component [20] has been integrated within our previously introduced Mapping Quality Vocabulary 

(MQV) [15,16] framework [17,18]. The framework was originally designed to assess and refine the 

quality of uplift mappings, however, the design has been extended to include the component such that 

quality processes are triggered depending on the type of changes that have been detected in the source 

data. The evolution of the MQV framework is now referred to simply as the Mapping Quality (MQ) 

framework, which we plan to evolve into a linked data quality improvement ecosystem. The objective 

of the research is to improve mapping and dataset quality while promoting mapping maintenance and 

re-use. The remainder of this paper is structured as follows: Section 2 describes the design and 

evaluation of the Change Detection Ontology (CDO); Section 3 discusses the design and 

implementation of the Change Detection Component; Section 4  discusses related work in the area and 

Section 5 concludes the paper and outlines some future work. 

2. Change Detection Ontology  

The Change Detection Ontology (CDO) [19] is designed to represent and interchange information 

related to changes which have occurred in the source data of Linked Data datasets. The objective of the 

ontology is to represent the information in a machine-readable format which would allow mapping 

engineers and software agents to analyze the changes and update the mapping where appropriate. 

Furthermore, the ontology could be used to indicate that a dataset needs to be regenerated as important 

changes in the source data may not being reflected in the current published version. It is hoped the 

ontology will assist in improving mapping and dataset quality while promoting mapping maintenance 

and reuse. The ontology is primarily targeted at data producers and consumers of Linked Data who are 

concerned with freshness and quality of linked data. 

2.1. Ontology Design  

The proposed Change Detection Ontology (CDO) extends the Linking Open Descriptions of Events 

(LODE) [22] vocabulary to represent the changes. LODE is designed to represent historical linked data 

events and allows linking with other event related ontologies. In addition, the ontology reuses the Rei 

Policy Ontology [8] to represent a notification policy which defines when users are notified of changes. 

The Rei Policy Ontology is a universal policy language which can be applied in various domains. The 

flexibility of the policy language makes it suitable for modelling the necessary information. The design 

of the CDO ontology has been inspired by previous work in linked data change detection 

[3,20,25,28,29].  Figure 1 shows the class interaction diagram for CDO. Concepts within the diagram 

are represented using different colors.  



 
 

Figure 1: Class interaction diagram of Change Detection Ontology (CDO) 
 

Changes which occur in the source data are represented by different change types. For instance, if 

data is inserted into the source data, a data insertion change (cdo:InsertSourceData) has 

occurred. Defining types allows changes to be identified and processed uniquely when required. The 

model is extendible where users can create new change types using the same format. Categorizing 

changes based on the action which caused them was inspired by related work [13,21,23,25]  within the 

state of the art where changes within linked data have been categorized. All the change types are 

subclass of the LODE Event (lode:Event) which is used to represent non-specific events within the 

linked data domain.  The reuse of LODE was inspired by previous work [13] in modelling and detecting 

changes in the linked data domain. Each change has information related to why the change has occurred 

(cdo:hasReason) and when the change occurred (time:Instant), which allows the linked data 

to be synchronized with the source data. The changes are grouped into a log (cdo:ChangeLog) which 

enables related changes to be grouped. The source data is represented by the current 

(cdo:hasCurrentSource) and the previous version (cdo:hasPreviousSource) of the data. 

For relational databases the source data is represented using the connection information. The details of 

the source data allow changes to be detected periodically to capture recent changes. The log has one or 

more owners (dul:Agent). The DUL ontology [4]  is designed to model things and is used by LODE 

to model actors. Furthermore, each log has a notification policy (rei-policy:Policy) which 

represents when users are notified of changes, allowing them to take appropriate action. The definition 

of a notification policy has been inspired by sparqlPuSH [12] which provides notifications of data 

changes within linked data stores. Once the notification policy has been triggered, changes are no longer 

detected for that specific process.    

2.2. Ontology Evaluation 

The design of the ontology has been evaluated using three different methods which include the usage 

of Protégé, Competency Questions and the Ontology Pitfall Scanner.                             

Protégé. Protégé [26] is an open-source tool which provides the capability to create and edit 

ontologies using an intuitive graphical interface. Plugins are also available which allow extra 

functionality such as alternative visualization. Furthermore, reasoners are available which can be used 

to detect inconsistencies within the ontology design. CDO was created and reasoned over using Protégé. 

No inconsistencies could be found in protégé while designing the ontology2.  

Ontology Competency Questions. Competency Questions [2]  are used to represent the requirements 

of the ontology. These questions state information which the ontology should contain and are often 

defined in natural language. These questions ensure that design requirements have been satisfied. 

Furthermore, these questions can be answered by using SPARQL queries to query the ontology or 
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instances. Competency questions3 have been designed for CDO and have been answered using 

SPARQL queries which query sample instances. Each competency question was answered correctly. 

Table 1 shows an example of a competency questions used to validate the design requirement of CDO.   

 

Table 1: Example of an Ontology Competency Questions designed for CDO 
 

Question SPARQL Query Sample Answer 

What type of changes 

occurred? 

SELECT ?changeType 

WHERE { 

?changeLog a cdo:ChangeLog; 

     cdo:hasChange ?change . 

?change a ?changeType.  

} 

cdo:InsertSourceData 

cdo:DeleteSourceData 

Who owns the data?  SELECT ?owner 

WHERE { 

?changeLog a cdo:ChangeLog; 

     cdo:hasOwner ?owner.  

} 

ex-user:1 

 

Ontology Pitfall Scanner. OOPS! (Ontology Pitfall Scanner) [14]  is a web-based tool which is used 

to detect issues within the design of an ontology. The tool provides a method to validate and verify the 

design of an ontology. Furthermore, the tool is independent of any ontology development environment. 

Moreover, the tool provides recommendations for how issues can be repaired. The issues are 

represented in different severity which include minor, important, and critical. Critical issues must be 

repaired to ensure an adequate quality level. CDO has been input into the tool and a report has been 

generated4. The report details that there are no quality issues present within the ontology design. The 

report validates that the ontology is sufficient for usage by potential users. 

3. Change Detection Component 

The following section discusses the motivation and design of the component in Section 3.1. Then in 

Section 3.2, an example of the component applied to an industry relevant use case is described. 

3.1. Design 

The Change Detection Component [20] is a component within the MQ framework [18,20] which is 

a framework designed to produce high-quality and fresh linked data. The component is designed to 

capture changes which have occurred in the source data of Linked Data datasets which have been 

created by mapping artefacts. Furthermore, the component analyses these changes to detect if these 

changes could impact mapping quality or dataset quality. It is hoped the component will allow factors 

which could impact quality to be captured and removed early. Furthermore, the process could improve 

mapping maintenance and reuse. Figure 2 shows a screenshot of the Change Detection Component 

interface displaying information relating to sample CSV source data.  

 The component was designed using Python libraries for creating a web application (Flask [6]) and 

querying the RDF data created (RDFLib [9]). Furthermore, an R2RML [5] engine was used to uplift 

the information related to changes which have occurred and the notification policy. 

The current implementation can detect changes within data stored in relational databases or 

represented in CSV or XML format. The process starts by the users entering the source data details 

which include the URL of the file versions for CSV and XML or the relational database server details. 

Thereafter, changes are detected within the data and stored within a relational database. Furthermore, 

the users enter the notification thresholds for each change type and an email address where the 

notification can be sent when these thresholds have been reached. These details are also stored within 
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the relational database. Storing the details within a relational database allows the information to be 

uplifted into Linked data format using R2RML mappings [5]. The graph generated contains the changes 

detected, notification policy and contact information. The graph generated is queried to populate the 

user interface of the component. 

 

 
Figure 2: Screenshot of Change Detection Component 

 

A sample graph5 has been generated using  the RML test case files6. Table 2 shows an extract of the 

graph, which includes 1 insert change and sample notification policy details. 

 

Table 2: Extract of sample graph generated by the component 
 

change-log:0 a cdo:ChangeLog;  

             cdo:hasOwner user:1;  

             cdo:hasChange insert-change:0;  

             cdo:hasCurrentVersion <https://raw.githubusercontent.com/kg-

construct/rml-test-cases/master/test-cases/RMLTC0009a-CSV/student.csv> ;  

             cdo:hasPreviousVersion https://raw.githubusercontent.com/kg-

construct/rml-test-cases/master/test-cases/RMLTC0002a-CSV/student.csv> .  

 

insert-change:0 a cdo:InsertSourceData; 

             cdo:hasReason "ID: 10";  

             lode:atTime detection-time:0 . 

 

detection-time:0 a time:Instant;  

   time:inXSDDateTimeStamp "2022-07-20 22:15:45.843376"^^xsd:dateTimeStamp . 

 

notification-policy:0 a rei-policy:Policy;  

             rei-policy:desc "Notification policy for user 1" ; 

             rei-policy:grants policy-obligation:0 .  

 

policy-obligation:0 a rei-deontic:Obligation;  

             rei-deontic:action cdo:sendNotification;  

             rei-deontic:obligedTo cdo:softwareAgent;  

             rei-deontic:startingConstraint notification-constraint:0;  

             rei-policy:actor user:1, cdo:softwareAgent . 

 

The change log (change-log:0) contains 1 insert change (insert-change:0) which has 

been detected within the CSV source data (cdo:hasCurrentVersion, 

cdo:hasPreviousVersion). The inserted data (cdo:hasReason) has been detected at a 

specific point in time (lode:atTime). The detection time is represented as a date time stamp 

 
5 Sample graph at https://github.com/alex-randles/MEPDaW-2022/blob/main/sample_graph.ttl 
6 RML test case files at https://rml.io/test-cases/ 
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(time:inXSDDateTimeStamp).The notification policy (notification-policy:0) is 

described (rei-policy:desc) and grants an obligation (rei-policy:grants). The obligation 

(policy-obligation:0) requires a notification be sent (rei-deontic:action) to the user 

(user:1). 

3.2. Use Case 

Currently, the MQ framework is being applied in a research collaboration project with Ericsson 

Software Technology. The use case involves the transformation and analysis of cloud native monitoring 

data into linked format. The information is collected from the Prometheus [27] monitoring service. The 

data is stored within a relational database and transformed into linked data using R2RML [5] mappings. 

The component has been connected to the database and mappings used within the project have been 

uploaded. Figure 3 shows components involved within the use case interaction. 

 

 
 

Figure 3: Components used within the use case interaction 
 

The components7 involved detect changes within the source data which is used to generate the graphs 

containing monitoring information using R2RML [5]. These components ensure that the information 

contained within the graphs produced by the system are high-quality and fresh, which in the context of 

cloud native monitoring is highly important. Furthermore, data is exchanged between each component 

to link semantically related information, such as mapping data sources and source data changes. 

4. Related Work  

The state of the art in ontologies which represent changes within the Linked Data domain has been 

reviewed. Furthermore, systems which use these ontologies are mentioned. These ontologies are 

highlighted within a survey which is focuses on dataset dynamics [24]. A system could not be found 

within the state of the art which relates to the impact of source data changes on the mapping and 

resulting Linked data dataset.  

DSNotify EventSet Vocabulary [13] is designed to represent events that resulted in resource 

modifications in Linked data datasets. The vocabulary applies a resource-centric perspective and 

preserves the timely order of changes. The changes are modelled as Resource Change Events and 
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grouped into a container of events called an EventSet. These EventSets are represented as voiD [1] 

datasets.  

Dataset Dynamics Vocabulary (DaDy) [28] is designed to represent information about the frequency 

and type of changes which are occurring within a Linked data dataset. The vocabulary is designed to 

be used in conjunction with voiD [1]. Furthermore, the vocabulary can be used to represent the updated 

source URI which allows for a change notification mechanism definition.  

Talis ChangeSet [29] is designed to represent ChangeSets, which define the delta between two 

versions of a resource description. A resource description is described as a set of triples which include 

a description of a resource. The delta is represented by two set of triples which describe the addition or 

removal of resource descriptions. A ChangeSet can be used to modify the resource description based 

on which triples have been added or removed.  

OWL 2 Change Ontology [11] is designed to represent changes which have occurred within 

ontologies. The design comprises of a fine-grained taxonomy that considers varying levels of 

operations. The approach consists of a generic change ontology that can be specialized for different 

ontology languages. The generic change ontology has been implemented as an extension of the 

Ontology Metadata Model (OMV) [7]. A metadata model is used to link the generic change ontology 

with elements of the specialized model. Furthermore, the ontology allows changes to be represented in 

chronological order.  

The Change and Annotations Ontology (CHAO)  is designed to represent ontology changes which 

occur in the evolution of an ontology in Protégé [26]. The initial ontology design represents basic 

changes. However, an extension can be defined to represent complex changes. Furthermore, multiple 

changes can be grouped into a higher-order of change. Moreover, metadata information about changes 

can be defined such as the author or timestamp. 

5. Conclusion  

Detecting and analyzing changes within the source data underlying Linked Data datasets which have 

been generated by uplift mapping artefacts, will ensure these changes can be assessed and propagated 

into the Linked Data dataset. The lack of a standard approach to detect and propagate changes within 

linked data ecosystem is a limitation within the state of art [24], and which we provide an approach to 

address in this paper. Source data changes could have a significant impact on how mapping artefacts 

are defined and maintained while ensuring the quality of data for consumers. A process which 

automatically detects source data changes and generates machine-readable information for analysis by 

software agents or engineers, we would argue will improve the situation. 

Future work includes completing the implementation of the system and evaluating the component 

with respective end users. The evaluation will involve users interacting with the system over a certain 

period and reporting usability issues. Furthermore, standardized metrics such as the Post Study System 

Usability Questionnaire (PSSUQ) [10] which will be used to evaluate user interaction in a quantitative 

metric. Moreover, the results of the evaluation will be analyzed, and improvements will be made to the 

component based on the analysis. Finally, the component could be expanded to handle other data 

formats such as JSON. 
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