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Abstract
The ISO/IEC 25000 Systems and software Quality Requirements and Evaluation (SQuaRE) series is a valuable framework to measure and evaluate quality from more multifaceted, objective, and standardized criteria across products and organizations. This talk introduces successful use cases of SQuaRE: software systems quality evaluation and benchmarking, and machine Learning and IoT system design patterns classification with practitioners’ perception.
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1. Introduction

The ISO/IEC 25000 Systems and software Quality Requirements and Evaluation (SQuaRE) series is a useful framework to measure and evaluate quality from more multifaceted, objective, and standardized criteria across products and organizations [1]. SQuaRE is independent of the domain or product. It assembles important quality characteristics, measurement values, and evaluation methods.

SQuaRE should be a valuable standard for various use cases, such as software evaluation and classification, from the viewpoint of quality attributes. This talk introduces successful use cases of SQuaRE: software systems quality evaluation and benchmarking, and machine Learning and IoT system design patterns classification with practitioners’ perception.

2. Quality evaluation and benchmarking

Conventional quality evaluations of software concentrate on specific quality characteristics. Moreover, the measurement data are limited to particular products and organizations. Consequently, the present state of product quality and quality in use characteristics are not fully understood, preventing effective decision-making for software stakeholders. To alleviate this problem, ISO/IEC defined the SQuaRE series for comprehensive quality measurement and evaluation. However, these standards remain rather general and abstract, making them difficult to apply.

In these papers [2]–[4], we established a SQuaRE-based comprehensive software quality evaluation framework, Waseda Software Quality Framework (WSQF), which concretizes many product quality and quality in use measurement methods originally defined in the SQuaRE series.
By applying the WSQF to 21 commercial ready-to-use software products, we revealed the status of software product quality. A resulted comprehensive benchmark includes trends of the quality measurement values, relationships among quality characteristics, the relationship between quality-in-use and product quality, and the relationship between the quality characteristics and product contexts within the limits of an application.

3. Machine learning design pattern classification with practitioners’ perception

Machine learning (ML) software engineering design patterns encapsulate reusable solutions to commonly occurring problems within the given contexts of ML systems and software design. These ML patterns should help develop and maintain ML systems and software from the design perspective. However, to the best of our knowledge, there was no study on the practitioners’ insights on the use of ML patterns for the design of their ML systems and software. In these papers [5], [6], we reported the results of a literature review to identify ML design patterns. We also reported a questionnaire-based survey on ML system developers’ state-of-practices with concrete ML patterns. Furthermore, we described most of the identified patterns in previous papers [7]–[10].

Any design pattern should address one or more quality characteristics that are associated with design problems. For ML design patterns, we assumed that the product quality characteristics defined in the SQuaRE quality model (i.e., ISO/IEC 25010:2011), as well as ML model and prediction quality characteristics, can be addressed. We analyzed the quality characteristics by reading problems and solutions descriptions of the 15 ML design patterns and identifying related specific descriptions or keywords. Many ML design patterns address maintainability. Most operation patterns address model and prediction quality characteristics [6].

Furthermore, we surveyed 300+ software and ML developers who participated in an online seminar on ML patterns in July 2020 in terms of perception of quality characteristics considered in ML system design and development [5]. Out of the 300+ participants, 52 answered our questions, which corresponds to a response rate of around 17%. Most considered the functional suitability of the ML systems and software during design. This seems natural since the functionality is the most fundamental attribute of any system and software. In addition, more than 40% of the respondents considered the maintainability, reliability, security, and usability of the ML systems and software. In contrast, portability and compatibility were rarely considered. According to our pattern analysis, maintainability and reliability are well addressed in existing ML patterns, while security and usability are less addressed; more ML patterns focusing on security and usability are anticipated by accumulating more design cases since these characteristics are majorly concerned.

In terms of ML model and prediction quality characteristics considered when designing ML systems, the top concern was model robustness, followed by model explainability and prediction accuracy [5]. According to our pattern analysis, model robustness and prediction are well addressed in existing ML patterns, but model explainability is less addressed. These major characteristics are expected to be reflected in the future development and revision of ML-related quality model standards, such as the SQuaRE quality model for AI systems ISO/IEC DIS 25059 and the related AI-specific data quality measures ISO/IEC AWI 5259-2.

4. IoT system design patterns classification

We have applied a similar analysis to the Internet of Things (IoT) design patterns [11], [12]. IoT patterns, including IoT design and architecture patterns, have been published to document the successes (and failures) in IoT systems and software development [13].

IoT design patterns should mostly address interoperability, which is defined as a sub attribute of compatibility in SQuaRE since, by definition, IoT is about ensuring interoperability among objects. To classify IoT patterns, we used all quality attributes except for functional suitability defined in the SQuaRE quality model and selected terms from software engineering: performance, compatibility, usability, reliability, security, maintainability, and portability. We excluded functional suitability because certain functional requirements are often satisfied by concrete system and software design decisions, including the reuse of IoT platforms and software libraries,
instead of the reuse of abstract architecture or design patterns.

We observed that some IoT patterns are dedicated to one or a few quality characteristics, while others address many characteristics [12]. According to SQuaRE, performance, usability, reliability, and security significantly influence the quality in use for primary users, while compatibility, maintainability, and portability greatly impact quality in use for secondary users who maintain the system. The former is an important concern of primary users, while the latter is about the ease of extending a system by maintainers in terms of performance. Furthermore, we identified potential additional quality characteristics for IoT as privacy and scalability.

5. Conclusion

This talk introduced successful use cases of SQuaRE: software systems quality evaluation and benchmarking and machine Learning and IoT system design patterns classification with practitioners’ perception.

Future works can include further analysis of software systems and design patterns from the quality viewpoints, a relationship model among different quality characteristics, and suggesting new quality characteristics to be considered for quality models targeting ML and IoT.
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