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Abstract

Knowledge Graphs (KGs) can be seen as knowledge bases combining an extensional component, a

database of facts, typically a property graph, and an intensional component, a formal specification of the

available business experience, to derive new knowledge from those facts, often as new nodes and edges.

Capitalizing on our experience in KGs and model management for the rollout of financial KGs for

the Central Bank of Italy, in this work we present KGModel, a model-independent design framework for

KGs. The framework adopts a meta-level approach: the data engineer visually designs the extensional

component of the KG at a conceptual level and augments it with intensional specifications in MetaLog, a

new logical model-independent language. This high-level specification of the KG is then translated into

enforceable schema definitions for the target database and executable logical rules for a target reasoner.

Our framework offers (i) a model-independent visual modeling language; (ii) MetaLog, a new language

of the Datalog+/- family for the intensional component; (iii) new complementary software tools for the

translation of meta-level specifications into their executable versions. We present the main ideas behind

KGModel and show the suitability of the framework for real-world scenarios.

This work is a short version of an EDBT 2022 paper.
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1. Introduction

Knowledge Graphs (KGs) can be seen as models for knowledge representation and reasoning,

that combine an extensional component—a database of facts, typically a property graph (PG) [1]—

and an intensional component, a formal specification of business experience, to derive new

knowledge from those facts, often as new nodes and edges [2, 3]. Capitalizing on our experience

in the construction of large KGs, especially in the financial and economic realms [4, 5, 6, 7], we

observe that the need for a KG design methodology is clearly emerging.

Such a methodology: 1 Should provide conceptual data models, enabling a simple, non-

technical, high-level, visual representation of the domain. 2 Should be implementation-independent,

i.e., it should be possible to deploy the extensional component into any Graph Database Man-

agement System, relational, triple-store system, etc., and it should be possible to express the

intensional components regardless of the target systems. 3 Should provide a set of constructs
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Figure 1: The KGModel stack (on the left) and the super-model dictionary (right).

to define graph schemas. 4 Should allow encoding the intensional component specification with

a reasoning language that is graph-ergonomic and expressive enough to handle KGs. Reflecting

the UC2RPQs literature stream [8], navigational expressions should be intuitively supported

by the syntax. Reasoning to the extent of tractable description logic should be feasible (e.g.,

DL-Lite𝑅). In other terms, the language should be expressive enough to cover any SPARQL

query over RDF datasets, under the entailment regime of OWL 2 QL [9]. 5 Should adopt a

model-driven approach [10]: an enforceable graph schema and an executable version of the

intensional components should directly derive from a high-level conceptual representation of

the domain given by the data engineer.

To the best of our knowledge, there is no comprehensive methodology for KG design and

none of the existing approaches satisfies the illustrated desiderata.

Contribution. In this short version of a recent EDBT paper [11], we present KGModel, a

model-independent framework for Knowledge Graphs design, comprising a methodology and a set

of support tools. The framework is described in Section 2 and some insights on the designer’s

perspective are given in Section 3. For space reasons, for a detailed presentation, including a

discussion of all the KGModel components, the patterns of the design methodology, and the

analysis of related literature, the reader is referred to the long version of the paper.

2. The KGModel Framework

KGModel adopts a layered approach to data representation, in Figure 1 (left-hand side). It is

organized into three stacks of representations: model, schema, and instance, where each level

contains a set of constructs that specialize (or are specialized by) the constructs of the level

above (below). The instance stack instantiates the schema stack, which instantiates the model.

In the model stack, we adopt the idea of a super-model grouping the super-constructs that

can be used to define different Knowledge Graph models, which are all specializations of the

super-model. Examples are the models of Neo4J PG, Amazon Neptune, OrientDB, or even

non-graph-like models. At the highest level, a meta-model contains the foundational meta-

constructs, namely, MM_Entity (an abstract entity of the domain), MM_Link (a connection

between entities), as well as their properties. The super-model, visualized in Figure 1, contains



super-constructs that specialize those of the meta-model and subsumes, i.e., generalizes, any

possible KG model. Examples of super-constructs are SM_Node, SM_Edge. The various models
comprise constructs that specialize the super-constructs for a specific use. Example of PG

constructs are Node, Relationship, and Label, instantiating SM_Node, SM_Relationship,

and SM_Type.

In the schema stack, schemas capture the type of specific nodes, edges, and properties of a

given domain of interest, in the same sense that a relational database schema is an instance of

the relational model. As the super-model generalizes every model, a schema can be expressed

in either a model-dependent way, as an instance of a model, or in a model-independent way, as

an instance of the super-model, in which case we call it super-schema. A super-schema 𝑆1 can

be cast into a schema 𝑆2 of a model 𝑀 by a specific set of translation rules, namely, mappings,

which apply the needed simplifications, when the case eliminating constructs of the super-model

that are not supported by the specific target model, and finally instantiate the super-constructs

into 𝑀 constructs, accordingly. We define the mappings as MetaLog rules. MetaLog is

our new variant of the Vadalog language [12] for graphs. Vadalog extends Datalog with

existential quantification and other useful features, while introducing mild syntactic restrictions

to guarantee decidability and tractability of the reasoning task. Vadalog reasoning programs

can be processed by the Vadalog System, a state-of-the-art reasoner. MetaLog inherits the

Vadalog (and thus Datalog) semantics and expressive power, enriching its syntax with the

possibility to use pattern-matching graph exploration primitives. It is model-independent, as it

operates at meta-level, it is expressive and efficient enough to support ontological reasoning, it is

model aware and ergonomic, as incorporates syntactic elements to exploit schema information.

The instance stack represents the extensional component, i.e., both the ground data and

those derived by materializing the intensional component.

The Design Approach. With KGModel, we offer the data engineer a model-driven design

approach to KGs. The data engineer is provided with a conceptual visual modeling language,

named Graph Schema Language (GSL) to design a graph schema as a super-schema. A GSL

diagram defines an instance of the super-model, with visual graphemes denoting instances of the

super-constructs. The business knowledge is encoded by the data engineer in the intensional

component, with MetaLog programs acting on the super-model constructs.

To deploy the designed schemas into the target systems, KGModel translates the super-

schemas provided by the engineer into instances of the target models by applying the translation

mappings. Schemas then contain all the information needed to be deployed and enforced, with

different methods, depending on the target systems: for relational systems, for instance, they

can be rendered as DDL statements, which include the respective constraints such as keys,

foreign keys, domain constraints, and so on; for RDF stores, schemas can be rendered as RDF-S

(RDF Schema) documents, to be validated by dedicated tools; for schema-less systems, schemas

can be enforced with ad-hoc methodologies [13].

The Tools. Our framework incorporates (a) Graph Dictionaries: A set of graph databases to store

the instances of the super-model and of the models. (b) Knowledge Graph Schema Environment:

A tool to graphically design GSL schemas and store them in the super-model dictionary. (c)

MetaLog to Vadalog Translator (MTV): A compiler to generate Vadalog programs from

MetaLog code. (d) Super-Schema to Schema Translator (SSST): A module that takes as input a



super-schema 𝑆, a super-model-level intensional component Σ expressed as MetaLog rules, a

MetaLog mapping ℳ(𝑀) for the translation of a super-schema into a schema of the target

model 𝑀 , and generates: (i) the instance 𝑆′
of 𝑀 , i.e., the target schema; (ii) a new version of

the intensional component that can be applied to 𝑆′
instances. SSST uses MTV to compile and

run MetaLog.

The Language. MetaLog combines Warded Datalog
±

[14], at the core of Vadalog, and graph

pattern matching. A MetaLog program is a set Σ of existential rules 𝜙(�̄�, 𝑦) → ∃𝑧𝜓(�̄�, 𝑧),
where �̄�, 𝑦, and 𝑧 are tuples of variables, 𝜙 is a conjunction of atoms denoting nodes, path

patterns, conditions, and expressions and 𝜓 is a conjunction of node atoms and path patterns.

A path pattern 𝑥𝑅𝑦 individuates all the pairs of nodes ⟨𝑥, 𝑦⟩ connected by a semi-path that

conforms to the regular language 𝐿(𝑅) defined by 𝑅. The semantics of MetaLog descends

from the Vadalog one. Given a graph 𝐺, for each fact of 𝜙(�̄�, �̄�′), that is, a conjunction of 𝐺
paths, there exists a tuple �̄�′′ of constants and new symbols to satisfy existential quantification,

such that the paths 𝜓(�̄�, �̄�′′) are also in 𝐺. Given a set Σ of MetaLog rules, the chase alters 𝐺
by adding new paths, until Σ(𝐺) satisfies all of them.

3. The Designer’s Perspective

We used KGModel to design the Company KG of the Bank of Italy. Let us try to narratively

simulate a small fragment of that modeling journey. The domain revolves around the notions

of physical persons, i.e., individuals, or legal persons. These two entities share many features,

but participate in different relationships.

I will capture the structure by introducing distinct SM_Nodes for persons, i.e., PhysicalPerson

and LegalPerson, with a distinct set of SM_Attributes.

I will introduce an SM_Generalization, where a Person generalizes and collects the common

features of PhysicalPerson and LegalPerson.

A person can withhold stakes in a company capital, and multiple persons may have different

rights upon the same portion of company capital.

I will introduce a Share SM_Node and the HOLDS-BELONGS_TO SM_Edges decoupling owner-

owned SM_Nodes so that multiple Persons can HOLD a Share each with right and percentage.

Figure 2 shows a portion of the designed KG. The entities of the extensional component are

represented by solid lines. The following program gives an idea of how MetaLog captures the

intensional knowledge (dashed lines). Clearly, for space reasons, here we show only a minimal

fragment of the KG, which actually has tens of entities and many MetaLog snippets.

(𝑥 : Business) → ∃𝑐 (𝑥)[𝑐 : CONTROLS](𝑥) (1)

(𝑥 : Business)[: CONTROLS](𝑧 : Business)

[: OWNS; percentage : 𝑤](𝑦 : Business),

𝑣 = sum(𝑤, ⟨𝑧⟩), 𝑣 > 0.5 → ∃𝑐 (𝑥)[𝑐 : CONTROLS](𝑦) (2)

A business 𝑥 controls a business 𝑦, if: (i) 𝑥 controls itself; or, (ii) the sum of the shares 𝑤 of 𝑦
owned by companies 𝑧 (possibly including 𝑥), over all companies 𝑧 controlled by 𝑥, is above the

50% threshold.



Figure 2: A portion of the Bank of Italy KG designed with KGModel methodology.

4. Conclusion

We could appreciate how a technology-independent super-model guides the designer through

the modeling activity, offering a toolkit of lenses to capture real-world objects, understand their

characteristics and relationships, and communicate the design choices with stakeholders. Our

methodology fulfills the presented desiderata and extends existing meta-level approaches [15, 16]

to the KG realm.
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