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Abstract  
Over the years, the growth in usage of agile approaches in large-scale and distributed projects 

revealed the range of possible challenges experienced by organizations on their agile transfor-

mation journey. This short paper is focused on one particular type of challenges, namely those 

concerning the quality requirements (QRs) in agile large-scale projects. Leveraging previously 

published empirical results on QRs challenges in this context, the present paper makes a pro-

posal for a solution. Using Design Science research methodology, we propose the Agile Qual-

ity Requirements Elaboration (AQRE) approach which introduces (1) a new organizational 

role and (2) a two-step process to elaborate high-level goal(s) into epics and user stories along-

side with QRs. The fitness and the usefulness of AQRE will be empirically evaluated as part 

of our future work.  
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1. Introduction 

In the last decades, the adoption of agile software development and project management approaches 

has grown rapidly in large-scale and distributed project contexts [1]. More than 20 scaling frameworks 

have been proposed and used to guide organizations in such contexts [2]. Several scaled frameworks, 

e.g. SAFe, LeSS and Disciplined Agile Delivery (DAD) have established themselves as “leaders” in 

the marketplace [8]. Despite the maturity of the existing scaled frameworks, their application does not 

always go smoothly [7], [8]. In particular, many studies have reported persistent challenges concerning 

the engineering of quality requirements (QRs) in agile context [9], [10], [11]. In our recent empirical 

work [10], we have identified 15 challenges that large-scaled and distributed agile (LSDA) projects 

cope with when it comes to QRs (see Table 1). Given this background, in the present short paper we set 

out to outline our proposed approach to engineer requirements in LSDA so that these 15 identified QRs 

challenges [10] could be mitigated. To come up with our proposal, we considered a research process 

grounded on Design Science [12] and drawing on concepts from goal-oriented requirements engineer-

ing (GORE). In what follows, we first summarize these concepts and then we introduce our solution 

proposal and the plan for its empirical evaluation. We note that we would not discuss the application of 

the Design Science methodology [12] as this is a short position paper and is bound to a page limit of 4 

pages. 
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Table 1 
The QR challenges as reported in [10] 

Category Challenges 
 

1.Teams coordination and communication chal-
lenges 
 

Late detection of QRs infeasibility 
Hidden assumptions in inter-team collaboration 
Uneven teams maturity 
Suboptimal inter-team organization 

2. Quality assurance challenges Inadequate QRs test specification 
Lack of cost-effective real integration test  
Lengthy QRs acceptance checklist  
Sporadic adherence to quality guidelines 

3.QRs elicitation challenges Overlooking sources of QRs  
Lack of QRs visibility  
Ambiguous QRs communication process 

4.Conceptual challenges of QRs Unclear conceptual definition of QRs  
Confusion about QRs specification approaches 

5. Architecture challenges Unmanaged architecture changes  
Misunderstanding the architecture drivers 

 

2. Foundation for our Solution Proposal Design  

Practitioners working in LSDA context (e.g. [5]) observed that in this context an agile project is 

usually part of a large IT initiative and rarely an isolated project. This observation has also been shared 

by the first author of this paper who has professional experience as an agile SCRUM master and soft-

ware developer. IT initiatives are relatively stable and have predefined goals before one or more projects 

are launched within each initiative. Therefore, goal-oriented requirements engineering (GORE) as an 

analytical technique in the discipline of Requirements Engineering (RE) can be employed to analyze  

and decompose the (sub) goals of the IT initiatives. In the next subsections, we explain how LSDA and 

GORE fit together and what role the notion of goal modelling could possibly play in order to cope with 

QRs in LSDA projects. 

2.1. Goal-Oriented Requirements Engineering (GORE) 

Requirements engineering (RE) is the process of elaborating stakeholders’ intentions into specifica-

tions of the desired system or services [14]. Therefore RE needs to understand those intentions that have 

to be fulfilled by the desired system of services. In RE, those stakeholders’ intentions are referred to as 

goals [15]. Using goals to drive requirements has been popular [16] due to, among others, the following 

benefits [15]: (i) clarifying the context and the value of the system, (ii) driving and guiding the identi-

fication of the system requirements, since for each goal a set of requirements can be defined, (iii) giving 

the possibility for identifying and evaluating solution alternatives, (iv) giving guidelines to identify 

irrelevant requirements, (v) giving guidelines for requirements completeness, (vi) giving rational for 

the relevance of requirements, (vii) giving guidelines for identifying and resolving requirements’ con-

flicts and (viii) giving stability since goals are not subject for frequent changes while requirements are. 

In alignment with Pohl [15], Daneva et al. [17] highlighted the importance of assessing stakeholders’ 

goals early in the system development phase to achieve a clear scope definition which would guide the 

identification of the most significant requirements. Whether these benefits have been observed in LSDA 

projects and to what extent GORE adds value in that context has not been empirically researched in 

much depth. However, the analysis and refinement of a large-scale agile initiative might be a suitable 

application domain for goal-oriented RE methods for the following reasons. First, unlike user stories, 

initiatives have a longer time span and, as such, investing on the creation of and discussion around a 



32 

 

goal model may be rewarding. Second, one might think of the potential usefulness of GORE in LSDA, 

from the following perspective: in our previous work on QRs challenges in LSDA projects [10], we 

reported several mechanisms behind these challenges: (i) suboptimal priorities assigned to conflicted 

QRs, (ii) focusing too much on system’s parts and losing the big picture, (iii) the emerging of relevant 

QRs late in the development phase. While these mechanisms were observed in LSDA projects, we 

acknowledge that they might not be unique to agile. As GORE was introduced to cope with such situ-

ations in ‘traditional contexts’, we thought that there would be no reason to assume that GORE would 

not work for agile projects. In fact, we believe that implementing GORE concepts could eliminate sev-

eral of the mechanisms reported in our previous work [10], which in turn means that it can serve to 

mitigate the challenges in Table 1.  

In GORE, goals can be of different levels of abstraction; for example, Cockburn [18] reported the 

following noticeable levels: 1) Cloud level – a high-level business goal that need to be decomposed into 

sub-goals, 2) Kite level – a decomposed goal from the Cloud level that represents an end-to-end system 

process, 3) Sea level – a user goal decomposed from the Kite level that can be achieved by one person 

within the end-to-end system process, and 4) Fish level – a task (not a goal by itself) carried out along 

with other tasks to achieve a user goal. Agile software development (ASD) however does not use these 

abstraction levels of goals. ASD uses actually the terms Themes, Initiatives, Epics and User Stories. 

Noreika et al. [19] defined those agile terms as follows: (i) Theme is a logical organization and aggre-

gation of related user stories to show they have something in common and is managed by business 

representatives in a project. No software development activities are required to achieve themes. (ii) 

Initiative is a composition of epics that drive toward a common business goal which should not span 

more than one year. Initiatives provide also the needed context to help companies make decisions re-

garding the course of direction. Software development activities are required to achieve an initiative. 

(iii) Epic is a set of related user stories that need no longer than a quarter to be completed. To achieve 

Epics, software development activities are needed as well. (iv) User Story is the lowest level of granu-

larity, that means work to be completed within one to four weeks. Similarly to Epics and Initiatives, 

user stories need software development activities to be implemented. Based on the aforementioned de-

scription, throughout this paper, we treat agile initiatives as high level business goals (e.g. Cloud), Epics 

  ̶ as sub-goals (e.g. Kite) and User stories  ̶  as user goals (e.g. Sea). 

2.2. Modeling Requirements 

Models have been used widely in software development. They provide an abstract representation of 

a particular complex problem to simplify the process of understanding the problem [20], [21]. More in 

detail, Muller et al. [20] and Pastor et al. [21] explained modeling as a simplification of a system to be 

built with an intended goal in mind and an abstraction of a relevant part while ignoring irrelevant as-

pects. Moreover, Girvan et al. [22] reported the following benefits of using models, namely: models 

provide (i) an effective manner for discussion and collaboration, and (ii) an effective medium for com-

munications. These benefits are in line with the agile way of working where individuals’ interaction 

and customer collaboration are highly valued [4]. The RE literature (e.g. [16] ) introduced many GORE 

frameworks where goals are used to identify significant requirements and are, in turn, modelled. Spe-

cifically, the i* framework [23] has been recognized as one of the most popular to model goals [16]. 

Despite its broad use, the i* framework was experienced as not so easy to learn which hampered its 

adoption outside its community [24]. This experience forced the GORE community to come up with a 

response, which was in the form of the iStar 2.0 goal-based requirements modelling language [24]. 

Throughout this paper, we will use iStar to refer the iStar 2.0 as described in [24]. iStar is designed to 

provide means to model (i) different types of actors and their boundaries, (ii) independent elements e.g. 

goals, qualities, tasks and resources, and (iii) different types of relationships [24]. Further, we use iStar 

throughout this paper as a modelling tool to explain our proposed method. 

3. Our proposal: the AQRE approach 

The overall objective of our proposed method, called Agile Quality Requirements Elaboration 

(AQRE) approach, is to help agile teams deal with the QRs challenges reported in [10]. For our method 
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to work, it needs to be embedded into the larger software development process of an organization [25]. 

In our research context, this is the process of delivering a software system in a LSDA project. In line 

with this, we start on the premise that our proposed AQRE method should be executed before the start 

of the first sprint to decompose the high-level goal and help creating the product backlog for the project 

and then enable the start of this first sprint. The method can be used as well in future sprints to decom-

pose the sub-goals of the high-level goal into smaller sub-goals. In a nutshell, our proposal, AQRE, 

represents a workshop session where participants discuss and elaborate a software development initia-

tive into epics and then epics into user stories by using a goal-based requirements modelling language 

such as iStar. The AQRE approach consists of one mandatory role and two steps which refer to prepar-

ing and executing a QR-focused workshop. The role and workshop steps are described in the next sub-

sections. 

3.1. The AQRE role 

Drawing on the industrial practice of McKinsey [26] and other large companies [27], AQRE intro-

duces the organizational concept of Initiative Owner (IO). While this term has been used in industrial 

experience reports [26], [27], to the best of our knowledge the term IO has not been elaborated in suf-

ficient depth in scientific studies. For example, although Bucy et al. [26] refer to this term, these authors 

did not provide a clear description of what they mean with it. Besides, Bucy et al. use the term IO in 

the context of organization’s transition in general, and not related to agile in specific. Furthermore, 

Sutherland et al. [27] describe the role of IO as synonym to the role of Product Owner (PO). To avoid 

any confusion, in AQRE we use the term IO to refer to the one who is responsible for achieving the 

initiative (e.g. the high-level goal or goals) of the organization and coordinating the activities needed to 

implement the initiative in question. This initiative will be decomposed into Epic(s) and User Stories 

and assigned to one or more agile teams to be implemented. In case of multiple agile teams, each would 

have their own PO. Each PO is then responsible for coordinating the work of his/her own team based 

on the customer’s values his/her team wants or deliver. 

3.2. The AQRE Steps 

Our proposed method includes (1) preparation of the AQRE workshop and (2) its execution. Below, 

we describe each of them in terms of activities that the AQRE participants would go through. 

1) Preparation. The IO begins the initiative by providing a short description. The IO determines 

further who will be invited to the AQRE workshop (e.g. step two below) to discuss and elaborate the 

initiative. We note that the workshop participants should be chosen based on needed knowledge and 

not based on their role in the organization. The types of needed knowledge are: (i) domain knowledge, 

(ii) QRs knowledge, (iii) enterprise architecture knowledge, (iv) infrastructure and maintenance 

knowledge. Based on the nature of the initiative, other particular types of knowledge could be needed 

(e.g. security, regulations and compliance, usability). In that case, the IO invites the people with that 

particular knowledge as well. Besides, the IO also ensures that the workshop’s participants have suffi-

cient knowledge of goals decomposition techniques. If a participant has no prior exposure, then the IO 

organizes a training session as part of the preparation step to educate the participants on goal decompo-

sition. 

2) Execution of the Workshop. The IO starts the workshop by giving background information such 

as organization’s vision and goals, the initiative’s description and how it fits within the organization’s 

vision and goals. Hereafter, the participants start decomposing the initiative using the AND/OR goals 

decomposition technique described in [15]. Prior to the workshop, the IO assured that the participants 

understand the goals decomposition technique (see step one on the previous page). The objective of this 

process is to break down the initiative into smaller goals (e.g. matching the possible epics and user 

stories) based on the expected value of the customer (e.g. the who), defining possible alternative 

(sub)goals or solution’s directions, defining QRs associated with the identified (sub)goals, identifying 

and resolving conflicts between (sub)goals in general, and QRs in specific, and defining and agreeing 

upon the scope of the initiative. The workshop could take hour(s) or day(s), depending on how complex 
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the initiative is. Since our study focuses on the mitigation of the reported QRs challenges in [10], in the 

next sub-section we elaborate further on that subject. 

3.2.1. QRs elaboration 

During the process of breaking down (sub)goals, the participants have to identify those QRs associ-

ated with the identified (sub)goals. The identified QRs can be further broken down into other related 

QRs. For example, a security quality attribute could be decomposed into e.g. Confidentiality, Integrity 

and Authenticity. Performance, for example, could be broken down into e.g. Capacity and Resource 

Utilization. To guide this process optimally we advise the participants to use a QRs framework of their 

choice, e.g. the ISO25010 quality standards [13], the NFR framework [28], or the Sustainable Catalog 

[6]. After identifying and elaborating the QRs, the participants have to provide those QRs with enough 

details in order to enable the development teams to make the right design decisions (concerning these 

QRs) at the right time. This can be considered as “just-in-time requirements specification”. The details 

should at least include: (i) the estimated impact of (fully) having or (partially) missing the QR on the 

related (sub)goal, and (ii) broad specification of the QRs. This means that the participants should specify 

the QRs in a way that does not prevent the development teams from being creative in making the right 

consideration towards the right implementation decision and in the same time gives the development 

teams enough boundaries to be able to implement and test the right QRs correctly [3]. For example, if 

the performance of collecting user data after logging in the system is an important QR, we can then 

specify what is an absolutely unacceptable performance like “user data should be collected and shown 

on screen in absolutely no longer than 7 seconds”. Instead of “user data should be collected and shown 

on screen in 5 seconds”. The last option will limit the decisions which the development teams can make, 

while the first option will give the development teams space to make their consideration, especially if 

there are conflicting performance and usability requirements, e.g. the a mount of data that should be 

shown after logging in the system. 

4. Conclusion and further work 

In this paper we proposed the AQRE method for elaborating requirements in general and QRs in 

specific from high-level goal(s) in LSDA projects. The proposed method consists of one role (e.g. IO) 

and two steps (e.g. Workshops preparation, Workshop execution). Adhering to the agile principles is 

also taken into consideration since the method leans on collaborations and individuals interactions. The 

primary objective of AQRE is to identify a remedy to the QRs challenges reported in [10]. We plan to 

empirically evaluate the fitness and usefulness of the proposed method as part of our further work. This 

includes a series of structured focus groups with practitioners working in LSDA context. Specifically, 

we plan three focus groups. One is in a large government organization in the Netherlands. The second 

is in a consulting company where agile consultants have exposure to a variety of business sectors and 

organizations adopting agile scaling frameworks in LSDA contexts. The third is with practitioners from 

a national professional organization of agile requirements engineers. Our aim form conducting these 

focus groups is to understand to which extend our proposed method (e.g. AQRE) could mitigate the 

QRs challenges reported in [10]. 
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