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Abstract 
Ontology-based meta-modelling is a technique for the creation of domain-specific modelling languages 
(DSMLs) grounded in an ontology. Such languages enable the design of ontology-based models having 
the advantage of being both human and machine-interpretable. Thus, ontology-based meta-modelling 
fosters the business-IT alignment in enterprises by establishing a shared layer of semantics with respect 
to a domain of discourse among human and machine actors. In this paper, a methodological approach 
for the ontology-based meta-modelling is proposed, to ensure rigor to the produced ontology-based 
DSML. Specifically, the approach enables the creation of semantic rules that given a required domain-
specific adaptation, it propagates the changes to an ontology. A research project sets the motivational 
context for the creation of an ontology-based DSML as well as provides real-world scenarios for the 
evaluation of the proposed approach. 
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1. Introduction 

There exist various enterprise modelling languages that provide sets of pre-defined modelling 
constructs from which enterprise models can be created. For example, the standard Business 
Process Modelling & Notation (BPMN 2.0) [1] is used for business process modelling. Although 
such languages bring the benefit of creating uniform and sharable models across enterprises, in 
practice they are not sufficiently expressive to address every application domain and sometimes 
are too complex for domain experts to be fully understood [2]. The BPMN 2.0 specification, for 
example, spans more than 500 pages and the definition of elements is distributed across different 
sections and sometimes with conflicting semantics [3]. 

These issues can be overcome with an ontology-based meta-modelling approach [4], where 
domain-specific adaptations are applied on modelling languages to either extend modelling 
constructs, or to remove unnecessary concepts or properties. The approach substitutes the meta-
model with an ontology, which formalizes the semantics of modelling constructs with a W3C 
standard like RDF(S). The advantages are manyfold. An ontology-based meta-model, in contrast 
to a pure meta-model, enables automatic reasoning, thus resolving the above-mentioned 
conflicting semantics. Also, it resolves the interoperability problem that exists among meta-
models of different meta-modelling tools. It also allows the creation of ontology-based models, 
for which human and machine actors can have the same interpretation. In turn, the ontology-
based meta-modelling technique approach promotes the continuous business-IT alignment [5] 
and creates the foundation for intelligent enterprises [6]. 

A set of operators for domains-specific adaptations of ontology-based meta-models have been 
presented in [7]. This paper adds rigor to the domain-specific adaptations by proposing a 
methodological approach that outputs semantic rules. These are triggered by the afore-
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mentioned operators and ensure the propagation of the desired adaptation from a visual to an 
ontology representation.  

The paper is structured as follows: Section 2 describes the background and related work, 
ending with the problem statement. Section 3 introduces the patient transferal management case 
and artifact requirements. Section 4 discusses the proposed methodology. Section 5 shows a 
running example about how the methodology has been used and validates it. The paper concludes 
with Section 6 with a summary and future work. 

2. Background and related work 

Meta-modelling is a renowned technique in the Enterprise Modelling (EM) discipline [8] and 
enables the creation of domain-specific modelling languages (DSML) [9]. 

DSMLs capture concepts, relations and constraints tailored to specific problem domains or 
application areas. Examples for DSMLs and respective domain-specific models can be found in 
[10]. Domain-specific models offer a powerful means to company stakeholders (with different 
skillset) to quickly share understanding of an addressed reality, thus supporting decision-making 
to generate business value like the continuous Business-IT alignment, improvements of business 
processes, and innovative business models [11]. 

The meta-modelling framework of Meta-Object Facility (MOF) [12] presents four levels of 
abstraction where elements and relations of UML Class Diagram are used to create meta-models 
for modelling standards. A paradigm that emerged in the recent years is the ontology-based meta-
modelling [4]. Differently from MOF, this new paradigm substitutes the meta-model with an 
ontology, enabling the creation of ontology-based models as an instantiation of an ontology-based 
meta-model.  

Conceptually, an ontology-based model can be regarded as an instantiation of a conceptual 
model. “Conceptual models are artifacts produced with the deliberate intention of describing a 
conceptualized reality” [13] with the goal of supporting computationally human communication, 
domain understanding and problem solving. Conceptual models are used to support the design 
of databases, software, business processes, enterprises etc. [14]. Conceptual modelling received 
continuous attention by scholars [15]. Guarino et al. [13] examine the fundamental notion of 
conceptual models and characterize them with conceptual semantics and ontological 
commitments.  

Ontology-based models can therefore be regarded as conceptual models where the semantics 
of a visual model is made formal through an ontology language, like RDF(S) [16]. Ontology-based 
models are a powerful means of organizing, representing, and leveraging knowledge, facilitating 
data integration, enabling intelligent systems, and enhancing decision-making processes.  

There exists various and emerging works that strive to combine visual models with ontologies 
or knowledge graphs. The authors in [17] focus on legacy data sources containing domain-specific 
graphical models and export them into ontologies to make them queryable in a Linked Data 
environment. The automatic transformation is made possible by an AODxx-to-RDF plugin. A 
similar approach is discussed in [8]. Similarly, the plugin Archi-to-Neo4J2 converts a model in 
ArchiMate language into a property graph. Compared to this plugin, the work of [18] provides a 
more generic approach where any conceptual model can be transformed into a property graph 
(also in Neo4J). The conceptual models can be created in EMF or ADOxx metamodeling platforms, 
but also from the Ecore-based modeling platforms Papyrus (for UML, SysML, and UML profiles) 
and Archi (for ArchiMate). Most recently, [19] proposed BPMN2KG as a transformation tool from 
BPMN 2.0 process models into knowledge graphs. 

The presented approaches are characterized by one-shot transformation from the graphical 
to the ontology representation. Differently from these approaches, the ontology-based meta-
modeling gives continuity to the two knowledge representations, where the graphical one is in 
continuous sync with the ontology representation, throughout language adaptations. As such, it 
requires mechanisms that can ensure the continuous propagation of changes. For this, a set of ten 
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operators were proposed in [7] for domain-specific adaptations through ontology-based meta-
modeling. This paper describes a methodological approach that to a domain-specific adaptation 
it follows the correct and rigorous definition of ontological statements. Hence allowing the 
continuous sync between a visual modelling language and the respective ontology.  

3. Patient transferal management case 

The patient transferal management case derives from the Swiss research project Patient-Radar 
[20]. To reduce costs and keep a high-quality treatment of patients affected by complex physical 
surgeries, the project aimed to enable intersectoral collaboration between acute hospitals and 
rehabilitation clinics, where rehabilitative expertise had to be brought early into the acute 
somatic treatment process. 

The process identification phase of BPM (Business Process Management) [21], led to the 
identification of most crucial process as the patient transferal management process. The latter 
can be defined as “a set of actions designed to ensure the coordination and continuity of care 
received by patients as the transfer between different locations or levels of care” [22]. The set of 
actions, also called administrative pathways, includes medical information and excludes the 
treatment of the patient, which is referred to as clinical pathways [23]. Such collaboration takes 
place within the complicated settings of the transferal management domain, where many domain 
experts are involved, i.e., from acute hospitals, rehabilitation clinics, and health insurance for cost 
reimbursements.  

Following the best practices of BPM lifecycle [21], the patient transferal management process 
had to be modelled before it could be analyzed to make it efficient. Since existing modelling 
languages lacked specific elements such as hospital-related documents or activities, a DSML was 
developed (see DSML4PTM [24]). The DSML provides all the relevant concepts and decision types 
of the patient transferal management domain and also offers graphical notations that are familiar 
to domain experts such as physicians, nurses and transferal manager, thus enabling them to 
quickly understand and adapt models. 

A set of ten operators allowed the domain-specific adaptation of modelling languages. Since 
these operators aim to crystallize the knowledge produced by the language adaptations formally 
into an ontology, they take the name of “operators for the ontology-based meta-modelling”. The 
10 operators for the ontology-based meta-modelling are the following: Operator 1: Create sub-
class; Operator 2: Update class; Operator 3: Delete sub-class; Operator 4: Create relation; Operator 
5: Update relation; Operator 6: Delete relation; Operator 7: Create attribute; Operator 8: Assign 
attribute type or value; Operator 9: Delete attribute; Operator 10: Update attribute. The operators 
are further detailed in [7]. 

Figure 1 depicts the all the root concepts of the ontology-based metamodel.  
 

 
Figure 1: Root concepts and properties of the ontology-based metamodel [25] 



The different prefixes indicate a different provenance of the terms. Specifically, “do” stands for 
domain ontology, “lo” stands for language ontology and “po” stands for palette ontology. Concepts 
from the language ontology can be associated with concepts from a domain ontology through the 
relation “lo:isMappedWith”. Concepts from the palette ontology are connected with concepts in 
the language ontology through the relation “po:isRelatedTo”.  

Theoretically, the relation “lo:isMappedWith” is explained by the mathematical formula for the 
semantic mapping: 

𝑀𝑀: 𝐿𝐿 
𝑚𝑚𝑚𝑚𝑚𝑚𝑚𝑚
�⎯⎯� S [26] 

where the semantic mapping (M) relates concepts from the abstract syntax (L) to the domain 
semantic (S). Similarly, the relation “po:isRelatedTo” is theoretically grounded in the relation 
between concept in the meta-model (or abstract syntax) and graphical notation, where notation 
visualizes concepts of the meta-model [27]. The palette ontology, in fact, contains all the graphical 
properties of concepts that are specified in the ontology-based meta-model. The self-relation 
“po:hasParent” is used to visualize the taxonomy among concepts in the modelling tool AOAME 
[28]. Similarly, the relation “po:isSchownIn” allows the visualization of graphical notation grouped 
by categories in the palette of AOAME. 

Semantic rules ensure that the changes triggered by the operators are correctly propagated to 
the ontology. A semantic rule consists of one or more triples in the form of subject-predicate-
object and insert, delete or update knowledge in the ontology-based meta-model. Each rule 
supports at least one operator. In this sense, if an operator is triggered by a domain-specific 
adaptation, the corresponding rule shall be instantiated. The instantiation contains the actual 
changes that need to be carried over to the ontology.  For example, let us assume that an 
adaptation makes use of Operator 1: Create sub-class. The expected result is to create a sub-class 
relation between two modelling elements. To achieve that, the operator is supported by the two 
following semantic rules (1) insert the relation “po:hasParent” between the two palette element 
instances (in the Palette Ontology) that relate to the two modelling elements that wants to be 
connected; (2) insert the relation “rdfs:subClassOf” between the two modelling constructs (in the 
Language Ontology) that wants to be connected. See visually depiction in Figure 2. These 
semantic rules are, therefore, instantiated containing the actual instances of the palette element 
class and the two actual classes representing two modelling constructs. Thus, once rule instances 
are fired, the ontology-based meta-model are adapted with the new integration of the two 
modelling constructs. 

 
Figure 2: Semantic rules for the ontology-based meta-modelling [25] 

4. Methodology for the Development of Semantic Rules 

The design and evaluation of the semantic rules was supported by adapting the methodology 
proposed by Grüninger and Fox [29]. In the following, the general steps of the methodology are 



described. Next, the adapted one is described, which is tailored to the development of semantic 
rules.  

The methodology of Grüninger and Fox starts by explaining use case, from which informal 
competency questions (CQ) are derived and written in natural language. 

Then, concepts and relations are extracted from the questions to conceptualise an ontology. 
Next, the ontology and competency questions are formalised through an ontology language and 
a rule language, respectively. Lastly, the evaluation of the semantic queries or rules is performed 
by executing them with respect to the ontology. In result, it should be shown that the expected 
results are met. Hence, the ontology is tested by proving completeness theorems with respect to 
the competency questions. The methodology has been successfully followed for the development 
and evaluation of several ontologies (e.g., [30]) and also used as a basis for the renowned 
Ontology Development 101 [31].  

The purpose of the Grüninger and Fox methodology in our case is not of developing an 
ontology, but support the rigorous development of semantic rules. The latter aims to update the 
ontology of the meta-model that already exists. Thus, some part of the methodology is slightly 
adapted to fit our purpose (see Figure 3). 

 
Figure 3: Methodology to design and evaluate semantic rules for the propagation domain-

specific adaptations, in BPMN 2.0. Adapted from [29].  

In the first step, domain-specific adaptations are described as a motivating scenario to design 
semantic rules. Next, informal rules (instead of competency question) are described in natural 
language. Finally, informal rules are transformed into SPARQL rules (instead of SPARQL queries). 
The validation of the designed SPARQL rules is done with respect to its syntactic and semantic 
correctness. The syntactic correctness is validated by executing the SPARQL rules with the 
SPARQLer Update Validator3. To ensure that the SPARQL rule produces the expected outcome, it 
is instantiated. This activity is underpinned by the patient transferal management case, which 
contains typical domain-specific adaptations and covers all the 10 operators for ontology-based 
meta-modelling. The SPARQL rule instances are fired against the ontology-based meta-model4. If 
results match with the expected ones it is the proof that a SPARQL rule is semantically valid. 
SPARQL rules that are syntactically and semantically validated were considered for their 
implementation in the web service of AOAME. Specifically, the validated SPARQL rules were 
incorporated in Java methods for the dynamic generation of SPARQL rule instances. The complete 
list of methods is publicly available in a GitHub repository5. 

4.1. Representation Language of the semantic rules 

The SPARQL rules are represented in the W3C language specification SPARQL Update [32]. The 
SPARQL Update provides graph update operations such as “INSERT DATA” and “DELETE DATA” 
with which the 10 operators can be supported.  

According to the W3C [33], an operation is defined as “an action to be performed that results 
in the modification of data [..]” in a triplestore expressible as a single command, e.g. INSERT DATA 
or DELETE DATA. A triplestore is a mutable container of ontologies, which in our case reflect the 
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WebService/blob/master/src/main/java/ch/fhnw/modeller/webservice/ModellingEnvironment.java 
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afore-mentioned ontology-based meta-model. Operations on RDF(S) resources span classes, 
properties and instances. Namely, the “INSERT DATA” supports those operators that imply the 
creation of a resource, i.e., Operator 1 – Create sub-class, Operator 4 – Create relation, Operator 7 
– Create attribute and Operator 8 – Assign concept, attribute type or value. The “DELETE DATA” 
statement supports Operator 3: Delete sub-class, Operator 6: Delete relation, Operator 9: Delete 
Attribute. The sequential use of both operations, first “DELETE DATA” and then “INSERT DATA”, 
supports those operators where an update is completed, i.e., Operator 2: Update class, Operator 5: 
Update relation and Operator 10: Update attribute. 

5. Running Example for Semantic Rule 1 – Operator 1 

In total, eleven semantic rules have been created with the proposed methodology. To avoid an 
unnecessary stretch of this paper, the syntactic and semantic validation of only the first semantic 
rule is reported. Therefore, the first rule is described with all the 6 steps of the proposed 
methodology.  

5.1. Semantic Rule 1: Modelling Elements Integration from different Modelling 
Languages 

(1) Create a motivating scenario.  
Within the patient transferal management case, there are situations where particular activities 
shall be executed only if certain conditions hold to true, thus independently from a pre-defined 
process flow. For example, the acute hospital decides on whether to start performing the 
admission for the incoming patient, which includes preparing all the needed resources. This is 
only possible after the transferal date has been agreed upon between the acute hospital and 
rehabilitation clinic and after the cost reimbursement form has been sent to the health insurance. 
Another example is on decisions that need to be taken if the patient’s situation worsens.  

Therefore, at run time, a discretionary task can be executed independently from a process 
flow, as soon as certain conditions evaluate to true, else they are skipped.  

Such a scenario motivated the integration of the BPMN Manual Task with the CMMN 
Discretionary Task where the latter is sub-class of the former. Semantically, a discretionary task 
can be regarded as specialization of a manual task because the human actor can still decide 
whether to execute the task or not.   

The first semantic rule, thus, aims to support the integration of two modelling elements from 
different modelling languages (Discretionary Task of CMMN and BPMN Manual Task) with the 
relation rdfs:subClassOf.  

 
(2) Create informal semantic rules (to Integrate Modelling Elements). 
The integration between modelling elements from different modelling languages requires a rule 
that creates the following two properties (1) Create one object property 
po:hasParentPaletteConstruct in the Palette Ontology between the instance of the class 
po:PaletteElement (instance son) and the instance of the class po:PaletteElement (instance parent). 
Instance son and instance parent relate to the modelling construct that is to be extended and the 
modelling construct that extends, respectively. Both modelling constructs are classes in the 
Language Ontology. The object property po:hasParentPaletteConstruct ensures a taxonomy 
among the instances that contain the graphical notations. The taxonomy is then graphically 
displayed in the palette of the modelling tool AOAME. (2) Next, create one property 
rdfs:subClassOf in the Language Ontology between the modelling construct chosen for extending 
a class (source class) and the one that is being extended (target class). This action creates the 
desired integration between the two modelling constructs in the Language Ontology. It also 
ensures that the class taxonomy in the Language Ontology is consistent with the above-
mentioned graphically displayed taxonomy of the notation.  
 



(3) Formalize generic rules (SPARQL Rule 1 to Integrate Modelling Elements). 
The informal rule for modelling elements integration is implemented by the SPARQL operation 
“INSERT DATA”. The latter fits the purpose of inserting one property 
po:hasParentPaletteConstruct between two instances and one property rdfs:subClassOf, between 
two classes. 

SPARQL Rule 1 is shown in Table 1 and contains (1) the prefixes rdfs, po and lo that are used 
in the two statements. The prefix rdfs refers to the syntax of the RDF(S) ontology language. The 
prefix po refers to the Palette Ontology and lo to the Language Ontology. (2) the operation 
“INSERT DATA”, the two statements that allow the creation of the two properties. The two 
properties are shown in bold. (3) two comments above each statement.  

All the variables written in italics po:InstanceParent, po:InstanceSon, lo:sourceClass and 
lo:targetClass will be replaced with concrete resources when the SPARQL Rule 1 is instantiated. 

The rest of the SPARQL rules are shown with the same look as in Table 1. 
 

 
(4) Validate SPARQL rules syntactically. 
The syntactic validation of the SPARQL rules were performed through the SPARQLer Update 
Validator. Figure 4 shows the screenshot that proves the syntactic validation of SPARQL Rule 1. 
The upper part of the figure contains the SAPRQL rule described in Table 1, while the bottom of 
the figure shows the output. The output does not contain any errors, which means that SPARQL 
Rule 1 is syntactically correct.  

 

 
Figure 4: Syntactic Validation of SPARQL Rule 1 

(5) Instantiate SPARQL rules.  
To instantiate SPARQL Rule 1, the expected results from the use case concerning the integration 
between the BPMN Manual Task and the CMMN Discretionary Task is considered. That is, the 
Discretionary Task is added as a sub-class of the Manual Task. Figure 5 shows the 
conceptualisation of this use case. The two arrows in Figure 5 indicate the two properties that 
are expected be added by the two statements (or triple) of the SPARQL rule instance. These 

PREFIX rdfs:<http://www.w3.org/2000/01/rdf-schema#> 
PREFIX po:<http://fhnw.ch/modellingEnvironment/PaletteOntology#> 
PREFIX lo:< http://fhnw.ch/modellingEnvironment/LanguageOntology#> 
INSERT DATA { 
//enter parent relation between two palette Element instances (triple 1) 
po:InstanceSon po:paletteConstructHasParentPaletteConstruct po:InstanceParent. 
//enter subClassOf relation between two Modelling Element classes (triple 2) 
lo:sourceClass rdfs:subClassOf  lo:targetClass .  
} 

Table 1. SPARQL Rule 1 – Integrate modelling elements from different modelling 
 



properties are the rdfs:subClassOf relation between the Discretionary Task and the Manual Task 
and the po:hasParent object property between the two instances of po:PaletteElement. 

 

 
Figure 5: Conceptualisation of the use case for the integration of CMMN Discretionary Task 

with BPMN Manual Task 

The instance of SPARQL Rule 1 is described in Table 3. The prefixes bpmn and cmmn on top of 
the rule instance replace the generic lo prefix seen in SPARQL Rule 1 (in Table 1). Both prefixes 
refer to two ontologies, reflecting the linguistic view of the BPMN and CMMN modelling 
languages, respectively.  

(6) Validate SPARQL rules semantically. 
To validate the semantic correctness of SPARQL Rule 1, its instance in Table 2 was fired against 
the ontology. For this, the ontology editor TopBraid Composer6 was used. Figure 6 shows the 
result of the rule instance execution. As shown by the two arrows, the two triples contain the two 
new properties that have been added to the ontology. Hence, the Discretionary Task and the 
Manual Task are integrated as expected (consistent to the use case in Figure 5), which proves that 
SPARQL Rule 1 is semantically correct. 

 

 
6 https://allegrograph.com/topbraid-composer/ 

PREFIX rdfs:<http://www.w3.org/2000/01/rdf-schema#> 
PREFIX po:<http://fhnw.ch/modellingEnvironment/PaletteOntology#> 
PREFIX bpmn:< http://ikm-group.ch/archimeo/BPMN#> 
PREFIX cmmn:< http://ikm-group.ch/archimeo/CMMN#> 
INSERT DATA { 
//enter parent relation between the two palette Element instances (triple 1) 
po:DiscretionaryTask po:hasParentPaletteConstruct po:ManualTask  . 
//enter subClassOf relation between the two Modelling Element classes (triple 2) 
cmmn:DiscretionaryTask rdfs:subClassOf  bpmn:ManualTask .  
} 

Table 2. An instance of SPARQL Rule 1 



6. Conclusion  

This paper presented a methodology for the ontology-based meta-modelling. The methodology 
of Grüninger and Fox [29] was adapted for the rigorous development and evaluation of semantic 
rules. The latter ensure the correct propagations of the language adaptations. In total, 11 SPARQL 
rules were developed, each of which implements one or more operators. For space reasons, in 
this paper only the first semantic rule has been shown. The rest have already been implemented 
in the form of Java methods and are publicly available in a GitHub repository7. 

As future work, I am investigating the use of the proposed methodology for the creation and 
formalization of user-friendly visual constraints to a SHACL [34] language. The aim is to enable 
domain experts to visually create, constrain and validate ontology-based models. 
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