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Abstract
The benefits of agile methods for small projects inspired organizations to scale these methods to more extensive settings consisting of multiple agile teams. Such scaling agile settings are more complex, which can make maintaining situational awareness difficult. Metrics can alleviate this problem by increasing insight into the development organization. However, adopting metrics comes with various socio-technical challenges, and current research is missing guidance on metric management in large agile organizations. Therefore, we present a goal-based method designed for a large agile case organization to support stakeholders in selecting, operating, and scaling metrics. Moreover, based on the learnings at the case organization, we present design principles that can potentially guide the development of methods suitable for other contexts. We conducted this research following an action design research (ADR) approach combined with situational method engineering (SME). Our findings indicate that our method proved effective for the case organization. This was accomplished by combining well-established elements (e.g., goal-orientation and tool support) from measurement programs designed for traditional software engineering with unique elements of our method (e.g., metric scaling activities and alignment with agile software development).

With this study, we provide deep insights into how metrics are managed at a large agile case organization. Researchers and practitioners can use this work as a foundation for designing measurement programs suitable to other scaling agile organizations.
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1. Introduction

Agile methods undeniably succeed when applied in the ‘agile sweet spot’ characterized by small co-located teams which frequently deliver software and interact with systems with a low to medium criticality and a stable underlying architecture [1, 2]. The demonstrated advantages of agile methods make their application also attractive in larger projects [3]. The relevance of scaling agile software development is evident in practice and research. Numerous organizations scale agile methods by adopting scaling agile frameworks [4, 5]. In parallel, within the scientific community, the number of publications on this topic has increased significantly over the past decade [5].

However, since scaling agile environments are more complex (e.g., multiple teams) than single agile team settings, sustaining an adequate level of communication becomes more difficult. Therefore, to maintain situational awareness, purely relying on qualitative feedback loops is insufficient for effective decision-making. For example, it is hard (i.e., timewise) for a program manager of a large development organization to gain insight by communicating with each agile team regularly. In such circumstances, metrics can augment or replace qualitative feedback.

In traditional software development, metrics are well-researched [6, 7] and heavily used to measure processes, products, and resources’ attributes (e.g., costs). Various researchers suggested designs for measurement programs to increase the likelihood of a successful metric adoption [8]. Such measurement programs often rely on or extend the GQM approach [8]. Contrary, in large-scale agile
software development, only a few studies on metrics exist [5] even though researching metrics was declared as a high-priority research topic [9].

A simple strategy to adopt metrics in scaling agile environments could be to appropriate elements from measurement programs designed for traditional software development environments. However, several authors argue against replicating such approaches without modification [10, 11, 12]. For example, a potential risk is that metrics used in traditional software engineering undermine the agile way of working [7, 10]. Generally, embedding metrics in large-scale agile software development organizations presents considerable difficulties, as demonstrated by Philipp et al. [13], who identified eleven challenges (e.g., data collection challenges) that occurred while metrics were adopted in large-scale agile organizations.

However, although introducing metrics in large agile organizations comes with various socio-technical challenges [13], and metrics are widely applied in scaling agile organizations [9], neither scaling agile frameworks nor the scientific literature provide a method to guide practitioners in selecting, operating, and scaling metrics. Therefore, we aim to close this research gap by answering the following research questions (RQs):

**RQ1**: How can metrics be selected, operated, and scaled systematically within the scaling agile organization of a large German software company?

**RQ2**: Which design principles can be derived at a large German software company to potentially support the design of future measurement programs at large-scale agile software development organizations?

We utilized the action design research framework proposed by Sein et al. [14] as our methodological approach to address our research questions. Our investigation leads to the development of a novel method for the goal-based selection, operation, and scaling of metrics, and the formulation of ten design principles with potential applicability across different contexts. The details and implications of these findings will be discussed in the subsequent sections.

The remainder of this paper is structured as follows. In section two, we lay the foundation of this study and provide an overview of related work on metrics in large-scale agile software development. In section three, we introduce the selected research methodology, while in section four, we provide an overview of the research process and present the method we developed for our case organization. In section five, we continue by presenting design principles. After that, we discuss our results and identify future research directions in section six before we conclude this study in section seven.

**2. Related Work**

Management relies on metrics since they can provide quantitative and concentrated facts to support decision-making [15, 16, 17]. A prominent example of using metrics in organizations is the Balanced Score Card developed by Kaplan et al. [18]. Also in software engineering [17], agile software development (ASD) [19], and large-scale agile software development [20] a widespread application of metrics has been observed.

At first glance, using metrics in ASD and scaling agile development environments seems counterintuitive. For instance, whereas traditional measurement focuses on tracking progress against pre-made plans and measurable goals, embracing change is crucial in ASD [19]. Moreover, various challenges (e.g., data collection challenges, lack of metric usefulness, and metric calculation challenges) add to the difficulty of introducing metrics in scaled agile organizations [13].

Hence, we surveyed the literature on software engineering, ASD, and large-scale agile software development to identify studies that guide metrics selection, operation, or scaling. For software engineering, the systematic literature review by Tahir et al. [8] provide a comprehensive overview of existing measurement planning models and tools, mitigation strategies for their challenges, and success factors in implementing measurement programs.

Tahir et al. [8] identified various approaches for measurement in software engineering, such as Measurement Information Model in ISO/IEC 15939:2007 [21], Goal Question Metrics (GQM) [22, 23,
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3. Methodology

We chose action design research (ADR) as a design science approach to ensure that the organizational context of the case organization shapes the method developed in this paper. According to Hevner et al. [36], methods can be typical outcomes of design science. The utilization of ADR often demonstrates superiority over traditional design science approaches, for instance due to its capacity to address immediate practical problems [37]. However, it is important to consider the potential drawbacks of this approach, as it typically requires more substantial time commitment and financial resources [37].

During our research, we followed the four stages and seven principles of ADR proposed by Sein et al. [14] (see Figure 1). The first phase, Problem Formulation, identifies and conceptualizes the research problem. During this phase, initial research questions are formulated, and the problem is presented as an instance of a class of problems. Moreover, theoretical foundations and prior technological advances, are identified. This phase contains two principles: Principle 1 declares field problems as opportunities for knowledge creation, and Principle 2 emphasizes that theories inform artifacts created through ADR. The second phase, Building, Intervention, and Evaluation [7], uses the problem formulated in the first phase and applies the theoretical premises to generate the first draft of the IT artifact. This is further shaped through organizational use and subsequent design cycles. Three principles are characteristic of this phase: Principle 3 emphasizes the mutual influence of artifact and organizational context. Principle 4 highlights the importance of mutual learning among the different project participants. Principle 5 emphasizes the need for authentic and simultaneous evaluation of the artifact in the context of its application. The third phase is Reflection and Learning. This phase involves reflecting on and documenting what was learned during the intervention and assessment. Principle 6, related to this phase, emphasizes that the artifact reflects not only the preliminary design (c.f., Principle 2) but also the ongoing shaping
through organizational use, perspectives, and participants (c.f., Principles 3 and 4), as well as the results of the authentic, concurrent evaluation (Principle 5).

The fourth phase is the Formalization of Learning. Here, the results are generalized and formalized so that they can be applied to similar situations. Principle 7, associated with this phase, emphasizes the need to generalize the research findings so that they can be applied to other similar situations.

The design principles we outline are not randomly chosen but result from an ongoing ADR process. These principles have been systematically refined and adjusted during each step to effectively reflect the knowledge obtained from our research. Moreover, the principles emerged from a thorough and systematic analysis of our qualitative data.

This process involved transcribing and coding semi-structured interviews, as suggested by Miles et al. [38]. The analytical tool MAXQDA supported our data analysis, helping us delve deeply into the gathered data. We also included insights from numerous workshops and team meetings while deriving these design principles.

In sections four and five, we provide a comprehensive description of the four-stage implementation in this research project, accompanied by the rationale for the principles applied.

In sections four and five, we provide a comprehensive description of the four-stage implementation in this research project, accompanied by the rationale for the principles applied.

To design our method in a structured way, we followed the recommendations of Ralyté et al. [39] for conducting situational method engineering (SME). SME effectively complements ADR, since it focuses on project-specific method construction [39]. This approach of integrating SME in ADR also resonates with other studies (e.g., Fridgen et al. [40]).

SME differentiates between method configuration (i.e., adapting a generic method to a specific situation) and method composition (i.e., selecting parts of existing methods that meet the situation's specifics). In this study, we followed the method composition strategy, also known as the assembly-based strategy, since we use elements from existing methods (i.e., GQM Approach) in addition to the elements unique to our method.

The method engineering process consists of three steps. First, we defined the method engineering goal as creating a new method for selecting, operating, and scaling metrics at our large agile case organization. From this goal, we derived the associated requirements. Second, we selected the method chunks that aligned with the requirements. Finally, we assembled these chunks into a new method.

To achieve a robust method design, we incorporated suggested method attributes and elements from Braun et al. [41] and Gutzwiller [42] into our design (see Table 1). To illustrate the method, we use the UML standard for activity diagrams.

4. Results

Below, we describe how we conducted the ADR. First, we outline the class of problems of designing measurement programs in large-scale agile software development, exemplified by the specific problem at the case organizations. After that, the respective building, intervention, and evaluation [7] cycles are described. We started the first BIE stage at InsuranceCo. (March 2021 to September 2021) where we developed an initial design of our method in two organizational units simultaneously. Building on this
initial design, we continued the ADR project at SoftwareCo. (November 2021 to February 2023). Consequently, the final design of our method is rather suited to the context of SoftwareCo. Table 2 provides an overview of both partner organizations.

**Table 1**

Incorporated Method Attributes and Elements [41, 42]

<table>
<thead>
<tr>
<th>Fundamental Attributes of Methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>Goal orientation</td>
</tr>
<tr>
<td>Systematic approach</td>
</tr>
<tr>
<td>Principles</td>
</tr>
<tr>
<td>Repeatability</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Fundamental Elements of Methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>Role</td>
</tr>
<tr>
<td>Activity / Procedure Model</td>
</tr>
<tr>
<td>Tool</td>
</tr>
</tbody>
</table>

**Table 2**

Case Organizations and Involved Roles

<table>
<thead>
<tr>
<th>Research Partner</th>
<th>Organizational Unit</th>
<th>Description</th>
<th>Partners</th>
</tr>
</thead>
</table>
| InsuranceCo.     | IT Provider         | The IT Provider is a subsidiary of the InsuranceCo. and employs 30 people in distributed teams to operate and develop software for internal and external customers. The teams use the Scrum-at-Scale framework [43], with sprints lasting 14 days. | Scrum Master  
Product Owner  
Principal Product Owner  
Chief Technology Officer  
Information Security Officer |
| Agile Release Train |                      | The Agile Release Train comprises 80 employees responsible for developing sales software. Since it functions across organizational divisions, it has multiple interfaces with other units. The team uses the Scaled Agile Framework [44] in its Essential configuration. | Scrum Master  
Developer  
Release Train Engineer  
Product Manager |
| SoftwareCo.      | Product Department  | The product department consists of more than 40 agile teams working distributed on a large software solution. Within the department, the Scrum of Scrums [45] framework is implemented. | Release Train Engineer  
Product Manager  
Developer  
Scrum Master |
4.1. Problem Formulation

We defined the problem to address as "the lack of a systematic method to select, operate, and scale metrics in scaling agile case organizations". We verified this problem and the relevance of a potential solution during focus group discussions and semi-structured interviews with our industry partners InsuranceCo. and SoftwareCo. None of our industry partners had an agreed-upon method to introduce metrics (ADR Principle 1). In both organizations, the few existing metrics were introduced autonomously by single stakeholders or agile teams and were not aligned with the organizational goals. This problem is also present in other organizations. For example, even though Philipp et al. [13] identified implementing an agile metric management process as the second most mentioned success factor for adopting metrics in large agile software development organizations, none of the practitioner organizations defined such a process. In addition, the industry partners did not have access to expert knowledge, which became apparent across multiple dimensions. For instance, stakeholders within the organizations had limited knowledge regarding metric candidates and the associated challenges of implementing these metrics in scaling agile environments.

To verify the research gap, we reviewed existing literature on large-scale agile software development, which confirmed that previous research did not develop a method to select, operate, and scale metrics in scaling agile environments yet. Moreover, ADR Principle 2 applies to the identified problem since we classify our artifact as theory-ingrained as it builds on the GQM approach [23] and uses the SME approach to guide the design stage.

As suggested by Sein et al. [14] we relate the identified problem at the case organizations to its higher class of problems of measurement programs in large-scale agile software development. This relation is necessary because the goal of ADR is not only to design an artifact that is adapted to the specific conditions of the case organization but also to leverage the learnings obtained at the case organization to derive design principles that apply to a broader class of problems.

Multiple approaches have been proposed to support software organizations in planning their measurement programs [46]. These approaches aim to develop cost-effective measurement programs that only collect useful data with a clear purpose [46]. In essence, these frameworks focus on aligning metrics with organizational goals and the information needs of decision-makers [46].

The suspicion that existing approaches are not explicitly adapted to the requirements of large-scale agile software development organizations served as motivation to form a research program to investigate this problematic situation. For example, it needs to be clarified how measurement programs can be aligned with the development cadence, the agile events, or which agile roles could serve as stakeholders.

4.2. Building, Intervention, and Evaluation

In the second stage, we chose the generic schema for organization-dominant BIE (see Figure 1) to conduct this ADR. Therefore, we deployed the artifact early to challenge organizational participants' existing ideas or assumptions about the artifact’s specific use context and to evaluate it iteratively [14]. As suggested by Sein et al. [14], we treated the building of the artifact, its intervention, and evaluation [7] as inseparable and interwoven activities executed concurrently (ADR Principle 3, 5, and 6).

We conducted the BIE cycles (i.e., Alpha and Beta Version) in two target environments at InsuranceCo. and SoftwareCo. (see Table 2). At InsuranceCo., our efforts resulted in an Alpha Version, an early and lightweight design of the method. We based the design of Version Alpha on the GQM approach, as it has proved to be rigorous and adaptable to many different environments [46, 47, 48]. At InsuranceCo. the evaluation sessions were completed during the agile team events, stakeholder discussions, and by a questionnaire.

After that, we built on the Alpha Version at SoftwareCo., where we verified our problem again before we started the next BIE cycle. Our efforts at SoftwareCo. resulted in the eventual and more mature artifact (Beta Version). Hence, the final design of our method is rather suited to the context of SoftwareCo., but it potentially encapsulates some generalizability level since it was developed in two organizations from different industries. At SoftwareCo. we performed the evaluation sessions in group discussions and during the agile team events.
In both target environments, we had the opportunity to interact with practitioners characterized by various software development and management roles (see Table 2). Our research team acted as a sparring partner to the practitioners. The practitioners contributed with their practical hypotheses and knowledge about the organization (ADR Principle 4). In February 2023, we ended the second stage of the ADR at SoftwareCo. since the value of additional cycles seemed marginal.

Figure 2 shows the timeline of our ADR project and the stages conducted at InsurancceCo. and SoftwareCo. Below, we describe the realized design of our artifact as the outcome of the BIE stage.

4.3. **Method to Select, Operate, and Scale Metrics in Large-Scale Agile Software Development**

To answer our first research question, we have developed a comprehensive method to support the goal-based selection, operation, and scaling of metrics at SoftwareCo. The method is facilitated by the Metric Catalog Web Application and its activities are executed by a metric expert team in collaboration with stakeholders who have or represent an information need. The following will describe the web application, method roles, and each activity.

**4.3.1. Metric Catalog Web Application**

The Metric Catalog Web Application is not an artifact of this ADR but was developed based on the findings of Philipp et al. [49]. It can be understood as a metric repository consisting of more than 200 predefined metrics. The main functions of the web app are searching for metric candidates and documenting new metrics with their corresponding goals. The metric documentation is done by declaring general metric attributes (e.g., title or calculation rule) and organization-specific metric attributes (e.g., owner and measurement frequency). See Appendix 1 for a detailed screenshot of the Metric Catalog web application user interface.

**4.3.2. Roles**

The metric expert team and the stakeholders perform the activities of the method together. Both roles are interdependent. The metric expert team requires the stakeholder's knowledge of their agile software development context. In turn, the stakeholders depend on the metric expert team since they usually lack the expertise and resources necessary to adopt metrics efficiently and effectively. Since the method applies to stakeholders with different roles, a top-down (e.g., Domain Managers) and a bottom-up (e.g., Scrum Masters) adoption of metrics is possible. Below, we describe both roles in greater detail.

- **Stakeholders**: A stakeholder is an employee at the case organization who has or represents an information need. Metaphorically, the stakeholders can be seen as information customers who
consume the measurements as a service provided by the metric expert team. As soon as the stakeholders can operate the metrics themselves, the metric expert team reduces its involvement and acts as an ad-hoc resource. The primary measure of the method's success is how much value the adopted metrics bring to the stakeholders regarding goal achievement. Stakeholders can be in various agile roles (e.g., Scrum Masters, Product Owners, Program Managers) across different organizational levels (e.g., Team, Program, Portfolio, Organization).

- **Metric Expert Team:** The metric team should consist of dedicated experts characterized by long-term availability, a deep understanding of the metric adoption as a socio-technical problem, excellent communication and collaboration skills, and expertise concerning the agile way of working. As a sparring partner to the stakeholders, the metric expert team must deeply understand each method activity and its rationale. Further, the metric expert team intends to increase the value of the method by scaling it within the organization, for instance, through sharing success stories within communities of practice (CoPs), a reoccurring event that invites stakeholders with the same interest to share their knowledge. Finally, for stakeholders with great change resistance, the metric expert team should be able to inspire stakeholders with a standard metric set typical to the role profile of the respective stakeholder. For example, within the case organizations, Scrum Masters tended to be most interested in process metrics, Product Owners and Developers in product metrics, and Program Managers in all metrics (i.e., Product, Resource, and Process). With more than 200 standard metrics, the Metric Catalog Web Application could possibly support the metric expert team in finding a relevant metric set.

### 4.3.3. Method Main Activities

To improve comprehensibility, we condensed the 20 activities into a simplified diagram (see Figure 3) where they are categorized into the three main activity groups metric selection, operation, and scaling. A comprehensive UML activity diagram illustrating all activities, their interrelationships, and their connections to the Metric Catalog Web Application is provided in Appendix 2.

**Metric Selection:**

- **Ensure Management Commitment:** Management commitment (e.g., Program Manager) is a prerequisite for the initial and every other iteration of the method. Management commitment includes providing necessary resources, such as sponsoring a dedicated metric expert team to serve as a valuable resource for stakeholders throughout the method. Additionally, announcing becoming a metric-driven organization as a goal can motivate stakeholders to fulfill their responsibilities related to the method activities. However, the method is discontinued if a re-evaluation deems it no longer viable and management stops its commitment.

- **Choose metrics candidates that contribute to goal achievement:** The connection of metrics to strategic goals ensures that only relevant metrics are introduced. Metrics contribute towards goal achievement by making progress towards a goal more transparent or as a condition to achieve a goal (i.e., metric target values). Goals can be collected from different sources, such as documents, tools, or stakeholders. After goal collection, the gathered goals must be documented in the Metric Catalog Web Application. Next, a measurement priority is determined for each goal. The measurement priority is based on two contributing factors. The first factor, the metric potential, describes the metrics potential to contribute to the achievement of its respective goal, for example by creating transparency on if the goal is likely to be reached or not. The second factor is defined by the goal priority, which describes how significant the goal is for the fulfillment of the organizational strategy. Discussions can serve to estimate the metric potential, goal priority, and measurement priority with the help of Likert values. We consider a detailed estimation procedure superfluous and potentially inefficient since the discussions proved effective at the case organization. Thereafter, following the GQM approach [23], questions and hypotheses are
formulated for the selected goals (i.e., goals with the highest measurement priorities). Finally, the Metric Catalog Web Application is used to search for metric candidates.

**Figure 3**: Method to Manage Metrics in Large-Scale Agile Software Development

- **Select final metrics based on a cost-benefit analysis after metric improvement measures are implemented**: For each metric candidate, a cost-benefit analysis serves as a decision basis to decide if it is selected. The benefit of a metric is determined by discussing its metric potential. On the cost side, depending on the context of the metric, multiple variables (e.g., data collection, improving data quality) are relevant. To estimate the benefits and costs, again discussions can be leveraged. During these discussions also the potential of cost improvement measures should be determined. However, since each improvement measure also has a cost, it should only be implemented if its potential for metric cost reduction outweighs its implementation cost.

**Metric Operation**:

The following activities are conducted regularly and aligned with the cadence of the agile events.

- **Add metrics to the web application and set organization-specific implementation**: The final set of metrics is added to the Metric Catalog Web Application. Therefore, the corresponding goals are assigned to the metric, and the general and organization-specific elements for each metric are filled out.

- **Embed metrics in agile way of working and collect, analyze, and interpret the metrics during agile events**: Metrics should be mapped to the agile event with the most suitable purpose. For example, planning metrics (e.g., velocity) are particularly suitable for the sprint planning event, whereas the sprint retrospective can be a platform to discuss the team happiness metrics. Before each event, the data collection must be finished to enable the analysis and interpretation of the data. Moreover, declaring the metric discussion as a reoccurring event agenda item can facilitate metrics to become an integral part of the agile development process.

- **Improve measurement program in plan, do, check, act (PDCA) cycles**: Continuously conducting PDCA cycles to improve the measurement program is necessary to increase its value over time. Important goals for the PDCA cycles could be to increase the quality of individual metrics or to ensure the relevance of the current set of metrics.
Method Scaling:

The following activities are conducted regularly:

- **Share knowledge within the organization (e.g., Communities of Practice):** Another option to increase the value of the measurement program lies in scaling it within the organization. Moreover, scaling the method could lead to economies of scale dynamics as introducing new metrics leads to lower long-run average costs (e.g., the metric expert team becomes more efficient). Scaling is accomplished by attracting new stakeholders to participate in the measurement program. An effective tactic to advertise the measurement program lies in sharing how other stakeholders benefited from the metrics (e.g., success stories). Communities of Practice (e.g., Scum Master CoP) could serve as a platform to efficiently communicate to many potential stakeholders.

- **Communicate measurement effectiveness:** Reporting on the measurement program’s effectiveness serves as a basis for the management to decide if they continue or withdraw their commitment. Therefore, collecting and sharing qualitative and quantitative feedback on how valuable the stakeholders perceive the measurement program should be done regularly.

5. Reflection, Learning, and Formalization

After we ended the second stage, we successfully designed a method to support stakeholders at SoftwareCo. Limited by the nature of ADR, this method is fitted to the context of SoftwareCo. since we based the last design decisions on the context-specific requirements of this target environment. However, since our method is designed to generalize to different stakeholders within SoftwareCo. and relies on objects (e.g., goals and stakeholders) common to most organizations, we suspect some level of generalizability is already included in the current method design. Nevertheless, concerning the Metric Catalog Web Application, it is unclear if other organizations would entrust an externally deployed application with their data. A possible solution to this problem would be to host the application on servers controlled by the respective organization or use the Metric Catalog Web Application for metrics selection, not documentation. Under these considerations, we assume the method can already be applied to the broader class of problems of establishing measurement programs in large-scale agile software development organizations. To answer our second research question, we present ten design principles (ADR Principle 7) below as the output of our continuous reflection on our learnings. These design principles can potentially guide the design of similar methods for other organizations.

- **Design Principle 1: Ensure management commitment:** Management must provide the resources necessary to implement the method. Moreover, management should set and communicate becoming a metric-driven organization as a goal to motivate stakeholders to fulfill the responsibilities along the method activities.

- **Design Principle 2: Establish a metric expert team who views stakeholders as customers:** The metric expert team should view stakeholders as customers and measurements as a service. Further, the metric expert team should reduce involvement when the stakeholders can operate metrics alone and only act as ad hoc resource.

- **Design Principle 3: Build stakeholder understanding:** The metric expert team must ensure that the stakeholders understand the metrics they consume. Stakeholder understanding can be accomplished by involving the stakeholders in setting goals, questions, and hypotheses.

- **Design Principle 4: Align metrics with agile software development goals:** Metrics must be aligned with agile software development goals derived from the organizational strategy to ensure alignment.
• **Design Principle 5: Conduct a cost-benefit analysis to select metrics:** Metrics with the best cost-benefit ratios should be selected first. On the cost side, we learned that ensuring information quality is a primary driver; on the benefit side, the measurement priority can serve as a decision basis. In addition, the cost-benefit ratio may be enhanced by implementing improvement measures (e.g., improving information quality through defining Jira best practices).

• **Design Principle 6: Provide a metric repository:** Finding metric candidates and maintaining the selected set of metrics with a software solution can increase the method's efficiency. Search efficiency can be improved by providing search and filter functionalities. Maintainability is enhanced by typical create, read, update, and delete functionalities for the metrics attributes.

• **Design Principle 7: Align metric operation with the agile way of working:** Introducing the measurement program should not lead to losing the benefits of agile methods because the agile way of working is interrupted. In particular, the measurement program must be aligned with the agile way of working (e.g., development cadence, agile events, and agile roles).

• **Design Principle 8: Maintain and improve the measurement program:** The measurement program must be continuously maintained and improved. In essence, the quality and relevance of the selected metrics must be ensured continuously. Relevance and quality are critical determinants for the measurement program to provide value to the stakeholders.

• **Design Principle 9: Scale the measurement program:** Only maintaining and improving the measurement program limits its value to the current stakeholders. Thus, scaling the measurement program can serve as an option to increase its value since more stakeholders can profit from it. Moreover, scaling the measurement program within the organization can lead to economy of scale dynamics, reducing costs for introducing additional metrics.

• **Design Principle 10: View the measurement program as an investment:** The measurement program should only be continued if its future value justifies the investments necessary to run it.

### 6. Discussion

In response to our first research question, we developed a method that proved effective in supporting stakeholders at SoftwareCo. to manage metrics in their large-scale agile software development organization. Our method focuses on activities to select, operate, and scale metrics. The findings related to SoftwareCo. provide researchers and practitioners with an example of a successful measurement program embedded in a scaling agile environment. Thus, our study contributes to the knowledge of the inner workings of large agile software development organizations.

Moreover, to tackle our second research question, we derived general design principles from our learnings. These principles are relevant for researchers and practitioners since they can potentially help in developing measurement programs in other large-scale agile software development contexts. Moreover, we contribute to the existing body of knowledge by proving that elements of measurement programs designed for traditional software engineering can also be effective in large-scale agile software development. For instance, we build on the GQM approach proposed by Basili et al. [23], include activities to improve the measurement program (i.e., PDCA cycles), prioritize goals, conduct a cost-benefit analysis, and propose setting measurement as a goal.

However, we also contribute to existing research by presenting elements unique to our method. First and foremost, our method aligns the metric operation with the agile software development process. For instance, metrics are mapped to agile events, stakeholders can be of various agile roles, and the PDCA cycles are integrated into the agile software development workflow (c.f., Design Principle 7). Further, unique to our method, the responsibilities of the measurement experts in our method are extended (c.f., Design Principle 9) since they are not only accompanying the metric selection but also the operation and scaling (c.f., Tahir et al. [8] on measurement programs).
Moreover, our method also focuses on scaling the measurement program in the organization (c.f., Design Principle 9), whereas measurement programs designed for traditional software engineering rather focus on sustainability and reusability [8]. Another unique characteristic of our method is determined by the Metric Catalog Web application, which provides a standard set of metrics and corresponding goals for large-scale agile software development (c.f., Design Principle 6).

Concerning the limitations of our study, using ADR inevitably exposes our results to organizational bias. Only two organizations were involved in building our method, and its final design is particularly suited for the environment of SoftwareCo. In addition, each method step may not necessarily be fully developed and likely holds potential for further enhancements. Moreover, the proposed design principles are likely incomplete, and building measurement programs in other target environments would likely result in adding or adapting the design principles.

7. Conclusion

By combining ADR with SME and applying it within two large agile organizations consecutively, we developed a method that guides practitioners through activities to effectively select, operate, and scale metrics within SoftwareCo. This is accomplished by combining elements for measurement programs designed for traditional software development (e.g., Goal-orientation and tool support) with elements unique to our method (e.g., metric scaling activities and alignment with agile software development). Moreover, our method is supported by a metric management team that works closely with stakeholders during the method activities.

In addition, the Metric Catalog Web Application provides support to facilitate metrics selection and operation. Based on our learnings at the case organizations, we provide ten design principles whose applicability may go beyond the case study context. This study is relevant to researchers and practitioners, as the results provide deep insights into an effective measurement program in a large agile organization and can be used to design future measurement programs.

An interesting future research direction is to test the viability of the proposed design principles in other large-scale agile organizations. Moreover, extending the Metric Catalog Web Application to support more activities could result in a more cost-effective measurement program and is, therefore, an interesting future research direction.
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Appendix 1

**Velocity**
Measurement of the amount of story points a team can realize in a sprint. The metric value increases if a team realizes more story points in a sprint.

**Calculation Rule**
Sum of the story points of all user stories completed (Done) by a team in a sprint

**Goals**
- Development organization and processes
  - Transparency
  - Speed
  - Productivity
  - Predictability
  - Improved planning
  - Improved controlling
  - Continuous improvement
  - Adherence to deadlines
  - Agility

**Organization-specific elements**

<table>
<thead>
<tr>
<th>Data item</th>
<th>Mapped name</th>
<th>Data source</th>
<th>Data contact</th>
</tr>
</thead>
<tbody>
<tr>
<td>Team</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>name</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>works on</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>startDate</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>endDate</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>User story</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>status</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>storyPoints</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>setToDone</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>belongs to</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Status</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>open</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>inProgress</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>done</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Property**

- Calculation tool
- Measurement frequency\event
- Monitoring frequency\event
- Reporting frequency\event
- Owner
- Definition responsible(s)
- Implementation responsible(s)
- Achievement responsible(s)
- Monitoring responsible(s)
- Target value(s)
- Planned value(s)
- Tolerance values(s)
- Escalation rule(s)
- Interested stakeholders

**Related Metrics**
- Average velocity
- Blocked time of a user story

Figure 4: Metric Catalog Web Application
Figure 5: Comprehensive Method Activity Diagram