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Abstract
Business process modeling is a key tool in Business Process Management. Business process models are graphical representations of organizational activities used to depict ongoing tasks, events, and decision-making points to improve enterprise performance by gathering software requirements for workflow automation. Business process models facilitate the design of high-quality enterprise architectures, therefore, the quality of models impacts the success of proper solutions communication and implementation. Hence, this study focuses on the maintainability as one of the crucial quality attributes of business process models. Using the existing metrics of business process model complexity, this paper proposes to automatically detect complexity levels of business process models using the algorithm based on fuzzy logic and the respective software tool implementing the proposed algorithm. The software tool assumes treatment of business process models as the software engineering assets via the version-control system and its usage demonstrates processing of the large repository of business process models.
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1. Introduction

Business process modeling is the main tool of the Business Process Management (BPM) approach, which is used to describe organizational activities in the form of graphical diagrams.

In general, BPM is seen as a discipline that combines the best practices of Information Technology (IT) and business management to help organizations identify, analyze, design, implement, and control business processes [1].

The capabilities of the BPM approach are used by organizations to deliver high quality products and services to customers and to find ways to improve organizational performance. Business processes are scenarios of activities driven by events and decisions. Business processes are also considered as “chains of events, actions, and decisions” according to [2].

Business process models are business process descriptions, most often graphical in the form of diagrams and charts, that help design and analyze information systems and serve as communication mechanisms between stakeholders [3].

Thus, business process model quality is, no doubt, vital for the successful implementation of BPM projects, or at least for collecting requirements to develop or improve enterprise information systems. Maintainability is one of the quality attributes particularly interesting for facilitating the evolution and execution of operations to support business process models in a highly dynamic environment [4].

The research object of this study is the procedure of maintainability evaluation of business process models. The research subject of this study is the software tool for maintainability evolution of business process models. This study aims to improve the maintainability of business process models by using complexity metrics similar to software metrics.
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Therefore, this study should answer the following research questions:

- How to assess the maintainability of a business process model using software-like metrics?
- How to improve and automate the evaluation of business process model maintainability?

2. Business Process Modeling

Business process modeling aims to represent organizational activities so that current operations can be analyzed and improved. Business process modeling is not only a requirement for ISO 9001 quality standards or BPM maturity models, but also plays an important role in the implementation of business process management [5].

Business process modeling helps to visualize important stages of a business process, how they relate to each other, which entities and information systems are involved in performing various tasks, and where communication with external parties takes place. Business process models are typically described visually using graphical diagrams that are linked together and supported by text annotations [5].

There are numerous studies in the field of business process model quality [6]:

- SEQUAL Framework;
- The Guidelines of Modeling (GoM);
- Quality Framework for conceptual modeling;
- Seven Process Modeling Guidelines (7PMG);
- Business process model quality metrics etc.

Thus, the quality of business process models can be considered as the degree to which the process model meets the requirements of the process modeling guidelines related to ISO 9001 standards, which declare quality as “the degree to which a set of inherent characteristics meets the requirements” [7].

Several business process modeling notations are used today, among which the most common are EPC (Event-driven Process Chain) and BPMN (Business Process Model and Notation), both graphical modeling languages used to describe business processes. However, the BPMN notation has almost replaced EPC as the most widely used standard for business process modeling due to its growing popularity in recent years [8].

Basically, BPMN business process diagrams describe workflows in terms of events and activities linked through control flows, which indicate the existing sequences in the process. Gateways are special elements connected through control flows that indicate whether branched steps of a business process are performed in parallel (AND), alternatively (XOR), or optionally (OR). The beginning of a business process is marked by a start event, and its completion is marked by one or more end events. Each pool represents a business process, while each lane represents a person involved in the activity [9].

The key elements of the BPMN business process modeling notation are shown in Fig. 1.

![Figure 1: Essential elements of the BPMN graphical notation for business process modeling](image)

According to [10], the complexity of business process models has an undesirable impact on their maintainability. Therefore, the simpler the model, the easier it is to modify and the less money and time it will take to make changes to the business process [4]. In this paper, we propose to use complexity metrics based on software metrics to evaluate the suitability of BPMN business process models for use.

The business process model in BPMN notation is proposed to be represented as a directed graph

\[
\text{BPMModel} = (N, l, A),
\]

where:

- \( N = T \cup E \cup G \) is the set of nodes representing different business process elements: tasks and sub-processes \( T \), events \( E \), and gateways \( G \);
- \( G = S \cup J \) is the subset of gateways, which in turn also consists of splits \( S \) and joins \( J \);
- \( l: G \to \{\text{and}, \text{or}, \text{xor}\} \) is the mapping that defines the types of AND, OR, and XOR gateways;
- \( A \subseteq N \times N \) is the binary relationship that represents the arcs (control flows) of the business process model.

Vanderfeesten et al. introduced several complexity metrics adapted from software engineering [11]. Based on the simple LOC (Lines of Code) metric, which involves counting the number of lines of program code, the authors of [4] proposed the NOA (Number of Activities) metric to count the number of activities in a business process and NOAJS (Number of Activities, Joins, and Splits) to count the number of activities, split gateways, and join gateways in a business process.

Thus, formally, the NOA and NOAJS metrics can be defined based on the following expressions:

\[
\text{NOA} = |T|, \quad \text{NOAJS} = |A| + |J| + |S|.
\]

The CFC (Control Flow Complexity) metric, proposed by Cardoso [10] to measure the complexity of the control flow within a business process model, allows to assess the complexity of a business process based on the analysis of such gateways as XOR-Split, OR-Split, and AND-Split [4]:

\[
\text{CFC} = \sum_{s \in S} \text{CFC}_{\text{xor}}(s) + \sum_{s \in S} \text{CFC}_{\text{or}}(s) + \sum_{s \in S} \text{CFC}_{\text{and}}(s),
\]

where:

- \( \text{CFC}_{\text{xor}}(s) = \text{fan} - \text{out}(s) \) is the gateway complexity metric of the XOR-Split type;
- \( \text{CFC}_{\text{or}}(s) = 2\text{fan} - \text{out}(s) - 1 \) is the gateway complexity metric of the OR-Split type;
- \( \text{CFC}_{\text{and}}(s) = 1 \) is the gateway complexity metric of the AND-Split type;
- \( s \in S \) is the split gateway;
- \( \text{fan} - \text{out}(s) \) is the number of outgoing control flows from the gateway.

According to [10], the CFC metric can be used as a maintainability and quality metric, as it allows to assess the relative complexity of business process models and is quite easy to apply [4].

To assess the duration, scope, and complexity of a process, Vanderfeesten et al. proposed the HPC (Halsted-based Process Complexity) metric [11]. This metric allows predicting the number of errors and maintenance efforts of a business process. It can be used for most process modeling languages (BPMN, EPC, etc.):

\[
\begin{align*}
\text{HPC}_N &= n_1 \log_2(n_1) + n_2 \log_2(n_2), \\
\text{HPC}_V &= (N_1 + N_2) \log_2(n_1 + n_2), \\
\text{HPC}_D &= \frac{n_1 N_2}{2 n_2},
\end{align*}
\]

where:

- \( \text{HPC}_N \) is the process length;
- \( \text{HPC}_V \) is the process volume;
- \( \text{HPC}_D \) is the process complexity;
- \( n_1 \) is the number of unique elements of the control flow (tasks, gateways, events);
\( n_2 \) is the number of unique variables manipulated by the process and its activities (tasks, gateways, events);

\( N_1 \) is the number of all elements of the control flow (tasks, gateways, events);

\( N_2 \) is the number of all variables manipulated by the process and its activities (tasks, gateways, events).

The IC (Interface Complexity) is another metric proposed by Vanderfeesten et al. [11], which is used to assess the complexity of business processes. The IC value is obtained by calculating the IC value for each activity and then summing it for all activities of the business process:

\[
IC = \text{length} \left[ \sum_{n \in N} \text{fan} - \text{in}(n) + \sum_{n \in N} \text{fan} - \text{out}(n) \right]^2,
\]

where:

- \( \text{length} \) is the coefficient equal to 1 for tasks and 3 for sub-processes;
- \( n \in N \) is the business process activity;
- \( \text{fan} - \text{in}(n) \) is the number of incoming control flows of the activity;
- \( \text{fan} - \text{out}(n) \) is the number of outgoing control flows of the activity.

Therefore, it is proposed to evaluate business process models based on the CFC metric, which can be used as a metric of maintainability and quality [10].

For this purpose, the following thresholds of the CFC metric and the following linguistic estimates were determined in [13]:

- \( CFC \leq 3 \) for the low complexity and high maintainability;
- \( 3 < CFC \leq 9 \) for the moderate complexity and moderate maintainability;
- \( CFC > 9 \) for the high complexity and low maintainability.

The following set describes the levels of maintainability of business process models for the linguistic variable “CFC Level”:

\[
\text{Term}(CFCLevel) = \{ \text{low}, \text{moderate}, \text{high} \}.
\]

The following trapezoidal membership functions, built using the thresholds of the CFC metric ± 1 to smooth the boundaries of the complexity and maintainability levels [13], describe the corresponding linguistic values of the “CFC Level” linguistic variable:

- low maintainability,

\[
\mu_{\text{low}}(CFC) = \begin{cases} 
1, & CFC \leq 2 \\
\frac{CFC - 2}{4}, & 2 < CFC < 4; \\
0, & CFC \geq 4
\end{cases}
\]

- moderate maintainability,

\[
\mu_{\text{moderate}}(CFC) = \begin{cases} 
0, & CFC \leq 2 \\
\frac{CFC - 2}{4}, & 2 < CFC < 4 \\
1, & 4 \leq CFC \leq 8 \\
\frac{10 - CFC}{2}, & 8 < CFC < 10 \\
1, & CFC \geq 10
\end{cases}
\]

- high maintainability,

\[
\mu_{\text{high}}(CFC) = \begin{cases} 
0, & CFC \leq 8 \\
\frac{CFC - 8}{2}, & 8 < CFC < 10 \\
1, & CFC \geq 10
\end{cases}
\]

The parameters of the proposed membership functions were determined based on the thresholds of the CFC metric [13].

The universal set of the CFC variable is \([0, +\infty]\).

Syntactic and semantic rules are not defined for the proposed linguistic variable “CFC Level”.

Fig. 2 below demonstrates the appearance of the proposed membership functions.
Finally, the maximum value of the membership functions allows to evaluate the maintainability level of the business process model:

$$CFCLevel(CFC) = \arg \max_{term \in Term} \mu_{term}(CFC),$$

where $term \in Term$ is the level of maintainability of the business process model.

4. **Software Requirements Elicitation**

Functional requirements for software define what functions a system (or its individual components) should have. Thus, functional requirements define what the software should do. If these requirements are not met, the software cannot be considered to be designed to meet the needs of the users [14].

The most common examples of functional requirements are [14]:

- use cases;
- specification documents.

Thus, the requirements for a software solution for assessing the maintainability of business process models are presented as the UML (Unified Modeling Language) use case diagram (Fig. 3).

**Figure 3: Use case diagram**
The formulated Functional Requirements (FR) are presented in Table 1.

<table>
<thead>
<tr>
<th>FR</th>
<th>Role</th>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>FR1</td>
<td>Reviewer</td>
<td>Work with author accounts so that they can enter the dashboard with the results</td>
</tr>
<tr>
<td>FR2</td>
<td>Reviewer</td>
<td>Check BPMN models to get a maintainability assessment and save them to the database</td>
</tr>
<tr>
<td>FR3</td>
<td>Reviewer</td>
<td>Comment evaluated models to recommend possible actions to improve their quality</td>
</tr>
<tr>
<td>FR4</td>
<td>Author</td>
<td>Log in to the dashboard to access the results of the BPMN model check</td>
</tr>
<tr>
<td>FR5</td>
<td>Author</td>
<td>Receive the evaluation results and the reviewer’s comments to make corrections and improve the quality of the BPMN model</td>
</tr>
</tbody>
</table>

Non-functional requirements define how the software fulfills its functional goals (not what the system will do, but how the system will do it). These requirements define the criteria used to evaluate the performance, reliability, and maintainability of the system. They define and impose external constraints on the software to be developed and on the development process [14].

The formulated Non-Functional Requirements (NFR) are presented in Table 2.

<table>
<thead>
<tr>
<th>NFR</th>
<th>Characteristics</th>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>NFR1</td>
<td>Portability</td>
<td>The software must be a cross-platform application</td>
</tr>
<tr>
<td>NFR2</td>
<td>Compatibility</td>
<td>The software should work and look the same in different web browsers</td>
</tr>
<tr>
<td>NFR3</td>
<td>Compatibility</td>
<td>The software should work with business process models presented in the BPMN 2.0 format</td>
</tr>
<tr>
<td>NFR4</td>
<td>Internationalization</td>
<td>The language of the software user interface must be English</td>
</tr>
<tr>
<td>NFR5</td>
<td>Security</td>
<td>Passwords to software user accounts must be stored in encrypted form</td>
</tr>
<tr>
<td>NFR6</td>
<td>Usability</td>
<td>The software interface should not be overloaded, providing the user with up to 7 controls at the same time</td>
</tr>
</tbody>
</table>

In addition, certain system requirements for the software tool are outlined:

- architecture – the software should be created as a web application based on a three-tier client-server architecture [15];
- data storage – the software should use a relational database management system (DBMS) to implement the database of business process models and a distributed version control system (VCS) Git to implement the workflows for BPMN models similar to other software engineering artifacts;
- technologies – the system should use PostgreSQL DBMS [16], Git VCS [17], Python language [18], Flask [19], React [20] and Bootstrap [21] frameworks, HTML, CSS, and JavaScript.

5. Software Design and Development

Let us demonstrate the key components of the software tool, their purpose and allocation using the UML deployment diagram [22] (Fig. 4).
According to the deployment diagram (Fig. 4), BPMN models are added to the local Git repository by users, then sent to a remote Git repository, processed by a software solution created in Python, the processing results are stored in a database based on the PostgreSQL database, and then displayed on a web page to the user.

Let us present the internal structure of the software tool for assessing the maintainability of business process models using the UML class diagram [22] (Fig. 5).

**Figure 4:** Software tool deployment diagram

**Figure 5:** Software tool class diagram
The ProcessModel, Metric, and Author classes provide the object-relational mapping [23] between objects and database entities. In addition, these classes have getter methods for accessing fields.

The ModelAnalysisResult class, shown in the UML diagram (Fig. 5), is an object-oriented mapping of a fact table with information about the business process model, author, and calculated metrics.

The DatabaseUtil class acts as an access point to the database and implements the operations of creating, updating, deleting, and reading data (CRUD).

The BPMNUtil class provides capabilities for accessing a collection of BPMN 2.0 documents, reading files, and converting them to JSON objects.

The APIEndpoint class implements a web application and processes client requests.

The interaction between the software tool components is demonstrated using the UML sequence diagram [22] (Fig. 6).

![Software tool sequence diagram](image)

Let us consider interactions between the software components depicted in more detail (Fig. 6):

1. The user (the author of BPMN model) performs a commit operation and adds the BPMN 2.0 file to the local Git repository.
2. The user performs a push operation and sends the BPMN 2.0 file to the remote Git repository.
3. The user opens the software in a web browser and starts updating the models.
4. The web browser sends an HTTP (Hyper Text Transfer Protocol) request to the web application to update the business process models.
5. The web application requests access to the BPMN models stored in the remote Git repository.
6. The web application retrieves BPMN 2.0 files from the remote Git repository.
7. The web application processes the BPMN 2.0 files to extract data about the business process structure and makes necessary calculations.
8. The web application saves the results of business process models maintainability analysis for future use in the repository.
9. The user opens the main page of the software solution in a web browser.
10. The web browser sends an HTTP request to the web application to get data from the repository.
11. The web application queries the repository to obtain the results of the business process model maintainability analysis.
12. The web application retrieves the data from the repository.
13. The web application displays the results of the business process model maintainability analysis retrieved from the repository, which the user will view in a web browser on the main page of the software tool.
Thus, the detailed structure of the software tool components designed to evaluate the maintainability of business process models is depicted using the UML component diagram [22] (Fig. 7).

![UML Component Diagram](image)

**Figure 6:** Software tool component diagram

Fig. 6 above demonstrates development tools and software solution components created with their help to assess the maintainability of business process models.

### 6. Experimental Results

To test the performance of the software tool for assessing the maintainability of business process models, which can be used on practice to refine described workflows, we used the GitHub repository “bpmn-for-research”, which contains 3729 business process models in BPMN 2.0 notation [24]. The main page of the developed software tool is shown in Fig. 7.

#### BPMN-CFC Analysis Tool

**Size:** 3729 model(s)

**Avg. CFC:** 5.03
**Min. CFC:** 0.00
**Max. CFC:** 24.00

<table>
<thead>
<tr>
<th>Model Name</th>
<th>Control-Flow Complexity</th>
<th>Maintainability</th>
</tr>
</thead>
<tbody>
<tr>
<td>sb_res_..</td>
<td>Low: 8.45%</td>
<td>Moderate: 60.58%</td>
</tr>
<tr>
<td>sb_res_..</td>
<td>Moderate: 30.97%</td>
<td></td>
</tr>
<tr>
<td>sb_task_..</td>
<td>Moderate: 8</td>
<td>Low: 18</td>
</tr>
<tr>
<td>sb_task_..</td>
<td>Low: 9</td>
<td>Moderate: 2</td>
</tr>
<tr>
<td>sb_res_..</td>
<td>Low: 4</td>
<td>Moderate: 20</td>
</tr>
</tbody>
</table>

**Figure 7:** Main page of the developed software tool
The main page contains the name of the software tool “BPMN-CFC Analysis Tool” and aggregated indicators that show the number of BPMN 2.0 models in the working directory (Git repository), the average, minimum, and maximum values of the CFC metric, as well as the number (in percent) of models with low, medium, and high usability.

As can be seen from Fig. 7, the analyzed set of 3729 business process models [24] has the following CFC metric indicators:

- average value – 5.03;
- minimum value – 0.00;
- maximum value – 24.

Therefore, it is possible to make assumptions about different levels of BPMN models maintainability from the analyzed data set [24]:

- 8.45% of BPMN models have low maintainability (i.e., complex to work with);
- 60.58% of BPMN models have moderate maintainability (i.e., comfortable to work with);
- 30.97% of BPMN models have high maintainability (i.e., easy to work with).

The specific results of the BPMN 2.0 business process models maintainability analysis are displayed in the form of cards with the file name, a visual mark on the model’s maintainability (Fig. 7), the value of the CFC metric, the complexity and level of maintainability of the model.

Two BPMN models representing the business process of goods dispatch were used to perform control calculations. The first model is shown in Fig. 8.

Figure 8: The first analyzed BPMN model of goods dispatch
The results of the analysis of this model (Fig. 8) indicate an average complexity ($CFC = 5$) and, accordingly, an average level of modifiability of this model (Fig. 10a).

The second model of the goods dispatch business process is shown in Fig. 9.

**Figure 9:** The second analyzed BPMN model of goods dispatch

This model (Fig. 9) is complex ($CFC = 10$) and has a low modifiability (Fig. 10b).

The maintainability evaluation results of the first and second BPMN models of the goods dispatch business process are shown in Fig. 10.

**Figure 10:** Evaluation results of the first and second BPMN models

It can be seen from Fig. 8 and Fig. 9 that the software tool assumes both split and joins gateways to calculate the maintainability level in compare to the original CFC metric (Fig. 11).

**Figure 11:** CFC levels when using only split gateways to assess model complexity
While the use of the original CFC metric results in lower complexity values (i.e., both considered BPMN models are assessed as “moderate” to maintain), the software tool assuming both split and join gateways results in more realistic estimates since join gateways provide additional complexity to the BPMN model and impact the model’s structuredness (i.e. when join gateways must correspond split gateways and vice versa).

Therefore, analyzed BPMN models are assessed as “moderate” and “high” to maintain (Fig. 12).

![CFC levels when using both split and join gateways to assess model complexity](image)

**Figure 12:** CFC levels when using both split and join gateways to assess model complexity

The use of fuzzy logic similar to human reasoning makes it easier for business process model authors to analyze the complexity and maintainability of BPMN models, and, consequently, design high-quality workflow diagrams to continuously improve enterprise solutions, and avoid errors and related costs.

### 7. Conclusions and Future Work

The maintainability of business process models plays a key role in obtaining a model that can be easily improved, modified, and adapted in accordance with changes in the organization and in the external environment. Thus, this study addresses the relevant problem of increasing the maintainability of business process models, which will allow avoiding the cost of correcting errors by identifying problems at the stage of domain analysis.

Thus, the following results were obtained in this study:

- the business process modeling domain and the existing metrics of business process models are reviewed – the CFC metric is chosen to build the fuzzy logic-based approach for BPMN analysis;
- the novel approach to the control-flow complexity measurement of business process models based on fuzzy logic is proposed – it resembles human reasoning to make the analysis results more understandable by BPMN model designers;
- the architecture of the software tool for assessing the maintainability of business process models based on the proposed approach is proposed – it assumes the idea of treating BPMN 2.0 models in the same way as other software engineering assets (i.e., source code files, configuration files, etc.) using the version-control system, this study assumes the use of Git;
- the software tool is developed using the Python programming language, the Flask and React web frameworks, the Bootstrap framework for building web interfaces, as well as the HTML, CSS, and JavaScript web development tools – using the proposed technology stack allows to rapidly build an initial prototype and perform the experiments;
- the solution of the business process model maintainability evaluation problem is demonstrated – the large collection of BPMN models from the Camunda GitHub repository is evaluated;
- the results are analyzed and discussed based on the CFC metric values obtained for the test set of BPMN 2.0 models – considering both split and join gateways allows to obtain a clearer picture regarding the complexity and maintainability of business process models.

Future work in this field includes elaboration of the proposed software solution and its application to the relevant cases of BPMN models in different domains. Also, it is planned to improve the proposed approach by introducing the elements of automatic business process model correction depending on the desired level of its complexity and maintainability.
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