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Abstract 
The development of forwarding services is becoming more and more dynamic every day. Observing this 
trend, we should look for solutions that will provide customers with comfort, speed, and quality of 
service. This article introduced an intelligent forwarder model that runs as a web application. The 
solution model and methods used to implement the system and the algorithm that uses elements of 
artificial intelligence are presented. In logistics, a freight forwarder is a nonvessel operating common 
carrier that helps coordinate shipments and ensure the smooth transportation of goods from producers 
or manufacturers to end-users, markets, or final distribution points for corporations or individuals. 
Software that is based on artificial intelligence can make the forwarder's work more effective. The 
particle swarm optimization algorithm is a heuristic optimization method inspired by the collective 
behavior of social agents observed in nature, such as bird flocking, bee swarming, and fish schooling. In 
this paper, we propose a Cargo Optimizer service that is an expert system supporting determining the 
most profitable sets of orders using AI - more precisely, it will be the particle swarm optimization 
algorithm. In the scope of these tests, we did some actions on the level of the graphical user interface to 
test the connectivity of the whole system. Tests prevent unexpected operations and make the system 
safe and optimal. The comparison will consist of comparing the algorithms in terms of speed and quality 
of the data obtained. 
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1. Introduction 

Logistics [1] is currently one of the fastest-growing industries. It involves planning and 
implementing the flow of products from the point of production to the point of sale or 
consumption. Freight forwarders coordinate the supply chain so that cargo is transported 
optimally. They find employment in many areas of the economy, including trade, services, and 
shipping. It is a very responsible job, with no room for error. In a situation where such a mistake 
occurs, it can be very costly for the shipping company [2, 3]. Many transport companies are 
regularly established around the world. They are entering any city where the squares are a typical 
sight. However, it is not only the domain of cities because in the surrounding areas, and even in 
many smaller towns, the view of various transport companies is seen, not to mention the 
hundreds of trucks encountered on the roads daily.  
Regarding shipping companies, the increase in their number results from the demand for 
shipping services. If a given country's economy is developing at a fast pace, the consequence of 
this is an increasing number of production plants and warehouses. It is connected with the need 
to transport the goods they produce to various destinations, both within and outside of this 
country [4]. The IT industry has a more substantial impact on shipping services every day. 
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Programmers create software [5] that allows you to replace the activities that the forwarder does 
daily. Among other things, software based on artificial intelligence can make the forwarder's 
work more effective. In computer science [6-8], artificial intelligence (AI) [9-11] represents a 
significant area of exploration. Its focus lies in developing computer systems capable of emulating 
human-like cognitive processes, including learning, reasoning, and self-correction. 

An Application Programming Interface (API) [12] serves as a software intermediary that 
facilitates communication between two applications. Traditionally, a freight forwarder [13-16] 
acts as an intermediary connecting shippers or importers with carriers. In a broader context, a 
freight forwarder, also known as a nonvessel operating common carrier, assists in coordinating 
shipments and ensuring the smooth transportation of goods from producers or manufacturers to 
end-users, markets, or final distribution points for corporations or individuals. 

The Knapsack problem [17] involves optimizing the packing of a knapsack with integer 
volume F using objects from K different classes to maximize profit. Objects from class k, where k 
= 1, ..., K, consume integer units of knapsack volume and produce a profit rk. If the volume of the 
knapsack F is an integer multiple of the volumes bk, k = 1, ..., K, a straightforward solution is to fill 
the knapsack with objects from the class k with the highest profit-to-volume ratio rk/bk. Dynamic 
programming can address cases where the knapsack volume ratio is not an integer multiple of 
object volumes with a time complexity of O(FK).  

The particle swarm optimization algorithm (PSO) [18] is a heuristic optimization method 
inspired by the collective behavior of social agents observed in nature, such as bird flocking, bee 
swarming, and fish schooling. The freight market [19] serves as the nexus where buyers and 
sellers of shipping services converge to negotiate deals. Various categorizations can be applied to 
this marketplace. 

2. Related Work 

The optimization of cargo logistics through artificial intelligence (AI) has drawn inspiration 
from various swarm intelligence models and collective decision-making mechanisms observed in 
natural systems. A diverse range of studies has explored the application of swarm-based 
algorithms in different contexts, providing valuable insights into the potential enhancements 
achievable through mimicking biological phenomena. 

Okubo's seminal work [20] delves into the dynamic aspects of animal grouping, shedding light 
on swarms, schools, flocks, and herds. Although focused on biological systems, the principles of 
self-organization and coordinated behavior in groups offer conceptual foundations applicable to 
artificial systems, especially in optimizing logistics operations. 

Schumann [21] extends this perspective by exploring the transition from swarm simulations 
to swarm intelligence. This transition highlights the relevance of understanding collective 
behaviors and adaptive strategies exhibited by swarms, paving the way for informed design 
choices in AI-driven cargo optimization services. 

Karaboga et al. [22] present a comprehensive survey of the artificial bee colony (ABC) 
algorithm, showcasing its potential applications. While the ABC algorithm is rooted in the 
foraging behavior of honeybees, its adaptability and efficiency have inspired applications in 
optimization problems, including those encountered in logistics. 

Ventocilla's work [23] introduces a swarm-based approach to area exploration and coverage 
inspired by pheromones and bird flocks. This research provides valuable insights into 
decentralized decision-making mechanisms that can be harnessed for efficient logistics resource 
allocation and route planning. 

Pourpanah et al. [24] comprehensively review artificial fish swarm algorithms, emphasizing 
recent advances and practical applications. The piscine-inspired algorithms offer novel 
perspectives for optimizing cargo routing and resource allocation in logistics scenarios. 

Bakar [25] explores the understanding of collective decision-making in natural swarm 
systems, presenting applications and challenges. This work contributes to the theoretical 



foundations of swarm intelligence, offering a deeper comprehension of decision-making 
processes that can inform the design of AI-driven cargo optimization services. 

The literature further includes contributions from Sadiku and Musa [26], Li and Clerc [27], and 
Zhang et al. [28], offering insights into multiple intelligences, swarm intelligence handbooks, and 
applications in various domains. These works provide a rich background for integrating swarm 
intelligence principles into AI-driven cargo optimization. 

Finally, Abidin et al. [29] introduce swarming robotics and discuss emerging trends in 
application development. This work broadens the scope of swarm intelligence, suggesting 
potential synergies between AI-driven cargo optimization and robotic swarm systems for 
efficient logistics operations. 

The analysis of these works contributes to a holistic understanding of swarm intelligence 
models, offering a diverse array of inspirations and methodologies applicable to developing an 
artificial intelligence-driven cargo optimization service for logistics. 

3. Description of the use of swarm optimization algorithm in the 
Cargo Optimizer 

Cargo Optimizer would be an expert system supporting determining the most optimal trailer 
loading configurations. It would fetch data from the Distance Matrix API from Google Maps and 
data from the customer. Customers using our service (let us assume that it is some 
expedition/transportation company) would send a request to the freight market containing 
filters used to orders (max and min weight, max and min volume, max and min cost, location, and 
search radius). After getting a list of orders, he can choose which to send to Cargo Optimizer.  
The user has to add the maximum weight and volume of the trailer to the request with the order 
list to Cargo Optimizer [30]. That way, we will obtain two lists of the most profitable orders (best 
income/cost ratio) that can be done in one go. This service's logic would collect data from clients 
and external services to generate the most profitable sets of orders using AI. More precisely, it 
will be the particle swarm optimization algorithm. The PSO algorithm can be used to optimize the 
function of many variables, and in this case, it will be used to find a set of goods that will fill the 
cargo space most cost-effectively. 
 

 
Figure 1: UML Component Diagram for Cargo Optimizer 
 
Figure 1  shows the dependencies between the components. There is a Graphical User Interface 
mainly on the outside (on the customer side). It directly connects to the 
FreightMarketDataFetcher and our main component, Cargo Optimizer. The latter has a 
connection to the RoutingDataFetcher. The PSO algorithm adapted to the needs of the cargo 
optimizer will retrieve data on available orders at the input. Each particle will contain a drawn 
set of goods with attributes such as cost, weight, cubic capacity, distance in meters, and duration 
in minutes between depot and destination. The study contains the fitness value returned by the 
target function for this set of goods. By target function, we mean a function that will take the list 
of goods as an input parameter and then convert the profitability value based on their attributes 
and return it as fitness. Apart from the attributes listed above, each particle will have the best set 
of goods remembered and the related fitness. Furthermore, the best set of goods will be 
remembered for the entire swarm, which will be used in the optimization process to update the 
speed and position of the particles. The particles will be updated according to the assumptions of 



the original PSO, and the condition for the algorithm to end is a specified number of iterations, 
after which two of the most profitable lists of orders will be returned. 

A trailer with a maximum weight of W, a maximum volume of V, and a set of N elements {x1, 

xi, ..., xN}, each element having a specific value ci, weight wi, and volume vi. 
 

𝑚𝑎𝑥𝑖𝑚𝑖𝑧𝑒 ∑ 𝑐𝑖𝑥𝑖
𝑁
𝑖 = 1 ,  where xi = 0, 1 and  i = 1, ..., n (1) 

 

𝑤𝑖𝑡ℎ 𝑐𝑜𝑛𝑠𝑡𝑟𝑎𝑖𝑛𝑡𝑠: ∑ 𝑤𝑖𝑥𝑖 ≤ 𝑊

𝑁

𝑖 = 1

 𝑎𝑛𝑑 ∑ 𝑣𝑖𝑥𝑖 ≤ 𝑉

𝑁

𝑖 = 1

 

(2) 

 
The function which is responsible for determining the value of an order has been determined as 
follows:  

𝑣𝑎𝑙𝑢𝑒 =
𝑐𝑜𝑠𝑡

𝑤𝑒𝑖𝑔ℎ𝑡 +  𝑣𝑜𝑙𝑢𝑚𝑒 +  𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 +  𝑑𝑢𝑟𝑎𝑡𝑖𝑜𝑛
 

(3) 

 
The cost, weight, volume, distance, and duration at the beginning of the program are scaled to 

a range of [0,1], so each has the same meaning. Therefore, in this case, the optimization task is 
based on finding a list with a maximum value, which is the sum of the values of all elements in 
that list. To provide more freedom for the user, to return the list with the second highest value so 
that he can finally decide which list of orders suits him better. 

3.1. PSO algorithm adapted to the Cargo Optimizer's diagram and pseudocode 

Present a workflow diagram better to illustrate the logic operation in the Cargo Optimizer. 
Furthermore, it was decided to present the logic operation differently. The pseudocode that 
describes the contents of Figure 3. 
 

 
Figure 2: Pseudocode for Cargo Optimizer 
 



 

Figure 3: Workflow diagram for Cargo Optimizer 
 

The pseudocode presented in Figure 3. contains instructions on how to use the PSO algorithm 
implemented for Cargo Optimizer. This is how we tried to explain its operation step by step. What 
is worth noting is the fact that the attributes of the order and the way in which the value of a given 
order differs from the original backpacking problem. Returning the two best-order lists is also 
our bonus. 



3.2. Automatic Tests 

The cargo optimizer, as an expert system, should be reliable. It is essential to prove how reliable, 
fault-proof and optimized it is. To achieve this, the system will be tested in many ways, both 
manually and automatically. 

Automatic tests are vital to developing and deploying any modern software project. It was 
created using particular testing frameworks, usually written in the same programming language 
as the program. These testing frameworks allow us to make assertions regarding parts of code, 
which usually define some particular logic, e.g., computing average value or realization of sorting 
algorithm. We can compare the characteristics returned values by function and check them 
against our expectations. It is also possible to mock-test objects and monitor their internal 
behavior, such as the order of called functions or used arguments [31]. 

3.2.1. Unit Test 

Unit testing is the most basic technique of all testing approaches. It tests tiny fragments of code, 
primarily single functions or methods that fulfill one purpose. Outside dependencies, such as web 
services [32, 33] or database connections, are avoided. If some outside dependencies are mixed 
with logic, they are replaced with mocked connections returning some fixed values [34]. 

 
RoutingDataFetcher 

 

Figure 4: UML component diagram - between the components and the RoutingDataFetcher 
component marked with red color 
 
Figure 4 shows the dependencies between the components and the RoutingDataFetcher 
component marked in red. We posted it to illustrate which component is currently being tested. 

In the scope of unit tests for RoutingDataFetcher, we tested internal functionalities of this 
component, such as: 

• Parsing location-related data obtained from an external API, 
• parsing responses from external API, 
• computation of distance in a straight line between two points on the surface of the earth, 
• construction of addresses for requests to external API. 
 

FreightMarketDataFetcher 

 

Figure 5: Example figure caption - Dependencies between the components and the 
FreightMarketDataFetcher component marked with red color 
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Figure 5 shows the dependencies between the components and the FreightMarketDataFetcher 
component marked in red. We posted it to illustrate which component is currently being tested. 

In the scope of unit tests for RoutingDataFetcher, we tested internal functionalities of this 
component, such as: 

• the randomness of generated lists of orders, 
• removal of diacritics, 
• parsing contents of files with customer/location-related data. 
 

CargoOptimizer 

 

Figure 6: UML component diagram - dependencies between the components and the 
CargoOptimizer component marked in red. 

 
Figure 6 shows the dependencies between the components and the CargoOptimizer component 
marked in red. We posted it to illustrate which component is currently being tested. 

In the scope of unit tests for RoutingDataFetcher, we tested internal functionalities of this 
component, such as: 

• realization of the PSO algorithm, 
• Normalization of the input data. 

3.2.2. Integration tests 

The test goal is to execute the system to verify its behavior and reveal possible failures. The 
integration testing phase is performed to find errors in the unit interfaces [35] and systematically 
build up the entire software system structure [36 -38]. For example, in our system, one of the 
components is Cargo Optimizer, whose purpose is to implement a PSO algorithm to compute a 
list of the most profitable order sets.  

In the case of this component, we will check whether it behaves as expected on the level of the 
enabled interface, but we will not check what exact processes are going on while producing 
results. 

RoutingDataFetcher and Distance Matrix API 

 

Figure 7: UML component diagram – dependencies between the components. The 
RoutingDataFetcher and Distance Matrix API are marked in red. 

 
In Figure 7, we can see the dependencies between the components. RoutingDataFetcher and 
Distance Matrix API are marked red to show what part of the project was tested. 

In the scope of integration tests for RoutingDataFetcher, we tested the following: 

https://www.zotero.org/google-docs/?8mogYp


• connectivity between the internal service of our system (RoutingDataFetcher) and the 
external Distance Matrix API. 
 

CargoOptimizer and RoutingDataFetcher 

 

Figure 8: UML component diagram – dependencies between the components. The cargo 
optimizer and the routingDataFetcher are marked red. 

 
In Figure 8, we can see the dependencies between the components. CargoOptimizer and 
RoutingDataFetcher are marked red to show what part of the project was tested. 

In the scope of integration tests for RoutingDataFetcher, we tested the following: 

• connectivity between internal services: CargoOptimizer and RoutingDataFetcher. 

3.2.3. Performance tests 

Performance tests are necessary when a system is based on performance-dependent 
functionalities. Successful products should not force customers to wait long for desired results or 
exceed some designated limit. In our system, it is strictly bound to the execution time of the PSO 
algorithm.  

For different sets of inputs, we will require that results be produced within some designated 
time limit [39]. 

 

 

Figure 9: UML component diagram - Dependencies between the components and the 
CargoOptimizer component marked in red color 

 
Figure 9 shows the dependencies between the components and the CargoOptimizer component 
marked in red. We posted it to illustrate which component is currently being tested. 

In the scope of unit performance for RoutingDataFetcher, we tested the following: 

• speed and scalability of the realization of the PSO algorithm for different input sizes, 
• stability of the provided realization of the PSO algorithm. 

3.2.4. End-to-end tests 

End-to-end tests are used to check the functioning of the whole system, checking logic enabled 
for customers. In this case, all dependencies are included in the testing process: the system's 
internal components, read/write operations on files, connections to third-party data providers, 
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and whatever is needed for the provided system. Put bluntly, this kind of testing checks whether 
a provided product fulfills its purpose [40]. 
 

 

Figure 10: UML component diagram – dependencies between the components 
 

Figure 10 shows the dependencies between the components. We mark the components tested 
during the E2E test with a red rectangle. In the scope of this test, we use a client in the form of a 
program that uses a testing framework instead of the graphical user interface to simplify the 
testing process. 

In the scope of unit performance for RoutingDataFetcher, we tested the following. 

• overall connectivity and correctness of the propagated data between system components. 

4. Manual tests 

These tests are conducted without using remarkable testing and frameworks, automating testing 
and making test cases repeatable. Usually, manual tests are performed by company or beta 
testers, which are used to simulate the behaviors of actual customers. It means that what is tested 
is the enabled user interface (mainly graphical user interface), its logic, reliability, and fault-
proofness. An important part of manual testing is the evaluation of user experience [41] – User 
Experience is an area focused on maximizing the comfortability of interfaces enabled for end 
users [42]. 
 

 

Figure 11: UML component diagram - manual tests with a red rectangle 
 

Figure 11 shows the dependencies between the components. We marked the components being 
tested during manual tests with a red rectangle.  

In the scope of these tests, we performed some actions on the level of the graphical user 
interface to test the connectivity of the entire system and enabled the elements of the graphical 
interface.  

Figure 12 shows a manual system test to check if a user can proceed to the next step without 
filling in the required data. Missing data will appear on the screen, so the test was successful. 
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Figure 12: The screenshot shows a manual test. 
 

 

Figure 13: The screenshot shows the test result. 
 

Figure 13 shows a screenshot of a manual test to retrieve information on the optimal order lists 
generated based on previously entered data. 

The test was successful, and two best-order lists were displayed on the screen.  

4.1. Queuing model 

In this report, we also decided to present a queueing model. For analysis, we have selected the 
main component of our service, Cargo Optimizer, because it is the most important to our 
customers.  

To calculate the queuing model factors that allow us to evaluate the operation of our service, 
we decided to simulate the operation and estimate the input data. M/M/c was selected as the 
queueing model. As for the arrival rate λ, we chose a value of 5 requests per second, the service 
rate μ equals 3, and the number of servers m of 2.  



The calculation of coefficients is as follows [43]: 

• utilization of the server (4):  

𝜌 =
𝜆

𝑚 ∗  𝜇
=  0,833 

(4) 

 

• profitability of an empty system (5):  

𝑃0 = 1/ [∑
(𝑚𝜌)𝑛

𝑛!
+

(𝑚𝜌)𝑚

𝑐!  ∗  (1 − 𝜌)2

𝑚−1

𝑛=0

] = 0,091 

(5) 

 

• mean number of customers in the queue (6):  

𝐿𝑞 =
𝑃0 ∗  (𝝀

𝝁)
𝑚

 ∗  𝜌

𝑚!  ∗ (1 −  𝜌)
2

= 3,788 

(6) 

 

• mean wait in the queue (7):  

𝑊𝑞 =
𝐿𝑞

𝜆
= 0,758 

(7) 

 

• mean wait in the system (8):  

𝑊 = 𝑊𝑞 +
1

𝜇
= 1,091 

(8) 

 

• mean number of customers in the system (9): 

𝐿 = 𝜆 ∗  𝑊 = 5,455 
(9) 

 

5. Conclusion 

The intelligent forwarder system is created according to previously planned assumptions. The 
system communicates with external API's and processes data received from them. 
Communication occurs between the components that store data, those that process it, and those 
responsible for displaying it. An essential element of the system is an algorithm based on artificial 
intelligence. It is a particle swarm optimization algorithm whose task is to return the optimal list 
of orders based on the data entered by the user.  

The system implementation also includes many tests. Tests help to prevent unexpected 
operations and make the system safe and optimal.  

The Cargo Optimizer module, which uses elements of artificial intelligence and is the essential 
point of the system, also uses a queueing model. This is to improve the system performance for 
multiple users.  

The system can be improved in the future by using a different algorithm for the cargo 
optimizer. A possible algorithm to use is a genetic algorithm, which operates similarly to the 
current algorithm. The two algorithms can then be compared based on their speed and the quality 
of data obtained. 
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