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Abstract
Agile Development has been an integral part of project management and product development since its formal introduction by the Agile Manifesto in 2001. Subsequently, Agile has rapidly gained in popularity, leading to significant improvements in on-time delivery and managing costs, as well as successful delivery of the required scope for information systems (IS) projects. Agile has even moved beyond the IS domain into other business applications. This success may be tempered somewhat by the gaps in the Agile Development process that still exist, such as a lack of complete understanding of the process or the culture changes necessary to achieve larger benefits and the complexity of integrating Agile-developed products into existing IT infrastructure. However, there is also great promise in extending Agile by incorporating new tools and concepts and applying Agile development to novel and emerging problem domains. This paper proposes a Framework for Agile Development that can be used to explore existing results from Agile development, as well as to identify future possibilities and emphasize the importance of teaching Agile development in order for it to have further influence on practice.
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1. Introduction

Agile Development is an approach to software and information systems (IS) development that emphasizes collaboration with users through an iterative and incremental development process [1]. Agile was created in response to the challenges of the traditional approach, known as the Waterfall method, which was often plan-driven and characterized as a predictive approach. The latter approach required complete, accurate, and approved specifications before development began, and restricted design changes as the project progressed [2].

Today, we are experiencing an expanded use of IS applications in both professional and personal activities. Systems developers continuously strive to embrace the complexities of today’s world, acknowledging the ever-changing technology landscape, which is being accessed by users both within and outside their organizations. The result has made the need for, and positioning of, Agile development even more pronounced. Since Agile has become widely adopted in practice, it is important to consider how to research and teach this important software and information systems development approach [3].
In this paper, we examine the promise of Agile as originally envisioned in the Agile Manifesto [4], the reality and challenges of Agile being applied, and the opportunity to extend the influence of Agile in research, teaching, and practice. To do so, we propose a Framework for Agile Development (hereafter called the Agile Development Framework), which is intended to capture the progression of Agile and to identify future possible research and teaching areas. Figure 1 portrays this Framework. It is intended to provide a general and useful way to understand a phenomenon [5]. The Framework was motivated by the experiences of Agile educators, a review of the current literature, industry reports, consultations with Agile experts, and suggestions of emerging topics as Agile trends for future exploration. In the sections that follow we discuss the three main categories of the Framework—the Promise, the Reality, and the Opportunity for Agile—each of which identifies important topics that deserve to be explored. These guide the remainder of the discussion and presentation of the concepts required for advancing Agile Development. Given the constraints of the presentation format for this paper and the related Workshop we explore only some of the topics in this paper. Our contribution with this framework is to recognize new emerging technologies and increasingly important real-world and global problems that Agile can address as we believe Agile can be applied to a wide range of challenges today. We also seek to inspire the next generation of Agile practice (including educational settings where individuals are trained) to ensure its continued adoption in practice.

Figure 1. Agile Development Framework

2. The Promise of Agile Development

Many aspects of the Agile approach have been in use in systems development since the 1950s and increasingly applied in the 1990s [6]. For example, Spiral Development (1986), Rapid Application Development (1991), the Unified Process (UP) (1994), and Extreme Programming (XP) (1996), among others, all contained features or characteristics now attributed to Agile Development [7,8]. However, the writing and public release of the Agile Manifesto [4] has generally been regarded as the birth of Agile Development [9]. Prior to that time, traditional approaches to IS analysis, design, and development were most often described as top-down decomposition, structured (i.e., sequential), highly detailed, heavily documented, and meticulously managed, and, thus, were considered to be “predictive” and “heavyweight.” The traditional approaches usually assumed functional requirements could be fully and accurately articulated before design activities began [10].

In contrast, Agile development approaches are a broad framework that can be characterized as “lightweight” due to their less-tightly structured development approach and their emphasis on an evolving modular design through iterative and incremental practices. Agile encourages ongoing collaboration with users and dynamic innovation throughout the design, development, and implementation process. Scrum is the most popular type of Agile approach [1], with emphasis on accomplishing the development of a project in small, usually dedicated, teams. Further, the incremental, iterative nature of Agile specifically fosters regular self-reflection—opportunities for improved
collaboration, learning, and adaptation—within the team on how to improve the development process [4, 11].

While traditional methods thrive when developers understand the problem and have a clear vision of the solution or product to be developed, Agile is useful when it is difficult to articulate the full set of requirements or characteristics for a product that is being developed upfront, i.e., there is a need for ongoing product discovery [2]. Preferences and solution options change frequently, close collaboration and rapid feedback is needed from customers, complex problems have unknown solutions, and are ambiguous in scope. The result is the need for an incremental, iterative development process with learning from mistakes [1]. The product’s details can be discovered through iterative design efforts with incremental improvements that progressively add value based on user feedback. The active involvement of the users is intended to lead to a better fit with user needs and preferences. A product design is selected, built, and released with refinements being made based on the feedback that is received from the users, followed by further incremental development, testing, another release to users, and future refinement. This process of continual experimentation, feedback (i.e., failing fast), and learning should ultimately lead to a more successful product. With the digitalization of organizations, rapid growth in demand, and growing expectations from consumers, the need for better and faster approaches to product discovery is continuing to grow in importance. This includes the development of novel products where there is scant knowledge about what an ideal solution looks like. (For more detailed descriptions and discussion of Agile, see [11, 12].)

3. The Reality of Agile Development

Agile development methods have become the status quo approach for developing business-critical software; the transition to Agile development approaches has been very successful with reports of as many as 95% of developers now using at least some Agile features in their digital product development efforts [11]. Recognizing the benefits of Agile development and delivery, other IS design and development approaches have also embraced greater flexibility. For example, in infrastructure, microservices have risen in popularity due in part to the iterative-release nature of software (e.g., continuous delivery) resulting from practices such as Agile [13, 14]. Microservices provide benefits to organizations that adopt it in terms of 1) independence in how multiple software teams can collaborate; 2) better IT alignment with the organization; and 3) flexibility in IT tools used on any given project [15]. Thus, not only is Agile having an impact in software and IS development, its iterative and flexible ethos are also positively impacting other areas of IS. In this section, we look at the current practice and teaching of Agile and identify current trends, gaps, and failures in Agile based on our review of prior research.

3.1. Agile accommodations for practice

There has been further development of Agile methods with new concepts being used in practice. As examples, the DevOps (Development and Operations) concept and large-scale Agile methods are the two leading efforts [16]. DevOps broadens the agile software development approach and includes software operations and ultimately leads to integration into the larger IT infrastructure. Consequently, the software delivery and maintenance process are now end-to-end Agile, closing the gap between software development activities and the handover to software operations. The DevOps team is responsible for the entire software delivery lifecycle. Typically, a DevOps team focuses on the delivery of one or more software products, displaying a cross-functional character by incorporating a business view (e.g., product owner), as well as software developers and operations staff. Consequently, classic project management methods reach their limits, as DevOps teams lack a defined start and end-date and require continuous budgeting, given that the scope now encompasses the development and provision of a software product throughout its complete lifecycle [16, 17].

Coordinating multiple ongoing projects and teams in organizations with Agile is challenging. Therefore, large-scale Agile extends Agile methods to multiple team settings. These frameworks are typically utilized in large organizations involved in large projects and/or multiple programs. Implementing large-scale agile frameworks, such as SAFe (Scaled Agile Framework for the
results in changes to organizational structures, processes, as well as cultural aspects of the organization [18]. Consequently, organizations often aim to achieve organization-wide digital transformations with the help of large-scale agile frameworks [19].

DevOps and large-scale Agile are just two examples of further enhancements of Agile methods. Both methods build upon and leverage the original agile ideas. An example is continuous integration (CI). CI aims to help software developers bridge the gap in software delivery. While this topic is not new to the Agile way of working, the introduction of the DevOps concept allows teams to implement CI in their software delivery lifecycle. Continuous learning and further development of Agile development [16] need to be incorporated into how we teach these skills. One possibility is to focus on the development of T-shaped skills because job roles are shifting from primarily being an emphasis on a specialist toward being a combined specialist in one area plus a generalist in another area [20].

3.2. Navigating gaps and failures in an Agile environment

The Agile approach has revolutionized software development by encouraging flexibility, collaboration, trial-and error (also called “interim mistakes” [1], and short iterative turnarounds. However, beneath some of the beneficial principles of Agile, prior research has identified hidden gaps that lead to miscommunication, a reduced sense of morale, and, too often, a lack of successful iterations [21].

One main failure is the misalignment between the development teams and stakeholders [22]. Although Agile promotes constant cross communication and intentional check-ins with customers these meetings can turn into conversations on additional requirements added to the initial task, i.e., scope creep. With differing priorities and a lack of understanding between the business perspective and a technical background this can cause confusion, irritation, and in turn delayed deployment dates.

Although the flexibility of an Agile environment can have many benefits (i.e., Agile teams are often expected to adjust quickly to changes in priorities and new requirements) it can be challenging for developers. For example, teams can be so immersed in one project, working with one programming language and building relationships with the customer that if priorities shift or development needs require a swift pivot in response to market demands, the developers are the ones feeling a lack of accomplishment since they must make the largest jump to an entirely new project that includes a whole new set of demands.

Furthermore, the rapid iterative nature of an Agile environment too often promotes unsuccessful code deployments, especially since not all development teams have fully automated processes. While automation can help streamline deployment processes, reduce manual overhead, and enable all members of the team to help with testing, it is not a prerequisite to being Agile. Therefore, there can be an incredibly large amount of variability and human error when working in any sort of technical environment. Teams that do not have automated testing must be able to detect when a story will need multiple peer reviews and must, therefore, set aside a substantial amount of time for this. However, when there are deliverables and deadlines that also need to be met, it is difficult to allocate time for every single test case before deployment. This often reduces the quality of the product being built and released. Even when teams have the facilities and time they need, timeboxing them to sprints and pursuing MVPs (Minimum Viable Products) may lead team members to choose easy or quick-to-implement solutions to problems in the present that may require additional resources to address later. This departure from the principle of delivering high-quality products initially may lead to greater technical debt and higher overall costs in the long run.

Despite these challenges Agile can be considered an inviting, transparent, and collaborative work environment. One significant benefit to adopting this methodology is the promotion of knowledge sharing. Planning meetings, retrospectives, and daily standups encourage members of the team to share and explain any issues they are having to the rest of the team. These activities promote reflection periods and the consideration of solutions for future issues that may arise. It provides a chance for the team to come together and learn from one another and promotes a bonding experience and a group mindset of continuous improvement.

While Agile environments may have flaws including miscommunication, low morale, and issues between iterations there are still many positive outcomes to adapting this methodology. There are
challenges but this process provides teams with the ability to collaborate, communicate, and motivate one another to optimize workflow which can lead to long-term success.

3.3. Fostering Agile methodologies in an educational environment

The structure of a classroom cannot compare to the unpredictability and rapid change of an Agile work environment. The transition from theoretical learning to practical application is already a challenge. Students accustomed to the structure and predictability of academic schedules and assignments often find themselves disoriented by the fluidity and rapid change inherent in Agile projects [23]. Exposing students to Agile methodologies in an educational environment will encourage students to iterate design ideas through sprints, embrace change, practice openness, increase collaboration, and improve their ability to pivot from one project to the next. As noted in the Agile Manifesto [4]: “Agile processes harness change for the customer’s competitive advantage.” Integrating Agile values into the education environment will help foster students who will be better able to acclimate to Agile practices.

While the demand for Agile developers and project managers is strong, an “active learning” approach to the Agile methodology within a classroom setting can be challenging, especially at the undergraduate level. Preparing students for the psychological and cultural realities of Agile is pivotal; learning about the Agile way of working early in one’s educational career will help reduce the burden of having to shift mindsets while starting a career. Agile is as much about mindset as methodology, so preparation is essential for swift adoption. Breaking down conventional teaching styles and instead enlightening students on an atypical scholar mindset of fluidity, reflection, and constant communication. It is crucial for educational institutions to keep up with the trends to prepare students for success.

First, the iterative nature of the Agile methodology is time-consuming and difficult to operationalize within a single 50-to-70-minute class session. This makes conducting realistic in-class activities and demonstrations challenging. Second, students may lack the domain knowledge required to apply Agile methods, resulting in hands-on classroom scenarios that have limited realism. Third, employing Agile methods requires students to assume distinct roles, such as Scrum Master, developer, project stakeholder, and product owner; but opportunities to “act out” key roles can be limited, i.e., not everyone may get a chance to play the Scrum Master. The result of these challenges may be a superficial, conceptual understanding of Agile concepts that may not capture all the nuances of being part of an Agile project.

There are three broad areas in which Agile methodologies can be taught through an “active learning” approach, with examples for each area from the information systems education literature. There are several ways to accomplish this.

Strongly scoped activities can familiarize students with specific Agile concepts. These activities may focus on some aspect of Agile development (e.g., estimation) or simplified to fit within a classroom time limit. For example, one Scrum activity required students to perform an origami design and development task in three iterations, including a 5-minute development sprint and a 2-minute Scrum meeting [24]. This allowed their entire activity to be completed within 50 minutes. Although possibly sacrificing some degree of realism, this activity addresses both classroom time limits and students’ domain knowledge limitations.

Agile as a project requirement is another way to introduce Agile concepts, without the class session time constraints. In this scenario, students are given a group development project where adherence to an Agile methodology is part of the assignment. For example, [25] implemented a nine-week development project in a systems analysis and design course by using students’ knowledge from previous courses to keep the focus on applying the Agile methodology. This approach addressed limited student domain knowledge by relying on skills gained from prior courses and “did not require students to learn many new skills” (p. 143). The Scrum Master Role was also rotated among team members each sprint, enabling all students to “act out” this key role.

Integrating agile into the learning process is a third approach to teaching agile concepts. Here, the learning process itself is organized as a series of agile sprints. In their review of the literature, [26] note that IS education increasingly uses “Agile as the method for teaching the content” (p. 275). For
example, [27] had students work in Scrum teams to learn course content, such as case-related activities and exercises, which were organized into a series of sprints. As with [25], the role of Scrum Master was rotated among team members. Their approach also limited the importance of domain knowledge, because agile was the means to acquire knowledge. Sprints spanned multiple days, giving students extended exposure and practice with Agile methods.

4. The Opportunity – Using Novel Technology to Enhance Agile Development

4.1. Agile methodologies in AI and ML projects

The explosion of data and the rise of artificial intelligence (AI) and machine learning (ML) have propelled organizations towards data-driven decision-making. This suggests a shift towards agile methodologies which are known for their flexibility and rapid iteration. Tailoring Agile to analytics and AI, often referred to as Agile Analytics (AA), can harness the power of Agile while drawing the benefits from data science and AI.

Agile Analytics requires the collaboration of a diverse group of professionals who bring specialized skills to the project, including analysts, data engineers, data scientists, and subject matter experts. Implementing practices such as paired programming, shared code ownership, frequent team discussions, and demonstrations are crucial for developing collective solutions [28]. The AA process prioritizes the iterative formulation and refinement of research questions over the detailed up-front problem identification that is typical in traditional software projects [29]. This approach allows for the scope of inquiry to evolve based on new insights from data, aligning with Agile's flexible and adaptive framework. However, directly applying Agile principles to data-centric initiatives can be ineffective.

Teams operating under Agile principles need autonomy and trust, enabling them to experiment, quickly learn from failures, and share knowledge effectively, avoiding the creation of isolated expertise areas. However, unlike in Agile software development where teams are supposed to be fully self-organizing, the teams in AA typically need to be planned because of the specialized and unique skill sets needed.

In an AA context, data input and processes may change drastically due to the dynamic nature of the business problem, whereas in Agile software development, there is typically more stability around the input and the process (program logic). Therefore, data must be made available to analysts precisely when it is needed to address newly emerging questions. The continuous exploration of new data sources is essential for refining analytical models. In the same vein, data scientists in AA engage in experimental comparisons of modeling techniques, such as evaluating the effectiveness of random forests versus neural networks, to determine the most suitable process for data analysis.

Continuous delivery in AA often involves sharing trained models or the results of data analyses rather than the software products typical of conventional Agile projects. This approach, aimed at providing actionable insights to stakeholders in a timely and iterative manner, exemplifies the Agile commitment to delivering value frequently and incrementally. Early and continuous releases of tools and models, even in their preliminary development stages, encourage stakeholder feedback and can inform subsequent development cycles.

Despite the need for specific adaptations, Agile methodologies offer considerable advantages for managing the uncertainties and empirical nature of data analytics and AI projects. The principles of Agile (e.g., embracing change, facilitating rapid feedback, encouraging collaborative efforts, and enabling flexible planning) can aid organizations in navigating the complexities of analytics and AI initiatives, thereby enhancing the potential to derive meaningful value from these endeavors. Tailoring Agile practices to the distinctive challenges and dynamics of data analytics and AI projects can significantly improve project outcomes.

4.2. The potential impact of Generative AI on Agile methodologies: Reshaping software development practices
The dawn of generative artificial intelligence (AI), especially the emergence of large language models (LLMs) (e.g., ChatGPT, Bard, Midjourney), promises a transformative era for Agile methodologies in software development [30]. These sophisticated AI models possess the remarkable ability to generate extensive textual content from prompts, potentially revolutionizing the creative aspects of Agile practices, such as sprint planning and backlog refinement.

At the heart of Agile lies continuous development and feedback loops, fueled by rapid prototyping and experimentation [31]. Generative AI, with its ability to rapidly generate code snippets and design mockups, is poised to streamline this process. [32] propose an AI-assisted Agile methodology for rapid prototyping, highlighting its effectiveness in uncertain environments. This integration can lead to improved product quality and efficacy by facilitating faster iteration and the exploration of diverse design possibilities.

Generative AI's automation potential extends beyond prototyping. By efficiently generating documentation, user stories, and even basic code snippets, it can free up valuable time for Agile team members [33]. This shift in focus allows them to engage in more complex, strategic tasks, maximizing their expertise and contribution to the project. Traditionally, requirement analysis can be a time-consuming and subjective process. However, LLMs offer the potential to streamline this process by rapidly generating detailed specifications from minimal input [34]. This not only increases efficiency but can also enhance clarity and alignment with stakeholder expectations, ultimately leading to the delivery of products that more closely align with meet user needs. This opportunity is potent when organizational focused LLMs (i.e., those trained exclusively on organizational data) are deployed.

The introduction of LLMs may empower product owners within Agile environments to extend their abilities to coding and querying of databases. Product owners can potentially reduce their reliance on developers and database administrators, allowing them to exert greater influence over project outcomes [35]. This shift could reshape traditional roles and responsibilities within Agile teams fostering a more collaborative and autonomous work environment.

While the integration of generative AI into Agile processes holds immense promise, it is crucial to acknowledge the associated challenges. Issues like interpretability, potential biases in AI outputs, and the need for careful validation require careful consideration [36]. Agile teams must adopt a balanced approach to ensure that the contributions of generative AI are accurate, reliable, and ethically sound.

The incorporation of generative AI into Agile methodologies presents a significant opportunity to reshape software development practices. By enhancing creativity, streamlining prototyping and experimentation, automating routine tasks, refining requirement analysis, and redefining team member roles, generative AI has the potential to boost the efficiency and effectiveness of Agile teams. Of course, a balanced and responsible approach is necessary to address the associated challenges and ensure that this technology delivers on its transformative promise. However, by carefully considering the ethical implications and fostering responsible development practices, the industry should be able to unlock the full potential of generative AI in the exciting future of Agile software development.

4.3. Conceptual Modeling in Agile development projects

Conceptual modeling emerged in the 1970s as a phase of IS development that involved conceptualization and representation of the problem to be addressed by IS and the domain the IS sought to represent. Since then, conceptual modeling has proven effective for facilitating and promoting mutual understanding, communication, design, and decision making among the different parties in IS development (e.g., developers, subject-matter experts, target users).

However, conceptual modeling has struggled to remain relevant for Agile development (recall the values of working software over comprehensive documentation and responding to change over following a plan enshrined in the Agile Manifesto [4]). Many Agile practitioners routinely forgo formal conceptual modeling [37]. Research on conceptual modeling for Agile remains scarce, potentially due to the perception that it is practically irrelevant [37, 38, 39, 40]. This is due to two key assumptions in traditional conceptual modeling research and pedagogy that appear to be counter to Agile. First, conceptual modeling is assumed to completely capture the domain of an IS project to guide the design phase (e.g., code, database structures, etc.). This assumption clearly misaligns with Agile, where
relevant facts, requirements, and assumptions emerge over time. Second, much of conceptual modeling assumes the specifications are (semi)formal, in that they precisely and unambiguously define the domain’s scope and relevant domain concepts. This misaligns with Agile where clarity and consensus emerges over time and may never be completely resolved. Furthermore, Agile is often lean, informal, and increasingly embraces hypothesis testing when design choices are unclear [15].

The misalignments between traditional conceptual modeling and Agile create what we call the Agile Conceptual-Modeling Paradox. Both conceptual modeling and Agile seek to improve understanding, communication, design, and decision-making, and both have been shown to be effective at doing so, but they have failed to be used in tandem with one another. As a result, conceptual modeling, which should further enhance Agile methods by facilitating team communication, shared understanding, and process and product documentation, is not being leveraged by the Agile teams. To resolve this paradox, we need to reconsider the traditional conceptual modeling assumptions. These assumptions result from specific ways in which conceptual modeling has been used in the past (e.g., to guide relational database design), and do not fully reflect the potential or the landscape of modern conceptual modeling. The assumptions should be revisited and systematically relaxed, both when teaching conceptual modeling and when conducting conceptual modeling research.

Conceptual modeling can better embrace the uncertainty, evolution, and incomplete nature of domains and the virtues of informal, messy, and casual modeling. Conceptual modeling can support Agile development in many ways. For example, it can be used to facilitate model-driven engineering. Here, modeling is already practiced to a limited extent for rapid prototyping and can be further effective to support cow-code development [41]. These practices can be expanded to general Agile prototyping applications. More generally, conceptual modeling can also be used in Agile to support sense-making, communication, document development choices, guide user interfaces, database design and application functionality. However, the form and function of conceptual modeling probably needs to be updated. Hence, to ensure alignment with Agile values and practices, modeling needs to promote representations and methods that insist on few rules and embrace trial-and error. Such solutions have already been developed, including extremely lean modeling languages and methods, informal modeling, and automated model generation [42, 43].

These approaches can already be considered when teaching Agile. Furthermore, Agile offers an important impetus for further research into these approaches. In particular, the systematic investigations of the benefits and limitations of these approaches for different types of Agile development is an important research opportunity.

Reconsidering conceptual modeling research and pedagogy may make conceptual modeling more relevant for Agile. Conceptual modeling should become more consistent with Agile, while accommodating the uncertain and evolving nature of modern development efforts and domains.

In sum, the increasing complexity, Agile need, and implications for how to expand Agile Development are all in need of consideration for future development and application.

5. Conclusion and Future Outlook

This paper has proposed an Agile Development Framework to serve as a reference to understand Agile development based on its original intent or promise, the reality of its use, and the opportunity for its continued expansion, given increasingly complex applications, new challenges, and the need to guide future work in this important area. Agile development has long been useful for addressing systems development challenges. This paper has examined the past and current uses of Agile, leading to suggestions for how it might progress and be applied in the future. The past includes the origins and notion of Agile as a response to existing, structured methods. The reality of Agile is wide-spread adoption while recognizing Agile-related challenges. With emerging technologies and increasingly important real-world and global problems, there are opportunities to advance Agile for a wide range of development topics. Finally, since Agile has become widely adopted in practice, educational considerations for the next generation of the workforce that will use Agile is important to ensure its continued adoption in practice.

The Framework proposed in this paper has been only partially explored. Although some aspects may not have been fully articulated above, they all deserve further development and deeper examination beyond what has been presented here. Further, it may be necessary to modify or expand the framework
itself. However, we have identified some significant implications for future research on the types of applications to which Agile can be applied, the increasing complexity of the problem applications, and the growing need to expand and apply Agile.
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