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Abstract 
This article presents an in-depth exploration of access control paradigms and policy management 
engines, aiming to provide insights into their functionalities, strengths, and limitations. The study 
examines three prominent access control paradigms: Role-Based Access Control (RBAC), Attribute-
Based Access Control (ABAC), and Relationship-Based Access Control (ReBAC), elucidating their 
principles and real-world applications. Furthermore, the article evaluates major policy management 
engines, including Google Zanzibar, AWS Cedar, and Open Policy Agent (OPA),delineating their 
architectures, purposes, and strengths. Through this comprehensive analysis, key observations emerge 
regarding the evolving landscape of access control mechanisms and the critical role of policy 
management engines in orchestrating access control policies. The findings underscore the importance 
of aligning access control mechanisms with organizational requirements and use case scenarios, while 
also highlighting avenues for further research and experimentation in exploring novel approaches to 
access control and policy management with direct or complementary use of AI.  
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1. Introduction 

The ever-expanding digital landscape necessitates robust mechanisms to safeguard access to sensitive 

information and resources. Access control paradigms and policy management engines emerge as 

indispensable tools in this context, enabling organizations to establish fine-grained control over access 

privileges while mitigating security vulnerabilities and upholding regulatory compliance. 

This article embarks on a comprehensive exploration of these critical technologies. It delves into the 

diverse landscape of access control paradigms, their historical context, and introduces prominent 

models like Role-Based Access Control (RBAC), Attribute-Based Access Control (ABAC), and 

Relationship-Based Access Control (RBAC). Subsequently, the article examines the critical role of 

policy management engines in facilitating the implementation of these paradigms. It delves into the 

functionality and significance of these engines, showcasing specific examples such as Google Zanzibar, 

Open Policy Agent (OPA), and AWS Cedar. 

Through a high-level comparative analysis of these paradigms and engines, this article aims to equip 

readers with a foundational understanding of this crucial facet of cybersecurity and the current state of 

things in the field. This knowledge empowers organizations to make informed decisions regarding the 

selection and implementation of solutions that best align with their specific security needs and 

operational requirements. 

Implementing access control, particularly within a zero trust architecture, serves as a proactive 

defense against a variety of cyber threats, notably ransomware attacks [1]. By adhering to the principle 

of least privilege, access control limits unauthorized access to sensitive data, mitigating the impact of 

ransomware incidents. Additionally, robust access control measures, such as multi-factor 

authentication, bolster defenses against ransomware by restricting unauthorized entry and reducing the 

attack surface. In a zero trust framework, where trust is never assumed, continuous verification of user 

identities and device integrity reinforces security measures, safeguarding critical assets against 

ransomware and other cyber threats [2]. 
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2. Access Control Paradigms 

Access control paradigms serve as foundational frameworks for managing and enforcing authorization 

policies within systems and applications. These paradigms delineate the rules and principles governing 

access to resources based on various attributes such as user roles, attributes, or contextual information. 

The development of access control paradigms has evolved over time, reflecting the growing 

complexity of systems and escalating security concerns. Early efforts focused on simple mechanisms 

like password-based authentication, which later progressed to more sophisticated models offering 

granular control and flexibility. 

Some of the prominent access control paradigms include: 

• Discretionary Access Control (DAC): This traditional model allows the owner of a resource to 

grant access permissions to other users. Emerging in the early days of computing, DAC was well-

suited for smaller, less complex systems. However, its reliance on individual users to manage access 

permissions can lead to scalability challenges and potential security vulnerabilities in larger 

environments 

• Mandatory Access Control (MAC): In contrast to DAC, MAC enforces centrally defined access 

control policies that are pre-determined and not modifiable by individual users. This model, often 

found in military and government systems, prioritizes security over flexibility. However, its 

centralized management can be less adaptable in dynamic and complex environments 

• Role-Based Access Control (RBAC): This widely adopted model assigns users to pre-defined 

roles, with every role containing specific individual permissions. By grouping users who have 

similar access requirements, this method streamlines the management of access. RBAC emerged as 

a response to the limitations of DAC in larger organizations requiring a more structured approach to 

authorization [3] 

• Attribute-Based Access Control (ABAC): This dynamic model grants access based on a 

combination of attributes associated with the user, the resource, the environment, and the requested 

action. This flexibility allows for fine-grained control and policy enforcement based on various 

contextual factors. ABAC emerged as a response to the increasing need for more granular and 

adaptable access control in complex systems with diverse access requirements 

• Relationship-Based Access Control (ReBAC): This emerging model focuses on the 

relationships between entities (users, resources, etc.) when making authorization decisions. Access 

rights are granted based on established relationships, such as ownership, membership in groups, or 

hierarchical structures. ReBAC offers a dynamic and context-aware approach to access control, 

particularly relevant in social network and collaborative environments 

These paradigms have evolved in response to the changing landscape of technology and security 

requirements. RBAC, initially introduced in the 1990s to address the complexities of access 

management in large organizations, laid the groundwork for subsequent advancements in access control 

methodologies. Its flexibility allows it to implement MAC and DAC. ABAC emerged as a response to 

the need for more dynamic and context-aware access control mechanisms, accommodating the 

intricacies of modern computing environments. ReBAC represents a specialized approach tailored to 

organizations where access decisions are heavily influenced by inter-entity relationships and 

dependencies. While these approaches excel at their use cases, they can also be used together to 

complement each other. In the subsequent sections, we will delve deeper into each access control 

paradigm, examining their principles, strengths, and limitations, to provide a thorough understanding 

of their role in shaping access control strategies. 

2.1. Role-Based Access Control (RBAC) 

RBAC is a widely adopted access control paradigm that revolves around the concept of an organization 

and the roles defined in it. Access rights in RBAC are assigned to roles, and roles are then assigned to 

users based on their respective job functions and responsibilities. This hierarchical approach simplifies 

access management and enhances security by following the principle of least privilege, where users are 

granted only the permissions they need for their job. To make the access control management workflow 

easier and more consistent, it is a best practice to create user groups, add users to the respective groups 

and then assign roles to the groups. This way the onboarding/offboarding process is straightforward as 

well as movement of a user between different teams or projects inside an organization. 



 
Figure 1: RBAC architecture 

 

Key concepts in RBAC are: 

• Roles: Represent a collection of permissions associated with a specific job function or 

responsibility within an organization. Examples include Administrator, Editor, Viewer, etc. 

• Users: Individuals who are assigned to one or more roles based on their job responsibilities and 

access requirements. 

• Permissions: Define the specific operations a user can perform on a resource, such as create, 

view, edit, delete, etc. 

• Resources: Represent entities within the system that require access control, such as files, data, 

applications, services, etc. 

RBAC  model has several upsides that make it a preferred choice for access management within 

organizations. Firstly, its simplicity streamlines access control by organizing permissions into roles, 

significantly reducing administrative overhead and complexity. This structured approach also enhances 

scalability, allowing for seamless adaptation to organizational growth. With RBAC, new users can 

effortlessly be added to existing groups with pre-assigned roles, while the creation of new roles can be 

easily accommodated as organizational needs evolve. Furthermore, RBAC promotes consistency in 

access control policies throughout the organization, ensuring uniformity and minimizing the likelihood 

of errors or discrepancies. Lastly, RBAC enhances security by enforcing the principle of least privilege, 

thereby reducing the risk of unauthorized access and potential security breaches. 

While RBAC offers significant benefits, it also presents several limitations that organizations should 

consider. The practical implementation of RBAC in real-world scenarios presents several challenges, 

notably the issue of role explosion. This occurs when the number of roles becomes excessively large 

and unmanageable, complicating the administration and efficiency of the access control system. It 

makes managing a multitude of roles challenging and can lead to a significant administrative overhead. 



Aaron Elliott and S. Knight (2010) [4] highlight this problem and propose new approaches based on 

real-world practices to mitigate it. Secondly, role maintenance, including tasks such as role creation, 

modification, and deletion, can be time-consuming and resource-intensive, particularly in environments 

with high dynamics. Additionally, RBAC may exhibit limited flexibility in accommodating dynamic 

access control requirements or complex authorization scenarios involving contextual attributes or 

relationships. Lastly, there is a potential for abuse, as improperly defined roles or assigning users to 

inappropriate roles can introduce security vulnerabilities, underscoring the importance of careful role 

management practices. 

Another significant challenge in RBAC implementation is adapting the system to context-sensitive 

environments, such as cloud and fog networks, where dynamic access control is crucial. A.S.M. Kayes 

et al. (2020) [5] discuss these context-aware access control mechanisms, noting the difficulties in 

applying traditional RBAC systems effectively in such rapidly changing settings. They suggest 

enhancements to address these issues, providing a detailed taxonomy of solutions based on real-world 

application case studies. These studies illustrate both the potential and the complexities of RBAC 

systems, emphasizing the need for continuous adaptation and innovation to overcome practical barriers 

in diverse operational contexts. 

RBAC's simplicity, scalability, and security benefits have cemented its position as a foundational 

access control paradigm in many organizations and cloud environments. However, as computing 

environments evolve, organizations may supplement RBAC with more dynamic and context-aware 

access control mechanisms to address emerging challenges, requirements. 

RBAC simplifies permission management by assigning permissions to roles rather than individuals, 

yet it faces specific challenges and potential vulnerabilities. The phenomenon of role explosion, where 

the number of roles grows unwieldy, can complicate the management and increase the risk of errors 

and security gaps. RBAC's static nature does not account for contextual factors, potentially leading to 

over-privileged accounts and security risks. Furthermore, RBAC may struggle with enforcing complex 

segregation of duties (SoD) policies, increasing the risk of fraud or misuse if roles are not meticulously 

defined. Administrative overhead is another concern, as managing a large number of roles and 

permissions can become labor-intensive and prone to delays, impacting both security and operational 

efficiency. Finally, scalability issues can arise as the system expands, potentially leading to 

inconsistencies in enforcing security policies across an organization. 

Mitigating these vulnerabilities in RBAC involves regular audits of roles and permissions, 

implementing role hierarchies to streamline management, utilizing automated tools to reduce errors, 

and potentially integrating RBAC with dynamic models like ABAC or ReBAC to enhance flexibility. 

Such strategies help maintain security and efficiency in RBAC systems, even as organizational 

complexity grows. 

2.2. Attribute-Based Access Control (ABAC) 

Attribute-Based Access Control (ABAC) is a flexible, extensible and dynamic access control paradigm 

that grants or denies access based on a combination of attributes associated with various entities and 

the requested action. These attributes can include: 

1. Subject attributes: Characteristics of the user, such as job title, department, location, security 

clearance, etc. 

2. Object attributes: Characteristics of the resource being accessed, such as data classification 

level, creation date, location, etc. 

3. Action attributes: Characteristics of the operation being requested, such as read, write, delete, 

etc. 

4. Environment attributes: Contextual factors like time of day, network location, device type, etc. 



 
Figure 2: ABAC architecture 

 

While the concept of ABAC existed for many years, it was endorsed by the Federal Chief 

Information Officers Council in 2011 as a model to adopt from considering growing complexity of 

systems and the need for more granular and adaptable access control [6] compared to traditional models 

like RBAC. While RBAC simplifies access management, it can be less flexible in dynamic 

environments where user and resource attributes are constantly changing as shown in Figure 2. The 

main concepts in ABAC model are: 

• Attributes: Represent characteristics associated with users, resources, actions, and the 

environment. 

• Policies: Define the access control rules based on the combination of relevant attributes. These 

policies dictate which combinations of attributes grant or deny access for specific actions on specific 

resources. 

• Policy Engine: Analyzes the attributes of the user, resource, action, and environment to evaluate 

the applicable policies and make an access decision (grant or deny). 

ABAC offers several strengths that make it a compelling approach to access control within 

organizations. Firstly, ABAC facilitates fine-grained control by allowing for highly granular access 

control based on various contextual factors, which are represented as attributes. This enables 

organizations to tailor access policies with precision, accommodating diverse scenarios and 

requirements. Secondly, the dynamic nature of ABAC enhances flexibility, as it enables the system to 

adapt to changing access requirements without the need to modify pre-defined roles. This adaptability 

simplifies the management of access control policies, particularly in dynamic environments where 

access needs may evolve rapidly. Lastly, ABAC can contribute to improved security by enabling the 

enforcement of more complex and nuanced access control policies. By considering multiple attributes 

and factors, ABAC can mitigate risks more effectively compared to simpler access control models, 

thereby enhancing overall security posture. 

While ABAC offers significant advantages, it also presents certain concerns that organizations 

should consider. Firstly, managing and enforcing ABAC policies can be more complex compared to 

RBAC, primarily due to the dynamic nature of attributes and the requirement for robust policy engines. 

The dynamic nature of attributes introduces complexity in policy definition and enforcement, 

potentially leading to increased administrative overhead depending on the implementation. Secondly, 

evaluating complex ABAC policies can incur performance overhead compared to simpler access 

control models. The need to consider multiple attributes and factors during policy evaluation may result 



in additional processing time, impacting system performance, particularly in high-throughput 

environments. Therefore, organizations implementing ABAC should carefully consider these potential 

challenges and ensure adequate resources and processes are in place to address them effectively. 

The practical implementation of Attribute-Based Access Control (ABAC) in various real-world 

scenarios reveals several challenges, primarily associated with the complexity and dynamism of modern 

environments. ABAC systems, while flexible and powerful, often struggle with the nuanced 

requirements of fine-grained access control, particularly in complex infrastructures like cloud and fog 

networks, as well as IoT systems. A notable issue highlighted in studies such as by A.S.M. Kayes et al. 

[5] and S.C. Hubli and G.P. Potdar [7], is the management of attributes that dynamically change with 

context, complicating the enforcement of access policies across different scenarios. 

Moreover, the integration of ABAC in environments like smart homes or  military applications, as 

discussed by G. Goyal, P. Liu, and S. Sural [8],  demonstrates challenges related to scalability and 

performance, where  the systems must efficiently manage a vast number of attributes without  

compromising on security or operational speed. These challenges are  compounded in settings that 

require robust security measures against  evolving threats and complex, frequently changing access 

rules. The  research by S. Parkinson and S. Khan [9] further illuminates these issues,  pointing out that 

real-world applications of ABAC still face significant  hurdles in terms of policy management and the 

real-time processing of  attributes, emphasizing the need for ongoing development to enhance the  

practicality and effectiveness of ABAC systems. 

ABAC offers flexibility and granularity in managing access based on attributes, but it also comes 

with potential vulnerabilities. The complexity of managing a large number of detailed policies can lead 

to misconfigurations and security loopholes, while the performance impact of dynamic attribute 

evaluation can affect system efficiency and scalability. Additionally, the integrity of the attributes is 

crucial; any compromise can lead to incorrect access decisions, potentially allowing unauthorized 

access and data breaches. ABAC systems are also susceptible to insider threats, as knowledgeable 

insiders could manipulate attributes or exploit policy gaps. Furthermore, ensuring compliance with 

regulatory requirements can be complex due to the dynamic nature of ABAC policies, posing additional 

challenges in proving consistent compliance across all scenarios. 

To mitigate these vulnerabilities, organizations should develop robust policies, perform rigorous 

testing, ensure accurate and secure attribute management and verification, optimize performance, and 

regularly monitor and review ABAC systems. These measures help maintain the system's integrity and 

compliance while harnessing ABAC's potential for dynamic and flexible access control. 

Overall, ABAC offers a powerful and versatile approach to access control, especially in complex 

environments and scenarios requiring fine-grained control and dynamic rules [10]. However, the 

increased complexity requires careful consideration of its implementation and ongoing management. 

2.3. Relationship-Based Access Control (ReBAC) 

Relationship-Based Access Control (ReBAC) is an access control paradigm that considers the 

relationships between entities within an organization when making access control decisions. Unlike 

traditional access control models that primarily focus on user roles or attributes, ReBAC takes into 

account the relationships between users, resources, and other entities to determine access permissions 

[11]. Key concepts and components of ReBAC include: 

• Relationship Definition: ReBAC begins with the identification and definition of relationships 

between entities within an organization. These relationships can include hierarchical relationships 

(e.g., supervisor-subordinate), team-based relationships (e.g., project team membership), or custom-

defined relationships based on organizational structure or business processes. 

• Relationship-Based Policies: Access control policies in ReBAC are defined based on the 

relationships between entities. These policies specify the conditions under which access is granted 

or denied based on the nature and characteristics of the relationships between users, resources, and 

other entities. 

• Contextual Access Control: ReBAC incorporates contextual information and relationship 

dynamics into access control decisions. Access permissions may vary based on the specific 

relationships between entities, the nature of the access request, and the contextual environment in 

which the request is made. 

• Fine-Grained Control: ReBAC offers fine-grained control over access permissions based on 

relationship attributes and characteristics. Organizations can define complex access control policies 



that reflect the nuances of relationships within the organization, enabling precise control over access 

to resources. 

 
Figure 3: ReBAC architecture 

 

ReBAC boasts several strengths that make it a formidable approach to access control within 

organizations. Firstly, it offers granular and comprehensive access control by providing precise control 

over access permissions based on the relationships between entities. This capability enables 

organizations to enforce tailored access control policies aligned with specific relationship dynamics, 

enhancing security and compliance. Secondly, ReBAC incorporates context awareness into access 

control decisions, allowing organizations to consider relationship dynamics, organizational structure, 

and business processes when granting or denying access. This contextual understanding enhances the 

accuracy and relevance of access control decisions, bolstering overall security posture. Additionally, 

ReBAC exhibits adaptability to changing organizational structures and relationship dynamics, enabling 

organizations to adjust access control policies dynamically as relationships evolve over time. This 

flexibility ensures that access control remains aligned with organizational needs and evolving business 

requirements. Moreover, ReBAC excels in environments where relationships play a significant role in 

access control, such as social media platforms or collaborative workspaces, providing improved control 

and security in such contexts. Lastly, ReBAC policies offer flexibility in capturing various types of 

relationships, allowing organizations to tailor access control based on specific contexts and 

requirements, further enhancing precision and effectiveness in access control enforcement. 

Despite the notable strengths and a completely different approach to access control, ReBAC also 

presents several limitations that organizations should consider. Firstly, implementing ReBAC can be 

complex, especially in organizations with intricate relationship structures and dynamic relationship 

dynamics. Sophisticated policy management and enforcement mechanisms may be necessary to 

effectively implement ReBAC, adding complexity to the access control framework. Secondly, 

improperly defined relationships or policies can lead to unforeseen access control outcomes, potentially 

compromising security and compliance. Additionally, ReBAC requires capturing and representing 

various types of relationships, which may pose challenges in accurately modeling complex relationship 

dynamics. Furthermore, relationship management, including capturing and managing relationship data 

and ensuring consistency across systems, can be challenging, particularly in distributed or 

heterogeneous environments. Lastly, the dynamic evaluation of relationship-based policies in real-time 

may introduce performance overhead, particularly in high-throughput environments or systems with 



large numbers of relationships, impacting system performance and responsiveness. Therefore, 

organizations considering the adoption of ReBAC should carefully assess these limitations and ensure 

appropriate strategies are in place to address them effectively. 

The practical implementation of Relationship-Based Access Control (ReBAC) in real-world 

scenarios encounters several significant challenges, primarily arising from the complexity and dynamic 

nature of the relationships it needs to manage. One of the primary difficulties is the policy definition 

complexity, as highlighted by C. Arora (2022) [12]. This study discusses the challenges such as solving 

homomorphism problems that emerge when defining and enforcing relationships within access control 

frameworks, especially in settings where relationships can dynamically change, thus complicating the 

access control process. 

Moreover, the scalability of ReBAC in distributed systems like IoT, blockchain, and cloud 

environments presents another layer of complexity. L. Golightly et al. (2023) [13] explore these 

challenges in the context of IoT, emphasizing issues related to policy management, enforcement 

efficiency, and the system’s ability to handle a vast network of dynamic relationships without 

performance degradation. Similarly, ASM Kayes et al. (2020) [5] point out the difficulty in expressing 

and managing access control policies that effectively capture the fluid nature of user relationships and 

roles within decentralized networks such as cloud and fog computing environments. These 

environments require a more flexible and scalable approach to access control, which current ReBAC 

implementations struggle to provide. 

These studies collectively indicate that while ReBAC is theoretically robust in utilizing relationships 

for access control, its practical application is often hindered by issues related to complexity in policy 

formulation, scalability, and the dynamic management of relationships in high-demand environments. 

Managing complex and dynamic relationships within large organizations can become cumbersome 

and error-prone, leading to potential misconfigurations and security breaches. Additionally, ReBAC 

systems face scalability challenges as they must update access rights in real-time based on changing 

relationships, which can strain system resources and lead to latency issues. 

The specification and enforcement of ReBAC policies are complex due to the intricate, multi-layered 

nature of relationships and their context dependency. Any inaccuracies or manipulations in relationship 

data can compromise access control decisions, leading to unauthorized access and increasing the risk 

of insider threats. Furthermore, the fluidity of ReBAC makes auditing and compliance particularly 

challenging, as demonstrating consistent application of access controls in a continually adapting 

environment can be difficult. To mitigate these vulnerabilities, organizations should implement robust 

management tools for relationships, sophisticated policy evaluation engines, and extensive auditing 

features to maintain continuous integrity and compliance in the ReBAC system. 

As shown in Figure 3, User A is assigned the role Owner of Files folder, which means he is also the 

owner of every file and folder for which Files is the parent folder. ReBAC's focus on relationships 

between entities within an organization offers a unique perspective on access control, enabling 

organizations to enforce fine-grained access control policies that reflect the nuances of relationship 

dynamics. By considering relationships alongside user roles and attributes, ReBAC enhances security 

and enables organizations to enforce more context-aware and adaptable access control policies.  

 

3. Overview of Major Policy Management Engines 

In the realm of access control and authorization, policy management engines play a crucial role in 

enforcing access control policies and facilitating the implementation of various access control 

paradigms. A policy management engine can be defined as a software component or system that is 

responsible for the administration, enforcement, and evaluation of access control policies within an 

organization's IT infrastructure. 

The primary purpose of policy management engines is to provide a centralized platform for defining, 

managing, and enforcing access control policies across diverse computing environments. These engines 

enable organizations to translate high-level security requirements and access control policies into 

actionable rules and mechanisms that govern access to resources. 

Policy management engines facilitate the implementation of access control paradigms such as 

RBAC, ABAC, and ReBAC by providing the necessary infrastructure for policy definition, evaluation, 

and enforcement. 



Policy management engines have evolved in response to the growing complexity of IT 

environments, the proliferation of access control paradigms, and the increasing demands for fine-

grained access control. Initially, access control policies were often implemented through ad-hoc 

mechanisms embedded within individual applications or systems, leading to fragmented and 

inconsistent access control practices. 

As organizations recognized the need for centralized policy management and enforcement, 

dedicated policy management engines began to emerge. These engines provided standardized interfaces 

and tools for defining, managing, and enforcing access control policies across heterogeneous IT 

environments. 

Over time, policy management engines have evolved to incorporate features such as policy modeling 

languages, policy evaluation engines, and integration with identity and access management (IAM) 

systems. Modern policy management engines leverage technologies such as machine learning and 

artificial intelligence to enhance policy enforcement and adaptability to changing access control 

requirements. 

Policy management engines are utilized across various industries and sectors, including healthcare, 

finance, government, and e-commerce, to enforce access control policies and ensure compliance with 

regulatory requirements. These engines are often integrated with existing IT infrastructure, including 

directory services, authentication systems, and application servers, to provide seamless access control 

enforcement across the organization. 

The future of policy management engines is likely to be shaped by advancements in areas such as 

cloud computing, AI, Internet of Things (IoT), and edge computing. As organizations embrace 

distributed and hybrid IT environments, policy management engines will need to evolve to support 

dynamic and scalable access control mechanisms that span across disparate computing platforms and 

environments.  

Additionally, the convergence of access control, identity management, and security analytics is 

expected to drive the development of more intelligent and context-aware policy management engines 

that can adapt to evolving threat landscapes and user behavior patterns. As organizations grow, get more 

complex and dynamic and operate at ever-increasing scale, AI is going to be a key part of such systems 

in the future. 

3.1. Open Policy Agent (OPA) 

Open Policy Agent (OPA) emerged as a notable solution for policy-based authorization in the context 

of modern, cloud-native architectures and microservices. Developed against the backdrop of evolving 

cloud-native technologies and the challenges inherent in managing access control in distributed 

systems, OPA embodies a departure from traditional access control mechanisms towards a more 

declarative and flexible approach. [14] 

The genesis of OPA lies in the recognition of the limitations of existing access control mechanisms 

in addressing the complexities of cloud-native environments. As organizations embraced microservice 

architectures and containerization, the need for a unified and adaptable policy enforcement solution 

became apparent. OPA's development represents a response to this growing demand for a policy engine 

capable of addressing the dynamic and heterogeneous nature of modern computing environments. 

Advantages of leveraging OPA include its utilization of Policy-as-Code (PAC), where policies are 

defined through Rego code, providing all the benefits associated with code, such as versioning, reviews, 

and auditing. OPA also supports fine-grained permissions, accommodating RBAC, ABAC, and ReBAC 

(with certain adjustments), thus enabling granular permissions management. Furthermore, OPA offers 

a high degree of flexibility and extensibility, empowering organizations to tailor access control policies 

to their specific requirements and use cases. With a robust open-source community and widespread 

adoption across various industries, OPA benefits from continuous development and contributions, 

ensuring ongoing enhancements and improvements. Moreover, OPA's architecture is engineered for 

scalability and performance, leveraging in-memory caching to scale efficiently and deliver optimal 

performance. 

Using OPA may also entail certain disadvantages. Firstly, there is a learning curve associated with 

mastering the Rego policy language and understanding OPA's functionalities, which may be 

challenging for users unfamiliar with declarative policy languages and policy-based authorization 

concepts. Secondly, operational complexity may arise when managing and maintaining OPA instances 

in production environments, especially in distributed or heterogeneous environments with multiple 



OPA instances and policy repositories. This complexity can pose challenges in ensuring consistency 

and efficiency across OPA deployments, requiring careful planning and management to mitigate 

potential issues. 

Additional factors to consider include the complexity associated with real-time policy updates, the 

reliance on multiple data sources in rules, which often requires bundling not easily achieved, and the 

synchronization challenges of multiple OPA instances when operating more than one concurrently. 

While OPA alone does not directly address these challenges, they can be effectively resolved by 

leveraging OPAL [15] in conjunction with OPA. OPAL serves as an administrative layer atop OPA, 

facilitating real-time updates and offering solutions to address synchronization issues. 

In conclusion, OPA is a well-established and broadly used solution that provides substantial benefits 

including versatility, separation of code and policy, ability to integrate with various systems, and policy 

evaluation done in an efficient manner. When enhanced with OPAL, OPA becomes even stronger, 

successfully tackling further complexities found in intricate access control settings. 

3.2. AWS Cedar 

Cedar, recently released by AWS in open-source, is a policy-as-code language that is designed to 

enhance management of IAM and access control processes. It offers a well-organized and scalable 

approach to permissions management, particularly impactful for application-level permissions 

management. 

Cedar presents several advantages that contribute to its effectiveness in access control management 

within organizations. Firstly, akin to OPA, Cedar adopts a policy-as-code paradigm, employing a policy 

language for defining access control policies. This approach facilitates the treatment of policies as code, 

enabling versioning, auditing, and transparent review processes, thereby enhancing policy management 

practices. Secondly, Cedar prioritizes readability in its design, ensuring accessibility for both technical 

and non-technical team members. This emphasis on readability fosters collaboration and understanding 

across diverse teams within an organization. Additionally, Cedar adopts a structured and safety-oriented 

design approach [16], emphasizing safety by default. This commitment to security  and correctness 

provides confidence through development practices guided by verification. Furthermore, Cedar is 

specifically designed for application-level authorization, catering to the unique access control 

requirements within applications [17]. Its design ensures effective enforcement of permissions at the 

application level, thereby enhancing security and compliance. Lastly, Cedar supports a variety of access 

control paradigms, including RBAC, ABAC, and ReBAC, enabling granular permissions management 

to accommodate diverse use cases and access control requirements effectively. 

Although Cedar boasts significant benefits, it also entails certain drawbacks that organizations need 

to take into account. Firstly, Cedar currently lacks an extensive ecosystem of tools and modules 

compared to more established policy languages. This constraint could require extra work or custom 

solutions for particular tasks, which may affect the efficiency of policy management workflows. 

Additionally, given that it is a newly introduced policy language, Cedar boasts an active yet smaller 

community compared to, for instance, OPA. This smaller community might lead to less documentation, 

resources, and support available from community channels, which could present challenges for 

organizations needing help with Cedar-related initiatives. Therefore, organizations considering the 

adoption of Cedar should carefully assess these limitations and ensure appropriate strategies are in place 

to address them effectively. 

3.3. Google Zanzibar 

Google Zanzibar represents a pivotal advancement in access control systems, developed by Google to 

address the complex access control requirements of its distributed services and platforms. Originating 

from Google's internal needs for a scalable, centralized access control solution, Zanzibar was designed 

to meet the challenges posed by Google's vast and diverse ecosystem of services, users, and resources. 

Zanzibar possibly draws its name from the historic island known for its significance as a trading 

hub, reflecting its role as a central hub for managing access control policies across Google's services 

and infrastructure. Historically, Google utilized a decentralized approach to access control, where each 

service managed its own access policies. However, as the company's services and user base grew 

exponentially, this decentralized model became increasingly challenging to manage and scale 

effectively. 



Google Zanzibar represents a departure from this decentralized model, offering a centralized, 

globally-distributed access control system capable of managing access policies for millions of resources 

and users across Google's infrastructure. By consolidating access control policies into a unified system, 

Zanzibar enables Google to enforce consistent, fine-grained access control across its services, while 

also providing scalability, fault tolerance, and adaptability to changing access requirements [18]. 

Google Zanzibar has several advantages that contribute to its effectiveness in access control 

management within large-scale distributed environments. Firstly, it offers centralized access control, 

providing a unified platform for managing access control policies. This centralized approach enables 

consistent enforcement of access policies across distributed services and platforms, enhancing security 

and compliance. Secondly, Zanzibar is designed to scale seamlessly to handle millions of policy 

evaluations per second, catering to Google's vast ecosystem of services and users. This scalability 

ensures that access control remains efficient and responsive even as the organization grows. 

Additionally, Zanzibar employs a globally-distributed architecture with built-in fault tolerance 

mechanisms, ensuring high availability and reliability of access control services. This fault tolerance 

enhances system resilience and minimizes the risk of service disruptions. Lastly, Zanzibar enables fine-

grained access control, allowing Google to define and enforce access policies based on diverse 

attributes, relationships and conditions. This granularity enables precise control over access 

permissions, enhancing security and enabling organizations to tailor access policies to specific 

requirements and use cases. 

On the other hand, Zanzibar has several drawbacks for consideration. Firstly, Zanzibar is a 

proprietary system developed by Google for internal use, which limits its accessibility and 

interoperability with non-Google systems. This proprietary nature may hinder organizations seeking to 

integrate Zanzibar into their own infrastructure or collaborate with external partners. Secondly, external 

documentation and insights into Zanzibar's architecture and implementation details are limited, making 

it challenging for organizations to gain a comprehensive understanding of the system and its 

capabilities. This limited documentation may impede broader adoption outside of Google's ecosystem. 

Lastly, organizations leveraging Zanzibar may face vendor lock-in, as the system is tightly integrated 

with Google's internal infrastructure and services. This dependency on Google's ecosystem may restrict 

organizations' flexibility and ability to migrate to alternative solutions in the future. Therefore, 

organizations considering the adoption of Zanzibar should carefully evaluate these limitations and 

weigh them against the system's advantages. 

Implementing a graph based on Google Zanzibar into the cloud environment adds complexity, 

frequently depending on hosted services. This reliance can raise concerns regarding latency and 

scalability, as dependencies on external services may impact system performance and introduce 

additional points of failure. Moreover, graph-based systems such as Zanzibar might encounter 

deployment challenges at the edge owing to their large size and non-local characteristics. These 

limitations could hinder their effectiveness in edge computing environments, where low latency and 

efficient access control are essential. 

Compared to other policy management engines, Google Zanzibar distinguishes itself through its 

centralized, globally-distributed architecture tailored for large-scale, distributed services. While OPA 

offers flexibility and extensibility through its open-source nature, and AWS Cedar provides seamless 

integration with AWS services, Zanzibar excels in scalability, fault tolerance, and fine-grained access 

control tailored for Google's unique infrastructure and requirements. 

Google Zanzibar represents a groundbreaking approach to access control, addressing the scalability 

and complexity challenges inherent in managing access policies for large-scale, distributed systems. 

While proprietary in nature, Zanzibar's design principles and architectural innovations offer valuable 

insights and lessons for the broader community in developing scalable and resilient access control 

solutions for modern computing environments. Many other authorization engines were inspired by 

Zanzibar, such as SpiceDB [19]. 

3.4. Integration with existing infrastructure 

Integrating RBAC, ABAC, and ReBAC within existing IT infrastructures involves adapting these 

access control models to meet the complex requirements of modern technological environments. The 

study by M. Penelova (2021) [20] discusses how these models can be applied to enhance security in 

enterprise software systems. RBAC's role-based restrictions, ABAC's attribute-based flexibility, and 

ReBAC's relationship-oriented permissions each offer unique advantages depending on the specific 



needs of an organization. The integration often requires careful planning to align with existing security 

policies and IT architecture while ensuring scalability and adaptability to future changes. Integration 

involves mapping organizational roles to access permissions, ensuring that these roles reflect actual job 

functions and access needs within the IT infrastructure. RBAC should be implemented with a central 

administration point that manages role assignments and permissions, facilitating updates and 

maintenance. For ABAC, the focus is on defining attributes (such as department, time of access, and 

type of data accessed) that control access decisions. Integration requires setting up a policy enforcement 

point that dynamically evaluates attributes against policies before granting access. This might involve 

modifying existing data schemas to include necessary attribute data. ReBAC requires identifying and 

managing relationships between entities (like user-to-user or user-to-data relationships) within the IT 

system. Integration can be complex, involving the creation of a relationship graph that must be 

maintained and referenced by the access control system. Existing applications might need to be 

extended to support these access control models or, in case it is not possible, a middleware application 

can be implemented to handle access control. 

The survey by L. Golightly et al. (2023) [13] extends the discussion to distributed systems such as 

cloud services, blockchain, IoT, and Software Defined Networks (SDN). These environments pose 

additional challenges due to their decentralized nature and the dynamic interactions between their 

components. The study highlights how RBAC, ABAC, and ReBAC need to be adapted to manage 

access control efficiently in these settings, focusing on the need for models that can dynamically adjust 

to changes in user roles, attributes, and relationships without compromising the security or performance 

of the system. This could involve automated tools to monitor changes in the operational environment 

and adjust access controls accordingly. Additionally, in distributed systems, central management of 

access controls might not be feasible. Instead, a distributed approach where each node or service 

manages its own access controls based on synchronized policies could be more effective. 

Furthermore, J. Park et al. (2021) [21] explore the application of these access control models in smart 

environments, where the integration of IoT and cloud computing introduces new dimensions of 

complexity. Their work discusses the principles of next-generation access control systems that not only 

secure but also enhance the functionality and user collaboration in smart infrastructures. The integration 

of RBAC, ABAC, and ReBAC in these systems is shown to be critical in managing diverse and 

dynamically changing access requirements while maintaining a high level of security. Access control 

systems need to be integrated with cloud-based services and IoT devices. This includes the ability to 

handle the high volume of access requests typical in these environments and ensuring that access control 

decisions are made swiftly to avoid delays in service. In smart environments, access control systems 

need to manage not only user access but also device interactions. This requires policies that can handle 

complex scenarios where devices act on behalf of users or interact with other devices autonomously. 

3.5. Summary 

After examining three prominent policy management engines, namely Google Zanzibar, Open Policy 

Agent (OPA), and AWS Cedar, each offers distinct features and functionalities tailored to specific use 

cases and organizational requirements. 

Google Zanzibar stands out for its centralized access control system, designed for large-scale, 

distributed services. Its strengths lie in scalability and fault tolerance, making it ideal for organizations 

operating expansive, complex ecosystems where centralized access control is paramount. However, its 

proprietary nature and limited external documentation may pose challenges for organizations seeking 

interoperability and comprehensive understanding outside of Google's infrastructure. 

Open Policy Agent (OPA) offers unparalleled flexibility and extensibility, empowering 

organizations to define and enforce access control policies across diverse cloud-native environments. 

Its open-source nature, coupled with a vibrant community, makes it suitable for organizations 

prioritizing flexibility and community-driven development. OPA excels in scenarios where fine-grained 

control and policy-as-code capabilities are essential, such as Kubernetes-based environments and 

microservices architectures. 

AWS Cedar, recently released as an open-source solution by AWS, introduces a structured approach 

to IAM management and access control. It offers a seamless integration with AWS services and 

prioritizes readability and safety in policy enforcement. Cedar is well-suited for organizations heavily 

invested in the AWS ecosystem, particularly those requiring application-level authorization and 

compliance management within AWS environments. Having said that, it is not entirely AWS specific. 



The project is currently available in open source as a collection of repositories and can be self-hosted 

using cedar-agent. 

In summary, the choice of policy management engine should align with organizational requirements, 

system architecture, and cloud platform preferences as described in Table 1. Google Zanzibar is 

recommended for organizations with extensive, distributed infrastructures requiring centralized access 

control. OPA is suitable for organizations seeking flexibility, extensibility, and community support in 

managing access control policies across diverse cloud-native environments. AWS Cedar is ideal for 

organizations heavily reliant on AWS services, prioritizing readability and structured IAM management 

within AWS environments. Careful consideration of each engine's strengths and limitations is essential 

to selecting the most suitable solution for specific use cases and organizational needs. 

 

Table 1 
Policy management engines comparison table 

Key Areas Open Policy Agent  AWS Cedar Google Zanzibar 

Open Source Yes Yes No (but alternative 
implementations are 
available) 

Ability to self-host Yes Yes No 
Supported access 
control paradigms 

RBAC, ABAC, ReBAC 
(with additional 
coding) 

RBAC, ABAC, ReBAC ReBAC 

Language Rego (Go-based) Cedar (Rust-based) ZCL 
Authorization type Policy as code (PAC) Policy as code (PAC) Graph-based 
Scale Scalable (with OPAL) Scalable Huge 
Data volume Lower Lower Higher 
Performance Higher Higher Lower compared to 

policy as code 
Policy complexity Higher Higher Lower 
Deployment at edge Supported Supported Infeasible due to size 
Advantages Policy as code, 

performance, 
adoption 

Policy as code, 
application level 
policies, readability 

Best fit for hierarchies 
and nested 
relationships, scale 

Disadvantages Learning curve, hard to 
use in production 
without OPAL 

Limited tooling, 
community size, 
adoption 

Cannot be deployed 
locally due to size, 
ReBAC only 

Ease of Updates Highly flexible (with 
OPAL) 

Highly flexible Less flexible 

Deployment Standalone Standalone or as part 
of AWS services 

Not available as a 
standalone 
deployment or service, 
although open source 
implementations exist 

4. AI Applications in access control space 

The application of Artificial Intelligence in the access control space holds significant promise for 

revolutionizing how organizations manage and enforce access policies within their digital ecosystems. 

Traditional access control mechanisms, while effective, often struggle to adapt to the increasingly 

dynamic and complex nature of modern computing environments. As organizations embrace cloud 

computing, microservices architectures, and distributed systems, the need for adaptive, intelligent 

access control solutions becomes more pronounced. AI can be leveraged in various ways for access 

control and policy management. 

Some potential use cases include: 



1. User and Entity Behavior Analytics (UEBA): AI can be used to establish baseline behavior 

patterns for users, devices, and applications within an organization. By continuously monitoring and 

analyzing activity logs, AI algorithms can detect anomalous behavior that deviates from the 

established baselines, potentially indicating unauthorized access attempts or policy violations. This 

can help identify insider threats, compromised accounts, or malicious activities. 

2. Automated Policy Management: AI can assist in the creation, review, and maintenance of 

access control policies. It can analyze existing policies, identify inconsistencies, redundancies, or 

gaps, and suggest improvements. AI can also be used to automatically generate and update policies 

based on organizational requirements, industry regulations, and best practices. 

3. Intelligent Access Governance: AI can support access governance by continuously evaluating 

user access privileges and entitlements against defined policies. It can identify excessive or 

unnecessary permissions, recommend access revocations or modifications, and automate the review 

and certification processes for user access rights. 

4. Risk Analysis and Mitigation: AI can assess the potential risks associated with granting or 

denying access to specific resources or systems. By analyzing various factors such as user roles, 

resource sensitivity, threat intelligence, and historical data, AI can provide risk scores and 

recommendations to help organizations make informed access control decisions. 

5. DLBAC (Deep Learning Based Access Control) implementation can augment, complement 

and in future possibly even replace the currently used access control approaches in large scale, 

complex and dynamic environments [22]. It involves a neural network that adapts to the environment 

and context and reduces the effort spent on policy engineering, changes and other related 

maintenance activities. 

6. Continuous Monitoring and Adaptation: AI can continuously monitor changes in the 

organization's infrastructure, applications, and user population. It can proactively identify potential 

policy violations or access control issues and suggest appropriate remediation measures or policy 

updates to ensure ongoing compliance and security. 

7. Intelligent Multi-Factor Authentication (MFA): AI can be used to enhance MFA mechanisms 

by analyzing contextual factors such as user behavior, device characteristics, location, and risk 

indicators. It can dynamically adjust the authentication requirements or challenge types based on the 

perceived risk level, providing an additional layer of adaptive access control. 

8. Natural Language Processing (NLP) for Policy Interpretation: AI-powered NLP can assist in 

interpreting and understanding access control policies written in natural language. It can translate 

policies into machine-readable formats, identify ambiguities or inconsistencies, and facilitate better 

understanding and enforcement of policies across the organization. 

The integration of AI technologies into access control systems has the potential to enhance security, 

streamline access management processes, and improve user experience in today's increasingly 

interconnected and dynamic digital landscape. By addressing challenges such as dynamic policy 

management, anomaly detection, and adaptive access control, AI-driven access control solutions can 

help organizations stay ahead of evolving security threats and compliance requirements. 

 

5. Conclusions 

In this exploratory survey, we delved into various access control paradigms and policy management 

engines, aiming to provide insights into their functionalities, strengths, and limitations. Through the 

examination of Role-Based Access Control (RBAC), Attribute-Based Access Control (ABAC), and 

Relationship-Based Access Control (ReBAC), alongside major policy management engines such as 

Open Policy Agent (OPA), AWS Cedar, and Google Zanzibar, several key observations and 

considerations have emerged. 

Firstly, it is evident that access control paradigms have evolved significantly to address the diverse 

and dynamic requirements of modern computing environments. While RBAC offers simplicity and 

scalability, ABAC provides flexibility and granularity, and ReBAC introduces a nuanced perspective 

by considering relationships between entities within an organization. Each paradigm has its own set of 

strengths and limitations, necessitating careful consideration of organizational needs and use case 

requirements in selecting the most suitable approach. 

Furthermore, policy management engines play a pivotal role in facilitating the implementation and 

enforcement of access control policies across distributed and heterogeneous IT environments. Open 



Policy Agent (OPA), AWS Cedar, and Google Zanzibar offer distinct approaches to policy 

management, catering to different deployment scenarios and integration requirements. While OPA 

provides an open-source, flexible solution with community support, AWS Cedar and Google Zanzibar 

offer managed services tailored for integration with their respective cloud platforms. 

In the realm of authorization systems, there exists universal solution to cater to the diverse range of 

scenarios. The decision to employ graph-based systems, such as Google Zanzibar or SpiceDB, or 

policy-as-code systems like Open Policy Agent or AWS Cedar, is not a matter of selecting a 

technologically superior approach. Instead, it hinges on aligning the chosen system with the specific 

requirements, scale, and complexity of the environment in question. 

The choice of access control approach and policy management engine should be guided by factors 

such as organizational requirements, system architecture, and compliance considerations. Organizations 

must carefully assess the trade-offs between simplicity, flexibility, scalability, and vendor lock-in when 

selecting access control mechanisms and policy management solutions. 

Graph-based systems demonstrate proficiency in managing voluminous data sets and effectively 

representing intricate relationships within large-scale applications. Conversely, policy-as-code systems 

offer a high degree of flexibility, facilitating seamless policy updates and exhibiting adeptness in 

handling complex policy structures. Each paradigm possesses its unique strengths and limitations, 

necessitating a judicious evaluation of system requirements and a careful weighing of trade-offs. 

Moreover, it is imperative to acknowledge the fact that these systems can complement each other. 

By combining their respective capabilities, a hybrid system can be crafted, capitalizing on the strengths 

of both approaches and thereby addressing the diverse authorization needs that may arise. Ultimately, 

the overarching objective remains the effective control of access to services, ensuring data privacy, and 

upholding system integrity, irrespective of the chosen authorization strategy. 

Areas for further research and experimentation include exploring the intersection of access control 

paradigms with emerging technologies such as blockchain, AI, and zero-trust security architectures, 

investigating the impact of dynamic policy enforcement mechanisms on system performance and 

scalability, and exploring novel approaches to policy modeling and enforcement in distributed and 

decentralized computing environments. 

Future research could focus on the development of AI-driven models for predictive access control, 

where machine learning algorithms could predict and prevent unauthorized access based on behavior 

patterns and anomaly detection. This approach could significantly improve security in real-time 

applications and large-scale systems by allowing more proactive management of access permissions. 

Investigating the integration of AI to automate and optimize the management of complex access control 

policies would also be valuable, particularly in environments where access requirements are continually 

changing. 

Blockchain technology could be explored further for its potential to facilitate decentralized access 

control mechanisms, particularly in distributed environments like the Internet of Things (IoT) and cloud 

computing. The immutable and transparent nature of blockchain could help in creating more secure and 

resistant access control systems that are less susceptible to tampering and insider threats. Research could 

also look into hybrid models that integrate blockchain with traditional access control systems to enhance 

trust and security in multi-party transactions or operations. 

There is also a compelling case for advancing policy management engines to better handle the 

complexity and scale of modern IT environments. Enhancing the capability of these systems to 

dynamically adjust policies based on real-time data and contextual information could address many of 

the current limitations in scalability and flexibility. Additionally, exploring ways to simplify policy 

management while maintaining robust security controls in highly dynamic environments would be 

beneficial. 

In conclusion, as the landscape of access control continues to evolve in response to emerging 

technologies and evolving threat landscapes, ongoing research and experimentation are essential to 

develop robust, adaptable, and scalable access control mechanisms that meet the evolving needs of 

organizations in an increasingly interconnected and dynamic digital ecosystem. 
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