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Abstract
Answer Set Programming (ASP) and Large Language Models (LLMs) have emerged as powerful tools in Artificial Intelligence, each offering unique capabilities in knowledge representation and natural language understanding, respectively. In this paper, we combine the strengths of the two paradigms to couple the reasoning capabilities of ASP with the attractive natural language processing tasks of LLMs. We introduce a YAML-based format for specifying prompts, allowing users to encode domain-specific background knowledge. Input prompts are processed by LLMs to generate relational facts, which are then processed by ASP rules for knowledge reasoning, and finally the ASP output is mapped back to natural language by LLMs, so to provide a captivating user experience.
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1. Introduction

Large Language Models (LLMs) and Answer Set Programming (ASP) are two distinct yet complementary paradigms that have emerged in Artificial Intelligence (AI). LLMs such as GPT [1], PaLM [2] and LLaMa [3], have revolutionized natural language processing (NLP) by achieving unprecedented levels of fluency and comprehension in textual data. Conversely, ASP [4, 5], a declarative programming paradigm rooted in logic programming under answer set semantics [6], excels in knowledge representation and logical reasoning, making it a cornerstone in AI systems requiring robust inference capabilities. Individually, LLMs and ASP offer distinct advantages in their respective domains. LLMs efficiently handle several NLP tasks [7, 8], including language generation, summarization, and sentiment analysis, leveraging the power of deep learning and vast pre-trained language representations. Meanwhile, ASP empowers AI systems with the ability to reason over complex knowledge bases, derive logical conclusions, and solve intricate combinatorial problems, thereby facilitating decision-making in domains ranging from planning and scheduling [9, 10] to diagnosis and configuration [11, 12]. Recognizing the complementary nature of LLMs’ linguistic prowess and ASP’s reasoning capabilities, this paper proposes an approach that harnesses the synergies between these two paradigms, in the spirit of other recent works in the literature [13, 14]. Our goal is to develop a cohesive system that seamlessly integrates natural language understanding and logical inference, thereby enabling AI applications to navigate the intricate interplay between textual data and logical structures.

In this paper, we present a comprehensive framework for combining LLMs and ASP, leveraging the strengths of each paradigm to address the limitations of the other. We introduce a methodology for encoding domain-specific knowledge into input prompts using a YAML-based format, enabling LLMs to generate relational facts that serve as input to ASP for reasoning. Subsequently, the reasoned output from ASP is mapped back to natural language by LLMs, thereby facilitating a captivating user experience and enhancing the interpretability of the results. The YAML format serves as a flexible and intuitive mechanism for specifying the various components essential to our integrated LLM-ASP
system. Preprocessing prompts within the YAML specification provide instructions to the LLM on how to interpret and map input text into ASP facts. These prompts enable users to encode domain-specific knowledge and contextual information, guiding the generation of relational facts that serve as input to the ASP reasoning process. Moreover, the YAML format allows users to define a separate knowledge base, represented as an ASP program, which encapsulates logical rules, constraints, and background knowledge relevant to the task at hand. By decoupling the input prompts from the knowledge base, our approach facilitates modularity and reusability, empowering users to seamlessly adapt the system to diverse domains and problem instances. Additionally, postprocessing instructions specified in the YAML format provide guidance to the LLM on how to map atoms in the computed answer set generated by ASP reasoning process into human-readable text, thereby enhancing the interpretability and usability of the system’s results. Overall, the YAML format serves as a comprehensive and versatile specification framework, enabling users to orchestrate the entire workflow of our LLM-ASP integration seamlessly.

Our prototype system orchestrates a seamless interaction between a LLM and an ASP solver. Upon receiving an input text, the system interfaces with the LLM, providing predefined prompts, and enriching the prompts specified in the YAML format with additional predefined sentences. Subsequently, the responses generated by the LLM are processed to extract factual information, which serves as input to the ASP solver. The ASP solver then executes logical inference over the combined input facts and the specified knowledge base, computing an answer set that encapsulates reasoned conclusions and insights. To bridge the gap between logical output and natural language comprehension, the system once again engages with the LLM, providing predefined prompts and enriched specifications to map the computed answer set to coherent natural language sentences. Finally, the collected response sentences are summarized by the LLM, providing users with a concise and informative overview of the computed insights and conclusions.

2. Background

2.1. Large Language Models

Large Language Models (LLMs) are sophisticated artificial intelligence systems designed to understand and generate human-like text. These models are typically based on deep learning architectures, such as Transformers, and are trained on vast amounts of text data to learn complex patterns and structures of language. In this article, LLMs are used as black box operators on text (functions that take text in input and produce text in output). At each interaction with a LLM, the generated text is influenced by all previously processed text, and randomness is involved in the process. The text in input is called prompt, and the text in output is called generated text or response.

Example 1. Let us consider the following prompt:

```
Encode as Datalog facts the following sentences: Tonight I want to go to eat some pizza with Marco and Alessio. Marco really like the pizza with onions as toppings.
```

A response produced by Google Gemini is reported below. It is a very good starting point, but the LLM must be instructed on a specific format to use in encoding facts.

```
Here’s the encoding of the sentence as Datalog facts:

wants_pizza(you). pizza_topping_preference(marco, onions).
dinner_companions(you, marco). dinner_companions(you, alessio).
```

This translates the information into facts: [bullet list omitted]

2.2. Answer Set Programming

All sets and sequences considered in this paper are finite. Let \( P, C, V \) be fixed nonempty sets of predicate names, constants and variables. Predicates are associated with an arity, a non-negative integer. A term is any element in \( C \cup V \). An atom is of the form \( p(\overline{t}) \), where \( p \in P \), and \( \overline{t} \) is a possibly empty
sequence of terms. A literal is an atom possibly preceded by the default negation symbol not; they are referred to as positive and negative literals. An aggregate is of the form

\[ \#\text{sum}\{t_a, \overline{t} : p(\overline{t})\} \circ t_g \]

where \( \circ \in \{<,\leq,\geq,>,=,\neq\} \) is a binary comparison operator, \( p \in P \), \( \overline{t} \) and \( \overline{t}' \) are possibly empty sequences of terms, and \( t_a \) and \( t_g \) are terms. Let \( \#\text{count}\{\overline{t} : p(\overline{t})\} \circ t_g \) be syntactic sugar for \( \#\text{sum}\{1, \overline{t} : p(\overline{t})\} \circ t_g \). A choice is of the form

\[ t_1 \leq \{\text{atoms}\} \leq t_2 \]

where atom is a possibly empty sequence of atoms, and \( t_1, t_2 \) are terms. Let \( \perp \) be syntactic sugar for \( 1 \leq \{\} \leq 1 \). A rule is of the form

\[ \text{head} :- \text{body}. \]

where head is an atom or a choice, and body is a possibly empty sequence of literals and aggregates. (Symbol \( :- \) is omitted if body is empty. The head is usually omitted if it is \( \perp \), and the rule is called constraint.) For a rule \( r \), let \( H(r) \) denote the atom or choice in the head of \( r \); let \( B^\Sigma(r) \), \( B^+(r) \) and \( B^-(r) \) denote the sets of aggregates, positive and negative literals in the body of \( r \); let \( B(r) \) denote the set \( B^\Sigma(r) \cup B^+(r) \cup B^-(r) \).

**Example 2.** Let us consider the following rules:

- \( \text{index}(1). \text{index}(2). \text{index}(3). \text{succ}(1,2). \text{succ}(2,3). \text{empty}(2,2). \)
- \( \text{grid}(X,Y) :- \text{index}(X), \text{index}(Y). \)
- \( 0 \leq \{\text{assign}(X,Y)\} \leq 1 :- \text{grid}(X,Y), \text{not empty}(X,Y). \)
- \( :- \#\text{count}\{A,B : \text{assign}(A,B)\} \neq 5. \)
- \( :- \text{assign}(X,Y), \text{succ}(X,X''), \text{assign}(X',Y). \)
- \( :- \text{assign}(X,Y), \text{succ}(Y,Y''), \text{assign}(X,Y'). \)

The first line above comprises rules with atomic heads and empty bodies (also called facts). After that there is a rule with atomic head and nonempty body (also called a definition), followed by a choice rule, and three constraints. If \( r \) is the choice rule, then \( H(r) = \{0 \leq \{\text{assign}(X,Y)\} \leq 1\} \), \( B^+(r) = \{\text{grid}(X,Y)\} \), \( B^-(r) = \{\text{not empty}(X,Y)\} \), and \( B^\Sigma(r) = \emptyset \).

A variable \( X \) occurring in \( B^+(r) \) is a global variable. Other variables occurring among the terms \( \overline{t} \) of some aggregate in \( B^\Sigma(r) \) of the form (1) are local variables. Any other variable occurring in \( r \) is an unsafe variable. A safe rule is a rule with no unsafe variables. A program \( \Pi \) is a set of safe rules. A substitution \( \sigma \) is a partial function from variables to constants; the application of \( \sigma \) to an expression \( E \) is denoted by \( E\sigma \). Let instantiate\((\Pi)\) be the program obtained from rules of \( \Pi \) by substituting global variables with constants in \( C \), in all possible ways; note that local variables are still present in instantiate\((\Pi)\). The Herbrand base of \( \Pi \), denoted base\((\Pi)\), is the set of ground atoms (i.e., atoms with no variables) occurring in instantiate\((\Pi)\).

**Example 3.** Variables \( A, B \) are local, and all other variables are global. Let \( \Pi \) be the program comprising all rules in Example 2 (which are safe). If \( C = \{1,2,3\} \), then instantiate\((\Pi)\) comprises, among others, the following rules:

\( \text{grid}(1,1) :- \text{index}(1), \text{index}(1). \)
\( 0 \leq \{\text{assign}(1,1)\} \leq 1 :- \text{grid}(1,1), \text{not empty}(1,1). \)
\( :- \#\text{count}\{A,B : \text{assign}(A,B)\} \neq 5. \)

Note that the local variables \( A, B \) are still present in the last rule above.

An interpretation is a set of ground atoms. For an interpretation \( I \), relation \( I \models - \) is defined as follows: for a ground atom \( p(\overline{t}) \), \( I \models p(\overline{t}) \) if \( p(\overline{t}) \in I \), and \( I \models \text{not} p(\overline{t}) \) if \( p(\overline{t}) \notin I \); for an aggregate \( \alpha \) of the form (1), the aggregate set of \( \alpha \) w.r.t. \( I \), denoted \( \text{aggset}(\alpha, I) \), is \( \{\langle t_a, \overline{t}\rangle\sigma \mid p(\overline{t})\sigma \in I\) for some
substitution $\sigma$, and $I \models \alpha$ if $(\sum_{(c, \bar{a}) \in \text{agsset}(\alpha, I)} c_{a}) \odot t_{g}$ is a true expression over integers; for a choice $\alpha$ of the form (2), $I \models \alpha$ if $t_{1} \leq |I \cap \text{atoms}| \leq t_{2}$ is a true expression over integers; for a rule $r$ with no global variables, $I \models B(r)$ if $I \models \alpha$ for all $\alpha \in B(r)$, and $I \models r$ if $I \models H(r)$ whenever $I \models B(r)$; for a program $\Pi$, $I \models \Pi$ if $I \models r$ for all $r \in \text{instantiate}(\Pi)$.

For a rule $r$ of the form (3) and an interpretation $I$, let $\text{expand}(r, I)$ be the set $\{ p(\tau) : - \text{ body. } | p(\tau) \in I \text{ occurs in } H(r) \}$. The reduct of $\Pi$ w.r.t. $I$ is the program comprising the expanded rules of $\text{instantiate}(\Pi)$ whose body is true w.r.t. $I$, that is, $\text{reduct}(\Pi, I) := \bigcup_{r \in \text{instantiate}(\Pi), I \models B(r)} \text{expand}(r, I)$. An answer set of $\Pi$ is an interpretation $A$ such that $A \models \Pi$ and no $I \subset A$ satisfies $I \models \text{reduct}(\Pi, A)$.

Example 4 (Continuing Example 3). Program $\Pi$ has two answer sets, which comprise the following instances of predicate $\text{assign}/2$:

1. $\text{assign}(1,2), \text{assign}(2,1), \text{assign}(2,3), \text{assign}(3,2)$;
2. $\text{assign}(1,1), \text{assign}(1,3), \text{assign}(3,1), \text{assign}(3,3)$.

Figure 1 shows the solutions encoded by the two answer sets.

The language of ASP supports several other constructs, among them binary built-in relations (i.e., $<$, $\leq$, $>=$, $>$, $==$, $!=$) which are interpreted naturally.

### 2.3. YAML

YAML (YAML Ain’t Markup Language; https://yaml.org/spec/1.2.2/) is a human-readable data serialization format commonly used for configuration files, data exchange, and representation of structured data. YAML is designed to be easily readable by humans and is commonly used in software development for configuration files, data storage, and data interchange between different programming languages. YAML uses indentation to denote nesting and relies on simple syntax rules, such as key-value pairs and lists, to represent structured data. YAML is often preferred for its simplicity, readability, and flexibility compared to other serialization formats like JSON and XML. In this article, we focus on the following restricted fragment: A scalar is any number or string (possibly quoted). A block sequence is a sequence of entries, each one starting by a dash followed by a space. A mapping is a sequence of key-value pairs, each pair using a colon and space as separator, where keys and values are scalars. A scalar can be written in block notation using the prefix | (if not a key). Lines starting with # are comments.

Example 5. Below is a YAML document:

```yaml
name: Lorenzo
degrees:
  - Bachelor
short bio: |
    I'm Lorenzo...
    I'm a student at UNICAL...
```

It encodes a mapping with keys name, degrees and short bio. Key name is associated with the scalar Lorenzo. Key degrees is associated with the list [Bachelor]. Key short bio is associated with a scalar in block notation.
3. YAML format

The interaction between LLMs and ASP is achieved by means of a YAML specification defined in this section. The specification expects a mapping with keys preprocessing, background knowledge, and postprocessing. The values associated with preprocessing and postprocessing are mappings where keys are either atoms or the special value `_` (used for providing a context), and values are scalars. The value associated with background knowledge is an ASP program. Given a YAML specification \( S \), let \( \text{pre}_S(\alpha) \) be the value associated with \( \alpha \) in the preprocessing mapping, where \( \alpha \) is either an atom or `_`. Similarly, let \( \text{post}_S(\alpha) \) be the value associated with \( \alpha \) in the postprocessing mapping, where \( \alpha \) is either an atom or `_`. Finally, let \( \text{kb}_S \) be the ASP program in background knowledge.

Example 6. Below is an example about catering suggestions.

```
preprocessing:
  - _:
  - person("who"): List all the persons mentioned including me if indirectly included.
  - cuisine_preferences("who", "country"): For each person, list any restaurant preferences.
  - want_food("who", "what"): For each person, list what they want to eat.

knowledge base: |
  can_go_together(X,Y,Z) :- person(X), person(Y), X < Y,
  want_food(X,Z), want_food(Y,Z).
  can_go_together(X,Y,Z) :- person(X), person(Y), X < Y,
  cuisine_preferences(X,Z), cuisine_preferences(Y,Z).
#show can_go_together/3.

postprocessing:
  - _:
  - can_go_together("person 1", "person 2", "cuisine preference"): Say that "person 1" can go with "person 2" to eat "cuisine preference".
```

The preprocessing aims at extracting data about cuisine preferences of a group of persons. These data are combined with the knowledge base to identify pairs of persons with compatible preferences. Finally, the postprocessing prompts aim at producing a paragraph reporting the identified pairs of persons with compatible preferences.

A YAML specification \( S \) and an input text \( T \) are processed as follows:

**P1.** The set \( F \) of facts and \( R \) of responses are initially empty, and the LLM is invoked with the prompt

You are a Natural Language to Datalog translator. To translate your input to Datalog, you will be asked a sequence of questions. The answers are inside the user input provided with [USER_INPUT]input[/USER_INPUT] and the format is provided with [ANSWER_FORMAT]predicate(terms).[/ANSWER_FORMAT]. Predicate is a lowercase string (possibly including underscores). Terms is a comma-separated list of either double quoted strings or integers. Be sure to control the number of terms in each answer!
An answer MUST NOT be answered if it is not present in the user input. Remember these instructions and don’t say anything!

**P2.** If \( \text{pre}_S(\_\) is defined, the LLM is invoked with the prompt
Here is some context that you MUST analyze and remember. 
\( \text{pre}_S(\_ ) \)
Remember this context and don’t say anything!

**P3.** For each atom \( \alpha \) such that \( \text{pre}_S(\alpha) \) is defined, the LLM is invoked with the prompt

\[
[\text{USER_INPUT}] T[\text{/USER_INPUT}]
\]
\( \text{pre}_S(\alpha) \)
\[
[\text{ANSWER_FORMAT}] \alpha. [\text{/ANSWER_FORMAT}]
\]

Facts in the response are collected in \( F \). Everything else is ignored.

**P4.** An answer set of \( \text{kb}_S \cup \{ \alpha. \mid \alpha \in F \} \) is searched, say \( I \). If an answer set does not exist, the process terminates with a failure.

**P5.** The LLM is invoked with the prompt

You are now a Datalog to Natural Language translator.
You will be given relational facts and mapping instructions.
Relational facts are given in the form [FACTS]atoms[/FACTS].
Remember these instructions and don’t say anything!

**P6.** If \( \text{post}_S(\_ ) \) is defined, the LLM is invoked with the prompt

Here is some context that you MUST analyze and remember. 
\( \text{post}_S(\_ ) \)
Remember this context and don’t say anything!

**P7.** For each atom \( p(\overline{t}) \) such that \( \text{post}_S(p(\overline{t})) \) is defined, the LLM is invoked with the prompt

[FACTS]\{p(\overline{t}) \mid p(\overline{t}) \in I\}[/FACTS]

Each fact matching \( p(\overline{t}) \) must be interpreted as follows: \( \text{post}_S(p(\overline{t})) \)

Responses are collected in \( R \).

**P8.** The LLM is invoked with the prompt

Summarize the following responses: \( R \)
The response is provided in output.

**Example 7.** Let \( S \) be the specification given in Example 6. Let \( T \) be the following text:

Tonight I want to go to eat some pizza with Marco and Alessio. Marco really like the pizza with onions as toppings.

The LLM is invoked with the initial fixed prompt of **P1**, and then with the prompt of **P2**:

Here is some context that you MUST analyze and remember.
The user provides a request to obtain catering suggestions. The user can mention a day, other persons, and their cuisine preferences.
Remember this context and don’t say anything!

After that, the LLM is invoked seven times with the prompt of **P3** to populate set \( F \). For example,

[USER_INPUT]Tonight I want to go to eat some pizza with Marco and Alessio. Marco really like the pizza with onions as toppings.[USER_INPUT]
List all the persons mentioned including me if indirectly included.
[ANSWER_FORMAT]person("who").[/ANSWER_FORMAT]

The LLM may provide the response

[ANSWER_FORMAT]person("me").[/ANSWER_FORMAT]
[ANSWER_FORMAT]person("marco").[/ANSWER_FORMAT]
[ANSWER_FORMAT]person("alessio").[/ANSWER_FORMAT]
from which the following facts are extracted and added to $F$:

\begin{align*}
\text{person("me")}. \text{person("marco")}. \text{person("alessio")}. \\
\text{can}_\text{go}_\text{together}("me", "marco", "pizza"). \\
\text{can}_\text{go}_\text{together}("me", "alessio", "pizza"). \\
\text{can}_\text{go}_\text{together}("marco", "alessio", "pizza").
\end{align*}

Once all facts are collected, the knowledge base is used to search an answer set (P4), say one containing the following atoms:

\begin{align*}
\text{can}_\text{go}_\text{together}("me", "marco", "pizza"). \\
\text{can}_\text{go}_\text{together}("me", "alessio", "pizza"). \\
\text{can}_\text{go}_\text{together}("marco", "alessio", "pizza").
\end{align*}

The LLM is now invoked with the prompts of P5–P7. In particular, the prompt of P7 is the following:

\begin{align*}
[\text{FACTS}]\text{can}_\text{go}_\text{together}("me", "marco", "pizza"). \text{can}_\text{go}_\text{together}("me", "alessio", "pizza"). \\
\text{can}_\text{go}_\text{together}("marco", "alessio", "pizza"). [/FACTS]
\end{align*}

Each fact matching can_go_together("person 1", "person 2", "cuisine preference") must be interpreted as follows: Say that "person 1" can go with "person 2" to eat "cuisine preference".

The response, say

All three of you, including yourself, Marco and Alessio, enjoy pizza. This means everyone would be happy to go on a pizza outing together. It’s a perfect situation for a group pizza party!

is added to $R$. Finally, the LLM is invoked with the prompt of P8:

Summarize the following responses: All three of you, including yourself, Marco and Alessio, enjoy pizza. This means everyone would be happy to go on a pizza outing together. It’s a perfect situation for a group pizza party!

The response, say

Based on the analysis of the facts, it appears you, Marco, and Alessio all enjoy pizza, making a group pizza party a perfect option for your outing tonight.

is provided in output.

### 4. Conclusion

In this paper, we have introduced an approach for combining Large Language Models (LLMs) and Answer Set Programming (ASP) to harness their complementary strengths in natural language understanding and logical reasoning. Our prototype system (https://github.com/Xiro28/LLMASP) is written in Python, and it is powered by the LLM TheBloke/Llama-2-13B-chat-GGUF from HuggingSpace and the clingo Python API [15]. By providing predefined prompts and enriching specifications with domain-specific knowledge, our approach enables users to tailor the system to diverse problem domains and applications, enhancing its adaptability and versatility. Future research directions encompass the evaluation of the quality of the answers provided by our integrated LLM-ASP system, and exploring with different prompts to improve the overall quality of the system.
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