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Abstract
The growing availability of (linked) open data requires lay users to master how to deal with data
effectively, yet SPARQL presents a barrier to leveraging data represented as knowledge graphs. As the
block programming paradigm has been successfully used to teach programming skills, we demonstrate
how to use KGSnap!, an extension of the block-based programming environment Snap!, to foster
knowledge graph literacy among individuals lacking expertise in query languages. This work mainly
focuses on the visualization and interaction aspects of KGSnap!, a visual SPARQL query builder, when
experienced by users without expertise in the Semantic Web technologies. The reported experience is
discussed as a learning-by-doing protocol aimed at facilitating the reproducibility and transparency of
the performed evaluation. KGSnap! ease of use has been verified by 14 Snap! experts and 24 high-school
learners. The findings indicate that lay users perceived it as a promising approach to acquaint themselves
with knowledge graphs.
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1. Introduction

Knowledge Graphs (KGs) have emerged as notable tools in enhancing educational processes and
outcomes [1]. Significant effort has been dedicated to adhering to Linked Data (LD) principles
in sharing educational data [2]. However, KGs remain largely underexplored as a learning
objective [3, 4, 5, 6, 7]. Enabling KG learning requires investigating approaches that make them
easily queryable by users lacking technical proficiency in Semantic Web technologies.

Towards this direction, block programming languages have emerged as a popular approach
to introducing coding to non-experts [8]. Block-based environments enhance learnability for
beginners by emphasizing recognition over recall, thus reducing cognitive load. This goal is
achieved by representing computational patterns as blocks, allowing users to manipulate these
blocks directly by dragging and connecting them like jigsaw puzzle pieces, thus preventing
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errors and enhancing understanding of program structure [8]. Block-based programming
environments aim to mask the complexity of querying KGs via SPARQL1, recognized to be
demanding for lay users [9, 10, 11].

This article describes the platform KGSnap!, an extension of Snap!2 which follows the
trend of supporting lay users to build and run queries on a working and publicly available
SPARQL endpoint without previous knowledge of the syntax of SPARQL through a block-based
programming approach. This work extends a previous article outlining the KGSnap! interface
and interaction model [12] by answering to the following research question (RQ): Is KGSnap!
considered easy to use by lay users? We assessed it through two distinct groups: (i) 14 experts
proficient in Snap! programming to gauge their acceptance of integrating data literacy blocks,
and (ii) 24 high school learners participating in intensive data literacy workshops to evaluate
their proficiency in composing queries of increasing complexity. The results indicate that
KGSnap! facilitates an intuitive interaction, enabling non-experts to engage with KGs.

The article is structured as follows. Section 2 overviews related work. Section 3 details
KGSnap! interface and interaction aspects. Section 4 presents and discuss the ease of use results.
Section 5 concludes the article with final remarks and future directions.

2. Related work

This section reviews visual SPARQL query builders and block-based programming environments.
Table 1 provides a comparative analysis of visual SPARQL query builders developed within the
last decade and block-programming environments, replacing the column ‘Approach’ with the
intended objective of each tool.
Visual SPARQL query builders. Over the past years, different visual query builders have
been proposed to hide the complexity of SPARQL and facilitate query construction. A basic
distinction can be drawn between tools that require the usage of SPARQL syntax and those that
opt for more intuitive interaction, thereby lowering the learning curve. Focusing on interfaces
that mask SPARQL complexity, a plethora of different approaches have been proposed within
the last decade. Some examples follow: queries can be modeled as data flows, as in SPARQL
Filter Flow [13]; as graphs as implemented in QueryVOWL [14], RDF Explorer [9], Simplod [21];
queries can be formulated by requiring users interacting with forms as implemented in Spar-
natural [24] and Wikidata Query Service [18]; with mashup, as in OptiqueVQS [16]; with
conversational agents, as in Pellegrino et al. [19] and Forest QB [22]; or via a combination of
controlled natural language and facets, as supported by Sparklis [15] and QueDI [20]. As a
general trend, all the cited tools do not require users to explicitly deal with URIs.

Block programming environments. In the realm of block-based programming environments
for LD, we can name several notable examples that go from supporting lay users in defining
LD to query KGs. In the former category, Juma Uplift [27], extends Blockly to facilitate the
definition of LD mappings. In the same vein, Sanctorum et al. [29] and Öztürk and Özacar [28]
contributed to assisting non-expert users in ontology authoring and KG population. Toward
the second direction, Punya [30] offers a block-based programming environment specifically
1SPARQL: https://www.w3.org/TR/sparql11-query
2Snap!: https://snap.berkeley.edu
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Table 1
Comparison of works similar to KGSnap!, considering their objective (i.e., SPARQL query builders) or
their approach (i.e., adoption of the jigsaw metaphor). Legend: OK stands for full support, ∼ for partial
support, - for not supported or not explicitly reported, blanks mean not applicable.

Tool [Ref] Approach / Masked Masked Material
Objective URIs SPARQL 4Edu
Visual SPARQL Query Builders

SPARQL Filter Flow [13] Data flow OK OK -
QueryVOWL [14] Graph OK OK -
Sparklis [15] Controlled NL & facets OK OK ∼
OptiqueVQS [16] UI mashup OK OK ∼
SPARQLVis [17] Graph OK OK -
Wikidata Query Service [18] Form-based OK OK ∼
RDF Explorer [9] Graph OK OK -
Pellegrino et al. [19] Conversational AI OK OK ∼
QueDI [20] Controlled NL & facets OK OK ∼
Simplod [21] Graph OK OK ∼
Forest QB [22] Conversational AI OK OK -
KGVQL [23] Query by example & Graph OK OK -
Sparnatural [24] Form-based OK OK ∼

Block-based Interfaces
SPARQL/CQELS [25] Query building - OK -
SparqlBlocks [26] Query building OK OK ∼
Juma Uplift [27] LD mappings definition -
Öztürk and Özacar [28] Ontology instantiating -
Sanctorum et al. [29] KG construction -
Punya [30] Query execution OK
KGSnap! [12, 31] Query building OK OK OK

tailored for SPARQL query execution and result handling. Similarly, SPARQL/CQELS Visual
Editor [25] and SparqlBlocks [26] empower end-users to author SPARQL queries.

While SPARQL/CQELS Visual Editor does not mask URIs, KGSnap! and SparqlBlocks hide
both URIs and the SPARQL language. One significant difference between those tools is that
KGSnap! extends Snap!, whereas SparqlBlocks extends Blockly. Beyond being a technical
distinction, Blockly enables developers to modify all category content. This approach results in
environments that may appear similar but may offer different functionalities, which must be
verified in any extension. Our proposed Snap! extension retains familiar blocks in their original
positions, while new blocks are confined to a specific category. This approach could benefit the
Snap! community that can extend their environment while maintaining traditional interaction
with existing blocks. Notably, only Punya among block-based interfaces shares the philosophy
we promote, i.e., supporting a structured learning experience with freely available material.



3. KGSnap!: querying Knowledge Graphs with Snap!

KGSnap!3 mirrors the structure of SPARQL queries, aligning with the philosophy of block
programming to guide learners in gradually experimenting with the underlying language.
The tool facilitates the formulation of SPARQL queries by specifying triples (subject, predicate,
object), and covers basic graph patterns, including traversals, filters, and sorting. Once a SPARQL
query is executed, users can visualize the results as data tables and store specific outcomes in
variables to iteratively refine queries. Query results can be downloaded as JSON or CSV files,
while the query itself can be saved as a TXT file.

KGSnap! implements SELECT queries on KGs using a functional SPARQL endpoint. By
default, the tool is configured to query Wikidata4. However, users can effortlessly introduce
any SPARQL endpoint of interest using a dedicated block, i.e., define a new endpoint
which requires the name that will be accessible in the from clause in the select query and the
endpoint URL. The interface of KGSnap! is depicted in Figure 1. As an extension of Snap!, it
seamlessly integrates into the existing Snap! interface, providing users with a dedicated tab to
access all KG query functionalities. While blocks from Motion to Variables belong to the
Snap! platform, all blocks related to KGs are encapsulated within the KGQueries container.
Blocks within a container share the same color, facilitating easy identification of the category
to which a block belongs. Users can distinguish the container from which a block has been
extracted by examining its color in relation to the category name.

In a block-based programming environment, the shape of a block determines its compatibility
with other blocks and how they can be combined.

• Blocks with rounded corners are not naturally stackable due to their asynchronous nature,
as seen in the SELECT query or the entity resolution process, performed via search
blocks. To incorporate them into the code puzzle, they must be wrapped within a function
and made synchronous, potentially by introducing a short delay between the functionality
call and the return of the result(s). An example in this direction has been discussed with
experts in Snap! and is visible on the bottom of Figure 1, where functions wrap search
blocks and make them synchronous.

• Other blocks in KGSnap! feature a “mouth" that can enclose other blocks, enabling a
hierarchical structure. For instance, the subject block can wrap one or more instances of
the predicate-object block to model all predicate-object pairs sharing the same subject, as
illustrated in Figure 1. Blocks can be connected via jigsaw-like connectors, facilitating
their interoperability. For example, the subject block can be stacked with the filter block
since they possess a compatible interface.

• Most of the proposed blocks in KGSnap! have a round shape, which facilitates their
usage in completing filters. For example, the block ...@... allows users to look up the
label specified before the “@" symbol and the language specified after it (see the left
side of Figure 1). Similarly, the rdfs:label block models the widely used predicate for

3KGSnap! source code: https://github.com/isislab-unisa/KnowledgeGraphsAndSnap
KGSnap! interface: https://isislab-unisa.github.io/Snap/snap.html

4Wikidata: https://www.wikidata.org
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Figure 1: The KGSnap! interface. As a step-by-step tutorial, first, we define two auxiliary functions
to make the search blocks synchronous. Functions are defined via the block editor and result in two
monitor blocks. Then, these new blocks can be combined with the set variable block, as shown in
the query to retrieve the boiling tempetarature of the water.

attaching labels to nodes. Additionally, the language of ... is <en> block checks if
the language of a given textual field is set to English (<en>).

• Blocks designed for authoring SPARQL SELECT queries can be enclosed within the
translate query block to explore the formulated query. Once the query is ready,
users can use the execute query block to run it over the configured SPARQL endpoint.

• In addition to blocks for querying a working SPARQL endpoint, KGSnap! is equipped
with blocks specifically designed for returning or manipulating results. These include
the show results block, which displays the query results, and the get column/row
... from blocks, which allow users to extract specific columns or rows from the result set.



4. Ease of Use Evaluation

This section documents the evaluation of the interface of KGSnap! with end-users who lack an
understanding of SPARQL. A similar evaluation protocol was repeated with two distinct groups
across two separate events. KGSnap! was introduced in a dedicated workshop at Snap!Con
2023, an annual conference centered around the Snap! platform. Subsequently, KGSnap! has
been tested by high-school learners during extra-curricular sessions focused on OD. While
results concerning the high-school experience are documented in [31], the following will focus
on the Snap!Con experience. We document participants and settings, the implemented protocol,
methods of data collection, and an overview of results to assess the ease of use of KGSnap!.

Participants and Settings. The workshop was conducted online in a remote setting. Its
proposal successfully passed an evaluation stage where a conference committee deemed it
aligned with the Snap!Con standards and expectations. Fourteen participants freely joined the
workshop without compensation. Most of them kept their cameras switched on for the entire
workshop duration.

Protocol. The workshop lasted one hour and took place as an individual activity due to the
remote setting. The protocol is detailed as follows:

• Familiarization. The moderator begins by introducing the concepts of LOD and KGs
through a traditional frontal lecture supported by slides publicly available in a GitHub
repository to ensure transparency and reproducibility. Then, emphasis is put on the
nature of LOD, which consists of (inter)linked data published with an open license and
structured in terms of nodes and edges. To illustrate these concepts, a small KG related to
cultural heritage is used as an example, simulating the interest in retrieving the author
of the Mona Lisa. Recognizing that SPARQL may pose challenges for learners due to its
technical nature, the moderator finally introduces KGSnap! with the intention of masking
these technical complexities. Once the terminology is clarified, the moderator welcomes
questions from the audience, encouraging further discussion and clarification.

• Step-by-step tutorial. This stage is moderated as an interactive frontal lecture, chal-
lenging participants to reflect on how to respond to specific questions by hypothesizing
the underlying structure of the KG. The moderator prompted participants to consider the
question, What is the boiling point of water?. Participants are encouraged to formulate
hypotheses about the underlying KG and answer questions posed by the moderator to
maintain engagement. Once all the participants reached a consensus on the underlying
structure, the moderator formulated the query within the KGSnap! interface, as in Fig. 1.

• Hands-on. After 15 minutes of presentations, participants had access to the web interface
of KGSnap! and could explore it autonomously. The moderator encouraged them to
respond to some questions via Wikidata to engage them, but they were mostly free to
interact with the interface as they preferred. The moderator was available throughout
the workshop to answer questions and provide support with the platform.



Data Collection Mechanism. Participants had the option to interact with the moderator
by speaking aloud or chatting with them. Additionally, the moderator provided access to their
email to facilitate follow-up feedback. The results discussed in the following verbatim report all
feedback spontaneously raised by participants and sent to the moderator via chat and email.

Results. Some participants autonomously executed queries and spontaneously shared their
results with the moderator. For example, one participant had fun retrieving UNICODE characters
via Wikidata and successfully obtained the Dutch flag. On multiple occasions, participants
expressed their enjoyment and interest, stating that “It is [an activity] really fun to do and
very interesting.". One participant mentioned that they attempted to query KGs directly using
SPARQL two years before but failed. However, they found it much easier to perform basic
queries via KGSnap! and considered it a promising access point for non-expert users due to its
masking and simplification of SPARQL syntax. Other participants echoed this sentiment, saying,
“It seems to me a powerful approach to use Snap! to learn about KGs.". Another participant
inquired about the possibility of querying other SPARQL endpoints, allowing the moderator to
introduce KGSnap! blocks for querying arbitrary working SPARQL endpoints.

Other participants primarily focused on investigating how KGSnap! blocks can be integrated
with the rest of the environment to make it easier to use for the community. For instance, since
KGSnap! blocks are not natively stackable as most of them perform asynchronous calls, one
participant created and shared a function to make those calls synchronous, thereby enabling
the possibility to fit blocks together seamlessly. Furthermore, the same participant proposed
wrapping SPARQL variables in Snap! variable blocks to avoid errors that might occur when
hand-writing variable names, as well as the risk of forgetting the question mark required in
SPARQL to identify variables. Subsequent discussions revolved around making blocks for
searching entities and properties compatible with variable blocks, as visible in Figure 1.

All participants successfully experienced KGSnap! by formulating simple but functional
queries without any support. However, one participant acknowledged that KGSnap! required
knowledge of entity and property names to query Wikidata, as the conceptualization stage is
not masked by the interface. Despite this, the participant expressed optimism that users can
easily become accustomed to it with practice. This observation can be partially confirmed by
the absence of negative comments raised during the workshop.

Discussion. Similar to SparqlBlocks [26], KGSnap! provide end-users with intuitive access
to commonly used structures while minimizing the need for text input. These design principles
guided the interface development, where SPARQL language elements are visually represented
through blocks, whose shape helps to prevent syntax errors. KGSnap! offers basic constructs
that can be combined to author complex queries, along with support for more advanced features
such as search class and predicate blocks, and offering commonly used classes and properties
directly, such as rdfs:label. Moreover, query results are directly reusable, as suggested by
Ceriani and Bottoni [26]. To achieve this, KGSnap! integrates results into the query view,
presenting them as data tables composed of reusable variables. Results are displayed in popup
windows and can be manipulated using dedicated blocks in the KGQueries module, such as
get columns/rows from, which supports learners in developing their data literacy skills for



both linked and tabular data. Besdies results, also queries can be exported and explored outside
of the block-programming environment, as in SparqlBlocks [26].

As demonstrated by the KGSnap! ease of use evaluation, participants successfully ran simple
yet functional queries on Wikidata within limited time frame, spanning from one to two hours.
Moreover, KGSnap! was generally perceived as sufficiently user-friendly. It replies to our RQ.

At its current stage, KGSnap! employs a visual, action-unaware query processing approach
by offering users distinct blocks for query authoring and execution, thereby precluding live
query execution. Although SparqlBlocks discouraged this practice [26], none of the participants
expressed concerns about this practice, likely due to their brief exposure to progressively
challenging exercises. This aspect should be carefully verified in the future.

All participants remained highly engaged throughout the entire learning experiences, ex-
pressing their interest in an innovative approach to querying data that is often perceived as
inaccessible by the target communities. These findings are confirmed by high-school learn-
ers [31] and echoied the strengths previously documented by the existing literature [26].

While many studies testing tools with end-users detail their protocol to enable reproducibility,
educational materials supporting inexperienced educators are often not freely available. For
this reason, we advocate for a broader release of educational materials as OD to promote
transparency and reproducibility and foster a culture of data literacy.

5. Conclusions and Future Directions

This article explores a block-based programming approach for executing SPARQL queries
without the need for technical expertise. It introduces KGSnap!, an extension of Snap! equipped
with blocks designed for executing SELECT queries through basic graph patterns.

While lay users expressed satisfaction with the support provided during the learning experi-
ence, enhancing in-line support could further facilitate query formulation and block distinction
within KGSnap!. Although this article evaluates the ease of use among non-experts in seman-
tic web technologies, assessing the platform’s usability with semantic web experts would be
valuable to gauge their agreement with the block shapes and the implemented mechanisms for
query formulation and execution. Currently, both KGSnap! and its competitors only query a
single data source at a time. To enhance functionality, future efforts could focus on supporting
federated queries. Encouraged by the positive feedback documented in this article, more quanti-
tative evidence are required to verify the benefits of the proposed tool, such as the complexity of
queries in terms of links followed, the time to build the queries, and a comparison with similar
tools in terms of expressiveness, accuracy, and ease of use.
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