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Abstract  
The presented research in line with the contemporary trend in education — microlearning, which involves 
using short videos to teach coding techniques and enhance the efficiency of the learning process. 
Microlearning is characterized by a student-centered approach, facilitates better knowledge retention, 
requires less time for learning, and allows for learning anytime and anywhere. Building on previous 
studies that developed a constructive-synthesizing model and corresponding software to track and analyze 
programmers' activities during coding and debugging in the Visual Studio environment, this paper 
introduces a developed system for visualizing debugging processes based on log file data to improve the 
effectiveness and efficiency of programming education. The tool reconstructs debugging sessions as videos 
with synchronized timestamps and explanatory comments, illustrating the sequence of actions during 
debugging and offering explanations and recommendations for improving the debugging process. The 
comments help students understand the logic behind specific debugging actions and provide tips on 
alternative approaches, fostering a deeper understanding of debugging strategies. During an experiment in 
the form of a debugging olympiad, log files contain all the information about the debugging processes was 
collected. The developed visualization system was tested based on this experimental data, confirming the 
accuracy of the tool in reconstructing sessions and generating appropriate comments. This concept of 
visualizing debugging processes has significant potential for improving the methods of teaching and 
learning debugging, offering substantial benefits for both instructors and students. Instructors can analyze 
individual and group debugging sessions to identify common errors and adjust their teaching methods 
accordingly. This approach helps instructors provide more personalized assistance, thereby improving 
students' debugging skills. For students, the ability to review their debugging sessions and receive 
contextual feedback helps to develop critical thinking and self-improvement skills.  
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1. Introduction 

Systematically checking programs for errors, identifying, and fixing them is the primary skill of 
software developers. Professional programmers spend between 20% to 40% of their time on 
debugging [1]. This percentage is significantly higher for beginners as they make more mistakes 
while coding and therefore need to debug their code more frequently. 
Debugging training is often not given enough time, sometimes not even included in programming 
courses, and as a result, students are not familiar enough with debugging methods, concepts, and 
strategies that could potentially improve their debugging skills. 

For example, novice programmers usually debug problematic programs without any plan. They 
tend to make changes randomly to reduce the difference between the erroneous and target 
programs, sometimes forgetting to revert incorrect modifications and introducing new bugs [2]. 

It is difficult for beginners to acquire excellent debugging skills simply by learning to write 
programs. Therefore, clear educational instructions should be provided to novices for learning 
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effective debugging strategies. Debugging training should take place at an early stage so that 
novices do not attempt to debug their programs using improvised and non-systematic methods. 

Although different debugging models may contain various subtasks, they can be grouped into 
four main categories: problem identification (comparing expected and actual program outputs), 
error localization, error correction, and solution verification. These four subtasks represent the 
fundamental steps developers usually face during debugging. Utilizing a systematic step-by-step 
approach to debugging will enhance debugging skills, increase debugging speed and accuracy, and 
reduce the number of introduced errors [2]. 

Many students require assistance with debugging to make progress when learning how to write 
programs. While personal interaction with students to give feedback on their programs is effective 
for their learning, it is becoming more challenging due to the increasing number of students and 
distance learning. Instructors cannot work synchronously with students to provide assistance when 
each student is learning at their own pace. 

Online learning has significantly changed the way teaching is conducted, leading to a shift 
towards the use of new technologies. Videos have become one of the tools that teachers use to 
present educational content to their students. One way of using videos is to integrate them into 
lectures to visually illustrate concepts that may be hard to explain using only images and text. 

There is a practical need to assist students with debugging, so that students' learning of 
programming wouldn't be complicated by their weakness in finding errors in programs. 

We propose a new approach, a tool that will enhance teaching in introductory programming 
courses by providing students with debugging tips and teachers with a view to individual student 
learning trajectories. 

The main idea of the approach is to create a comprehensive video visualization of the debugging 
process, using debugging process logs and supplementing them with visual hints. The comments 
serve as valuable annotations that help to understand the rationale behind specific actions taken 
during debugging and provide guidance on potential process improvements or alternative 
approaches. 

 

2. Related work 
2.1. Teaching Debugging 

Despite the importance of debugging training, surprisingly little research focuses on debugging 
teaching strategies and developing debugging skills. 

In a recent study, the relationship between programming experience and debugging behaviors in 
an introductory computer science course was investigated [3]. The findings revealed that students 
with prior programming experience tended to focus more on fixing style errors, while novice 
students concentrated on syntax errors. This research underscores the significance of tailored 
pedagogical approaches to support novice programmers in developing effective debugging skills. 

Based on the necessity of tailored approaches, several studies conducted the teaching evaluation 
of a systematic debugging process [2, 4-7]. Many students are unfamiliar with the debugging 
process and strategies in general, and as a result, they use a trial-and-error approach. Teaching a 
systematic debugging process and other strategies during programming education can address this 
issue effectively. These studies developed a systematic debugging procedure based on the scientific 
method: observing the program's behavior, formulating hypotheses, testing them through 
experiments, and refining them as necessary until the cause is found. The research showed that the 
experimental group achieved significantly higher results in debugging tests, that demonstrate the 
usefulness and necessity of teaching debugging strategies. 

Research emphasizes the importance of understanding students' debugging behaviors to tailor 
educational strategies effectively [8]. The findings suggest that educators should encourage 



persistent trial-and-error efforts and provide timely interventions to support students facing 
difficulties. This approach aligns with the concept of productive failure, which reinterprets the 
challenges of debugging as valuable learning experiences [9]. 

Debugging develops a deep understanding and problem-solving skills in students. This 
perspective aligns well with educational theories emphasizing learning through iterative cycles of 
failure and correction [9]. The research highlights that debugging is not merely a hurdle but a 
crucial part of the learning process, leading to significant educational gains when approached 
correctly. It provides a foundation for developing teaching strategies that leverage debugging to 
foster computational thinking and resilience in problem-solving. 

In addition to theoretical insights, practical investigations into debugging strategies further also 
illuminate this area. For example, submission log data from an introductory Computer Science 
course were analyzed to investigate the debugging strategies of novice programmers [10]. The 
research identified various debugging behaviors, including code deletions, comments, and print 
statements, and their relationship with relation to debugging efficiency. These insights into the 
debugging process can inform about the design and implementation of video-based learning 
environments aimed at enhancing students' debugging skills. 

Furthermore, approaches aimed at supporting novice programmers in debugging tasks have 
emerged [11]. Recognizing the challenges faced by beginners in effectively debugging code, we 
developed tool that provides targeted guidance from the failure site to the fault location. This 
approach helps novices navigate the debugging process by reducing the problem space and offering 
informed guidance based on previous bug fixes. 

Collectively, these studies provide empirical arguments in favor of teaching debugging strategies 
and techniques, and that the process of learning to program can be significantly facilitated by an 
effective debugging process. 

3. Feedback and visualization 

Timely feedback is essential for guiding students as they independently work on programming 
exercises. Since it is becoming increasingly unrealistic to expect one-on-one interaction between 
teachers and students, researchers have been developing various automated systems to facilitate 
learning process and provide prompt feedback. 

In the past, extensive research has focused on providing automated assistance to students in 
learning to write programs, but there are relatively few works on providing automated debugging 
support for students. However, there are several tools that use a feedback-based debugging 
approach. One such tool is the Microbat, which runs in the Eclipse environment [12]. It utilizes a 
feedback-based debugging approach on specific trace steps to identify suspicious execution steps, 
effectively determining the root cause of errors. 

A critical challenge in automatically generating feedback for programming tasks is developing 
hints that are as effective as those provided by teachers in person. 

One of the program visualization systems that offers interactive personalized hints is TraceDiff 
[13]. TraceDiff compares the dynamic execution of incorrect and correct code, illustrating how an 
error leads to behavioral differences and where the trace of incorrect code deviates from the 
expected solution. Another visualization tool, VeDebug [14], combines video-based time-travel 
regression debugging with traditional debugging techniques. 

An alternative approach to visualizing the software development process is using development 
environment extensions [15]. One such tool is Swarm Debugging that aligns with debugging 
visualization [16]. Integrated into the Eclipse IDE and leveraging the Java Platform Debugging 
Architecture, the system captures debugging events and employs visual tools like the Sequence 
Stack Diagram and Dynamic Method Call Graph to represent method invocation sequences and 



their hierarchical relationships. These visualizations help developers quickly identify critical points 
in the code and understand the execution flow. 

In addition to visualization systems, some researchers have created interactive development 
environments designed to teach students in introductory programming courses [17]. 

The use of video as a documentation option in combination with additional information has been 
used for GUI testing [18], where videos are recorded during test execution to supplement test 
reports. 

One of the few systems providing practical automated debugging tips to support student 
learning is the Virtual Debugging Advisor (ViDA) [19]. Based on recognizing common errors in 
students' programs, ViDA has shown that a higher percentage of students were able to fix their 
errors with its assistance, and most respondents found ViDA useful for learning. 

Despite the significant progress in developing automated systems for teaching programming and 
providing feedback, there remains a notable gap in research focused on automated debugging 
support for students. This indicates that existing work focuses mainly on teaching code writing 
rather than on the important step of software debugging. Therefore, increasing attention on 
creating and enhancing automated systems for program debugging is an important task for the 
further development of programming education. 

4. Research aims and objectives 

The purpose of this study is to develop tools for the automated creating of the debugging process 
video visualization using existing debugging logs, supplemented with visual cues. This will help to 
improve the process of teaching students how to debug. 

To achieve this goal, the following tasks were set: 
Develop a tool for visualizing the debugging process, clearly demonstrating the sequence of 

actions based on event logs received from the development environment. 
Supplement the video with comments that provide explanations and suggestions for improving 

the debugging process. 
Test the developed tool on the logs collected during the experiment. 

5. Video visualization of the debugging process 

In previous work, a constructor to generate debugging activity log files to formalize the data 
collection process regarding the usage of the integrated development environment (IDE) during 
debugging was developed using the constructive-synthesizing modeling (CSM) methodology [20]. 
This methodology can model and formalize various structures and constructive processes and has 
been frequently applied to software development and debugging processes [20-23]. 

An extension to the Microsoft Visual Studio was created based on the constructive model [20]. 
This extension records all debugging actions, along with their context, in the event log. 

In this paper, we describe the advancements of these software tools. Using the developed models 
and tools, we have created a system to visualize the collected information, reproducing the 
sequence of actions during the debugging process. 

To visualize the debugging process, we developed software consisting of the following 
components (Figure 1): 

1. WebUI – provides a web interface for accessing system functions. 
2. LogAPI – contains a RESTful API for receiving event logs from the IDE. 
3. DataManagement – provides CRUD operations for working with log and video files. 
4. LogDataProcessor – processes event logs received from the IDE. These logs serve as the 

basis for reconstructing debugging sessions and providing recommendations. 



5. CommentGenerator – generates comments that explain events from the log file and 
recommend debugging actions. These comments are based on analyzing the debugging 
process and identify effective strategies and approaches, increasing the educational value of 
the video. 

6. VideoGenerator – uses the processed log data and comments to generate a video 
representation of the debugging process. This video captures the user's interaction with the 
code, provides explanations and recommendations for debugging actions, and synchronizes 
with the timestamps from the log data. Periods of inactivity are skipped to make the video 
shorter and more informative. These moments are reflected in the comments. 

 

 
Figure 1: Tool components 

 
The developed software tool aims to automate the creation of the software debugging process 

video visualization. It works based on event logs received from the IDE, which are generated in real 
time as the developer works with the program text. Each action is recorded with a timestamp and 
context, providing a chronological record of the debugging process. To record all events along with 
contextual information in the IDE, the tool presented in our previous work [20] is used. 

By utilizing existing logs and supplementing them with visual cues, our approach offers a 
holistic view of the debugging process, clarifying the sequence of actions and strategies that 
developers use. 

The video presentation of debugging activities is a valuable resource for both teachers and 
students. It allows students to observe effective debugging strategies in action, helping them 
develop fundamental debugging skills. The video is accompanied by tips and tricks that provide 
additional explanations for each step in the debugging process. 

The debugging visualization tool interface (Figure 2) is designed to provide users with a 
comprehensive view of the debugging process by integrating: general information about debugging 
sessions (GeneralInfoSection), code display (CodeSection), and comments with recommendations 
(CommentsSection). 

 



 
Figure 2: A snapshot of the debugging process visualization 

 
The GeneralInfoSection includes the following details: the number of the current debugging session 
(in this example, the first), the total number of sessions (in this example, four), and the duration of 
the current session (in this example, 40 seconds). 
The CodeSection occupies a prominent part of the interface, showing the source code being 
debugged and offering several features: 

• syntax highlighting to improve readability; 
• visual markers indicating breakpoints, with two modes: active (green) and inactive (red); 
• highlighting of the currently executing line. 

The CommentsSection, located next to the code display, contains comments and recommendations. 
It provides explanations for the actions performed during debugging and suggests alternative 
solutions. Each comment is timestamped with the log file timestamps and session duration, 
allowing you to visually track the debugging process. Recommendations and hints are highlighted 
in a different color to distinguish them from regular comments. During the debug visualization, 
corresponding comments appear dynamically to provide context and understanding of the process. 

The debug visualization tool's interface is designed to be intuitive, informative, and user-
friendly, offering a comprehensive and detailed view of the debugging process along with relevant 
comments and recommendations. 

6. Validation 

To verify the functionality of the developed tool, an experimental study on program debugging 
processes was conducted with students from various courses in the “Software Engineering” 
specialty at the Ukrainian State University of Science and Technologies. The experiment took the 
form of a debugging olympiad. 

The process of common logical errors debugging by students was studied. A logical error occurs 
when the code is syntactically correct but produces incorrect results upon execution. These errors 



are often complex and challenging for students to identify and resolve. To assess debugging skills, 
we employed the error seeding method. We developed thirty short programs in the C++ 
programming language, each containing one of the fifteen most common error types based on 
previous research [24, 25]. C++ was chosen because students have been acquiring programming and 
debugging skills in this language since their first year of study. 

Each program contained a logical error confined to a single line of code, meaning the error could 
be fixed by modifying just one line. To aid in identifying errors, students were provided with 
sample input and output data. 

Systematically exposing students to different types of errors can significantly enhance their 
debugging skills. Isolating individual errors simplifies the process of identifying and fixing 
problems. 

The experiment involved 41 students from the first to the fifth year of study, all of whom had 
prior experience in C++ development and using the Microsoft Visual Studio IDE. The students were 
tasked with completing fifteen debugging exercises within a 4-hour period. 

Participants are classified as “High”, “Middle”, or “Low” based on the number of correctly 
completed tasks (Figure 3). 

Students in the “Low” class, if they have completed less than half of the tasks, there are 9 of 
them. The "Middle" class, comprising 23 students, completed more than half but not all the tasks. 
Nine students in the "High" class completed all tasks. 

Thirty-two students, approximately 78%, managed to solve half or more of the tasks. Nine 
students corrected all errors, taking a little over two hours on average. No error category proved 
completely unsolvable for all students, and no category had more incorrect answers than correct 
ones. Regarding the difficulty of errors, the results show that most participants answered at least 
half of the tasks correctly. Most errors fell within the 75% correctness range. Students had moderate 
difficulties with misusing the sizeof function and misunderstanding variable scope, with 25% of 
tasks in these categories solved incorrectly. 

 

 
Figure 3: Participant classification 

 
Figure 4 shows the list of the most frequently used commands of the Visual Studio development 
environment by the participants of the experiment. 

 



 
Figure 4: Frequency of using commands during the experiment 

 
A small set of actions was common among almost all participants, with nine actions found in 

90% of students. These actions included starting and stopping the debugger, changing code, 
executing the program, opening files with program text, and copying and pasting. 

The results showed that “Low” class participants made significantly more code changes than 
others but had fewer debugging sessions. Additionally, "Low" class participants more frequently 
displayed variable values on the screen instead of setting breakpoints or using step-by-step 
execution. 

Two types of breakpoints were observed: one to check if a part of the code is executed and 
another for step-by-step execution. Only "Low" class participants predominantly used breakpoints 
for step-by-step execution (86.67%), whereas "High" class participants used this method in only 
25.71% of sessions. "High" class participants rarely used breakpoints and stepwise execution, 
suggesting their development skills are sufficient to form correct hypotheses without extensive 
debugging. 

Figure 5 shows the statistics of debugging practices used by students during the experiment. 

 
Figure 5: Statistics on the use of debugging techniques 

 



Based on the most frequently repeated sessions, we identified four patterns of behavior among 
the experiment participants. 

Pattern #1 – running the program in debug mode without making any changes or performing 
debugging actions. This pattern is used to check the program's behavior. 

Pattern #2 – changing the program text and running it in debug mode without any further 
debugging actions. This pattern reflects the trial-and-error method, repeated until a solution is 
found or ideas run out. All participant groups use this method, though those in the “Low” category 
require more attempts and achieve poorer results. 

Pattern #3 – running the program in debug mode with set breakpoints. This is used to study 
which parts of the program are executed and for step-by-step execution. 

Pattern #4 – changing the program text, setting breakpoints, and running it in debug mode. This 
pattern corresponds to the error assumption method, where an error is assumed at a specific point, 
the code is modified, and breakpoints are set to verify the correction. 

Most developers set breakpoints and traverse code using the debugger. Other debugging 
functions are used much less frequently by fewer developers. Only two participants utilized tools 
such as viewing variable values. Those who did not use debugging tools relied on trial and error and 
displayed values on the screen. These findings suggest a need for increased hands-on debugging 
experiences in curricula. 

Although not surprising, the experiment demonstrated that experience is a key factor in 
debugging skills. All 4th and 5th-year students completed half or more of the tasks, whereas no 
first-year students completed all the tasks. 

The data analysis also identified students who did not solve the tasks independently. One 
participant was disqualified for submitting pre-prepared solutions. Additionally, five more 
participants were not credited with correctly completed tasks due to suspicious processes lacking 
independent effort. Their solutions coincided with those of other participants, and their logs 
consisted of few debugging sessions with minimal actions, including large code pastes. 

The experiment generated 487 event log files for 41 participants, totaling 2,415 debugging 
sessions and 16,536 events. Based on these logs, the functionality of the developed tool was tested. 
The verification phase assessed the accuracy of video display and commentary generation. The tool 
successfully reconstructed the debugging processes, accurately capturing the sequence of 
participants' actions. The resulting videos provided a clear visual representation of the debugging 
sessions. The test results confirmed the efficiency of the presented approach. 

7. Conclusion 

This paper presents a new approach that offers a practical solution for improving debugging 
skills through demonstrative debugging videos. The proposed method aims to enhance the 
efficiency and effectiveness of debugging training by combining visual representation with detailed 
descriptions of actions, comments, and recommendations. This approach enhances process 
understanding and facilitates knowledge transfer. Comments provide insights into the rationale 
behind certain actions, offering guidance on potential process improvements and alternative 
approaches. 

Integrating video visualization with log file data offers a promising way to enhance the 
debugging learning process. By providing a comprehensive visual representation of the debugging 
process, novices can better grasp its intricacies, thereby addressing a gap in debugging training. 

This tool is also beneficial for teachers, as it simplifies monitoring the development of students' 
debugging skills. By analyzing individual learning trajectories, instructors can assess each student's 
progress over time. Tracking improvements in debugging skills and identifying persistent problems 
allows instructors to adjust their teaching methods to better meet the needs of their students. 



Furthermore, by studying patterns in debugging processes, teachers can identify common 
mistakes. This information can be used to develop teaching materials that address these problematic 
issues. 

Future work could focus on expanding the tool's functionality and conducting additional 
research to further validate its effectiveness and usability. 
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