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Abstract 
This paper describes a developed system of secured user credentials transfer from a user’s web browser to 
a web application server. This paper will describe in detail the operation of an advanced 10-level encryption 
algorithm for user credentials and demonstrate a High-Level Design system that represents the algorithm’s 
step-by-step execution. The basis of this algorithm is the verification of user data to detect illegal (malicious) 
activity when entering a user’s login and password. Based on the presented encryption algorithm, an 
experimental study of the developed user authorization web page and the processing of the entered 
credentials, before sending and after receiving the data processed by the web server. 
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1. Introduction 
Nowadays, where most companies work with clients and 
web applications, creating and using a personalized user 
account requires unique credentials, which are one of the 
key targets of attackers. For giant companies with a certain 
market share, developing a secure web application is a 
common task, as these companies can maintain a full 
department of developers who will develop and improve the 
web application, but for new companies or SMBs, this task 
is very critical, as they are unable to maintain a sufficient 
number of developers to cover all the necessary tasks for 
developing a web application, including security. Therefore, 
these companies either do not use security for their web 
applications at all and remain vulnerable to cyber-attacks or 
spend a significant portion of the company’s budget on 
implementing 3rd party technologies to ensure the secure 
operation of web applications, secure user authentication, 
and transfer personal data. 

Based on the analysis, Table 1 shows a list of the Top 5 
commercial technologies used by companies and a list of 
threats that are prevented by these technologies. 

2. Problems of transferring user’s 
credentials between client and 
server 

In modern cyberspace, where most of the world’s users are 
located in virtual networks when companies migrating their 
computing to cloud service providers, and when the number 
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of Internet users and unique devices is growing every day, 
the problem of ensuring secure users’ credentials transfer to 
the web-application server remains. 

Most modern web applications have a field for entering 
a login and password to gain access to the internal closed 
resources of the web application and the stored personal 
data of the credential holder. However, some of these web 
applications contain partial or do not contain security 
checks of the entered user’s login and password, such as:  

 Lack of security checks on a large number of 
password entries, which leads to a Bruteforce attack. 

 Lack of security checks of the content of entered 
credentials by the user, which leads to a SQL-
Injection attack etc. 

In most cases, companies, in order not to modify the 
client-server part, which may affect the performance of the 
developed web application, use various commercial 
solutions to close and prevent potential cyber threats or 
cyberattacks, that have targeted the performance of the web 
application, leakage of commercial information and 
personal data of employees/customers of the company [1]. 
Therefore, the task of securely transferring user credentials 
entered in the form of a web application is relevant today. 

Therefore, the main goal of this paper is to develop an 
effective and simple way to verify user input of credentials 
(login and password) to access the internal resources of a 
web application and prevent Bruteforce and Man-in-the-
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Middle (MITM) attacks using improved and built-in web 
application tools [2]. 
To achieve this goal, the following tasks need to be 
completed: 

1. Analyze existing technologies and web attacks 
that cause monetary and reputational losses to 
companies. 

2. Develop an improved HLD (High-Level Design) 
system, algorithm, and software solution for 
secure transmission and verification of user 
credentials (login and password). 

3. Conduct an experimental study of the developed 
improved version of the user credentials input 
verification. 

The novelty of this paper is the improvement of the user 
authentication system on web applications by applying 
procedures for security verifying the input of credentials 
and contents to detect malicious code, which will allow 
companies to protect the transfer of credentials and 
personal data of users at the initial stage of the company’s 
growth and protects company’s services from leakage, 
hacking and disruption without the use of third-party 
technologies [3]. 

Based on the analysis, Table 1 shows a list of the Top 5 
commercial technologies used by companies and a list of 
threats that are prevented by these technologies: 

Table 1 
Top 5 commercial technologies that are needed to protect companies’ web application  

Technology|Attack 
Bruteforce 

Attacks 
OWASP Top 
10 Attacks 

DoS 
Attacks 

DDoS 
Attacks 

Bots 
Attacks 

Malware 
Attacks 

Man-in-the-Middle 
(MITM) Attacks 

Web Application Firewall 
(WAF) [4] 

+ + +  + +  

DoS/DDoS Protection [5] +  + +    
Multi-factor Authentication 
(MFA) [6] 

+      + 

Static Application Security 
Testing (SAST) [7] 

 +    + + 

Dynamic Application 
Security Testing (DAST) [8] 

 +   + + + 

 
It should be considered that companies eliminate 
vulnerabilities that are found after writing web applications 
and publishing them on the Internet using each of the above 
technologies. 

3. Developing of high-level design 
system 

To present the principle of operation of the encryption 
methods used to transfer the login and password to the web 
application server, a High-Level Design (system) was 
developed that visually demonstrates the step-by-step 
processing of the input data by the user and their sequential 
transmission to the web application server. 

This approach is based on the 10-level principle (each of 
these levels will be described below) of transferring login 
and password to authenticate the user and ensure the 
authorization of a legitimate user to the internal resources 
of the web application, as shown in Fig. 1. 

Level 0. This level is used to establish an encrypted 
connection between the client and the server, in this case 
between the client’s browser and the server side of the 
website using the SSL protocol, which contains a set of 
ciphers and protocols not lower than TLS 1.2 or TLS 1.3 [9], 
and the size of the encryption key is not lower than 4096 
bits. The use of this encrypted connection is necessary to 
avoid MITM attacks and to prevent a legitimate user from 
joining the session. 

Level 1. At the first level, after successfully establishing 
a connection with the web server, the user is displayed the 
web application login page, where the user is prompted to 

enter the login and password of the user registered in the 
web application. 

Level 2. After the user enters the login and password, a 
Hash function is generated for the login using the SHA-256 
encryption algorithm [10] to make it impossible to decrypt 
the encrypted data and transfer it to the web application 
server for further processing. 

Level 3: After the web application server receives the 
encrypted user login, three additional protection and 
verification modules are enabled to prevent the use of the 
Bruteforce attack. 

 The first stage is the store of the client’s IP address. 
 In the second stage, the number of unsuccessful 

attempts to authorize the client is counted. 
 In the third stage, the received content is checked 

for embedded injections that may affect the 
functionality of the web server and the web 
application database. 

After successful verification by the built-in security 
modules and a verdict that the session is from a legitimate 
user, the main module is connected, which downloads all 
possible Hash functions of all users’ logins to the web 
server’s RAM, and searches this list for the received Hash 
login from the user. 

Level 4. After finding an identical unique user, a one-
time “Salt” (token) [11] is created on the web server side, 
which is recorded in the database and transferred to the 
user. This token is valid only once and the next time the user 
logs in, the “Salt” will be changeLevel 5. When the client 
receives a one-time token, the password encryption process 
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starts. To transfer the password, we use our own developed 
encryption algorithm consisting of three steps: 
Creating a Hash function of the password entered by the 
user. 

Adding a one-time “Salt” (token) to the created Hash 
function of the password. 

Creating a Hash function for the data string obtained in 
the second step. 

As a result, we get an encrypted password that cannot 
be decrypted back, since a one-way encryption method is 
used. 

Also, it is important to note that the encrypted password 
string will be different for each authorization, so this helps 
to avoid MITM attacks and prevent the reuse of the 
encrypted password string for authorization on the web 
application. 

Level 6. After encrypting the user’s password at Level 
5, the encrypted login and password are transmitted to the 
web application server via the created SSL channel. 

Level 7. After the web application server receives the 
encrypted login and password from the user, the procedure 
described in Level 3 is repeated, and the user’s login is 
compared by the Hash function, which allows you to get a 
one-time token (Salt) and password in the form of a Hash 

function from the database, and a similar operation is 
performed as described in Level 5 for the received encrypted 
data. After all the necessary calculations are performed, the 
generated encrypted password is compared with the one-
time token and the encrypted password received from the 
client. 

It is important to note that before comparing the data, 
the data received from the user is checked for injections to 
prevent database hacking and disruption of the web server. 

Level 8. At this almost final level, in case of successful 
comparison of the login Hash function and the encrypted 
password received from the user, a final one-time access 
token is generated for the user, which entitles the user to 
access the internal resources of the web application and 
receive a link to the main page. Accordingly, the new one-
time token is also stored in the database. 

Level 9. After successfully passing all of the above 
levels, the user successfully authenticates to the web 
application and follows the link received from the web 
application, which gives the user the right to use the 
capabilities of the web application within the limits of the 
authorized access rights and the configured role-based 
access model (RBAC) [12].

 
Figure 1: High-level design system of secure login and password transmission from client to web application server via 
secured tunnel 

The algorithm described above, presented as an HLD 
system, will allow companies developing web applications 
to provide comprehensive verification and secure transfer 
of user credentials to the webserver to avoid the possibility 
of MITM and Bruteforce attacks and prevent the need to 
purchase commercial solutions (types of which are 
presented in Table 1) at the early stages of company and 
web application development. 
 
 
 
 
 

4. Experimental investigation of the 
developed algorithm processing 
for secure transmission of user’s 
credentials 

Based on the third section of this paper, which presents the 
algorithm of the developed approach to securely transfer 
user credentials to the web application server, the practical 
application of this algorithm will be presented. 
Demonstrations of the developed algorithm will be 
presented below in this section. 
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For example, it will be used in the web application under 
development—“Enco Console”, which contains a user login 
and password field to access the internal capabilities and 
data of the web application (Fig. 2). For testing, we used the 
next test credentials: root (login) and qwerty12345 
(password). 

 
Figure 2: User authorization form 

When you enter the user credentials and click the “Login” 
button, the algorithm described in the third section of this 
paper is executed. To provide a visual view of how user data 
is being processed at each stage of execution, a function was 
added that displays an intermediate result. 

At level 2 of the developed algorithm, after entering the 
login and password, a hash function of the user’s login is 
created and the processed data is sent to the web server 
(Fig. 3), as shown in the image below. 

After successfully transferring the user’s login Hash 
function to the web application server and performing the 
necessary checks on the server side, the user receives a one-
time token that will be valid only until the user is re-
requested to log in (Fig. 4). 

 
Figure 3: Creating a Hash function for the user’s login “root” 

 
Figure 4: Successfully receiving a one-time token (Salt) from the web server 

 
After the successful receipt of a one-time token on the client 
side, the process of encrypting the user’s password takes 
place, which must be transferred to the webserver to gain 
access to the internal resources of the web application 
(Fig. 5). There are three main operations involved in 
encrypting a user’s password: 

1. Creating a Hash function for the entered user 
password makes it impossible to decrypt this line 
of code. 

2. Adding the received one-time token (Salt) to the 
created password Hash function and forming a 
single 128-character expression [13]. 

3. Create a Hash function for the single expression 
created in step 2. 

 
Figure 5: Encrypting a user’s password before sending it to the web application server 

After the web application server has successfully verified 
the received function, the user is sent a session key that will 
be valid only for one user session and, at the next login, both 
the one-time token and the one-time session key will be 

changed. Along with receiving the session key, the user 
receives a link to a page that provides access to the internal 
resources of the web application (Fig. 6). 
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Figure 6: Getting a session key and a link to go to the next internal page of the web application 

As you can see, the developed algorithm has 10 levels of 
verification, where each level launches and executes a 
different set of procedures that check each field entered by 
the user and the data transmitted to the web application 
server. That’s why, thanks to the implementation of this 
algorithm, businesses in the early stages of development 
have the opportunity to protect their resources from two 
types of attacks: MITM and Bruteforce since to prevent 
MITM attacks, it is assumed that it will not be possible to 
resend the token, since when the authorization page 
reloads, the token will already be updated and, at the same 
time, the data received from the user does not interact with 
the database directly, but only through the server side of the 
web application. To prevent a Bruteforce attack, the server 
side, when receiving hash functions, logs the number of 
successful/failed authorization attempts by the user, where 
it is established that after 3 unsuccessful password attempts, 
the user’s account and IP address are blocked for up to 30 
minutes. 

5. Conclusions 
The analysis conducted at the beginning of this paper has 
identified the key needs and threats that require the 
purchase of commercial web application security products. 
For enterprise-level companies, these solutions are 
available, as well as the engineering resources that will be 
involved in supporting their operation, but for small SMB 
companies or new companies that are just starting, the 
purchase of the described set of solutions is unaffordable. 
That is why it was decided to improve the existing 
algorithms, which will allow new companies or SMBs to 
protect the credentials of users or customers of a web 
application from attacks such as Man-in-the-Middle and 
Bruteforce. To build a secure data transmission channel 
between the client and the server, an algorithm consisting 
of 10 levels was proposed, which describes the interaction 
between the client’s web browser and the web application 
server and describes the step-by-step operation of the 
encryption algorithm. Also, while using and implementing 
this algorithm on the authorization page, it is worth 
considering subprocesses that are connected at two levels 
on the server side and provide additional verification of user 
activity when entering a login and password on the 
authorization page. Also, for visualization, the last section 

provides a practical application and display of the algorithm 
at each stage of the transmission and receipt of encrypted 
data between the client’s web browser and the web 
application server, which allows you to clearly understand 
what data is being processed and at what time. Through the 
use of one-time tokens, the company can avoid reusing 
tokens and compromising data in the database by gaining 
unauthorized access to the data in the database. Also, it is 
worth noting that this algorithm works in such a way that 
the data sent to the web server is not transferred to the 
database in any way, and the data is processed on an 
intermediate server that interacts with both the client and 
the database, which prevents SQL-Injection attacks and the 
use of any other injection that relates specifically to the 
corruption of data in the database. 
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