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Abstract
This article aims to incorporate search engine optimization validation into the development process of JavaScript-
based web applications, thus connecting two sides of optimizations, namely the selection of appropriate practices
and their correct implementation. We summarize strategies for achieving search engine optimization (SEO)
compliance in single-page applications (SPAs) and propose two distinct testing solutions aimed at addressing
SEO concerns in modern web apps. Both approaches are incorporated into CI/CD pipelines, making it possible to
enforce existing SEO strategies. The issue of visibility in search engines is especially characteristic for JavaScript-
based frameworks. This is because of the way they load and render their content, are mostly unable to achieve
satisfactory SEO scores and rankings. Due to the ever-increasing popularity of these frameworks, it is essential
to identify and compare available optimization techniques to address this subject adequately. Here, we take a
closer look at the SEO-friendly features of Nuxt.js and Next.js frameworks and evaluate their capabilities using
two mock e-commerce websites as examples. To fulfill our second objective, an approach to continuous SEO
testing is presented. We discuss the results of similar CI/CD pipeline setups using distinct technologies and
tools, in particular Jenkins and GitHub actions. The results show that by integrating specific tests focused on
SEO into CI/CD pipelines, developers can identify crucial shortcomings of their product and eliminate them
before they cause harm in the production environment.
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1. Introduction

In today’s world, the concept of search engine optimization (SEO) is vital for receiving desired amounts
of Internet traffic. It may also give valuable insight into the usability of a website. Generally speaking,
if the indexability of a website suffers, it probably fails to offer a great customer experience as well.
By optimizing certain aspects like the selection of suitable descriptive keywords or enhancements
regarding content structure and loading speed, a website’s ranking inside a given search engine can be
drastically improved. While it is not necessarily hard to achieve these results with traditional websites
(MPA) utilizing server-side rendering (SSR), frameworks built on top of JavaScript with widespread
usage of client-side rendering (CSR) complicate the process [1, 2].

According to the Stack Overflow developers survey of 2023, frameworks such as React, Vue.js and
Angular are among the most popular web technologies used by professional web developers [3, 4].
Their popularity indicates abundant presence of single page applications (SPAs) created using these
technologies. The most visited social media platforms utilize JavaScript frameworks due to the numerous
benefits they provide, both to developers and end users [5, 6]. Even though Angular was developed
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more than a decade ago, search engines’ support for SPAs is still not extensive. At the moment, there is
no guarantee that an SPA would be processed correctly and timely by the search engines [7]. To mitigate
SEO issues in SPAs, a new generation of frameworks emerged with Next.js and Nuxt.js that belong to
this category [5]. These frameworks offer a variety of rendering methods and SEO-friendly features
that simplify optimization for search engines while preserving the benefits of the SPAs architecture [8].
By strategically combining different rendering methods, these frameworks ensure that the page loads
quickly and does not appear empty to the crawlers [1]. Although modern JavaScript frameworks
simplify achieving high SEO scores, prompt detection of SEO issues remains complicated, regardless of
the type of web application and scaling options on Kubernetes [9, 10].

Achieving desired SEO without maintaining good coding practices is impossible; despite that, in
practice, teams dealing with development often work separately from the SEO specialists. It is not
unusual for businesses to conduct an SEO audit after they encounter problems with online visibility.
The cost of late detection of issues with SEO may be high, depending on the severity of the problems
and the promptness of their identification. An efficient approach would be to evaluate compliance with
the key SEO practices continuously, during the development stage [11].

Due to the growing demand for fast and secure delivery of new versions of software, platforms for
continuous integration and continuous deployment (CI/CD) are gaining attention. The abilities to
speed up, facilitate and automate code integration and deployment to customers have made CI/CD a far
better choice than previously used monolithic methodologies [12, 13, 14, 15]. In addition to the already
mentioned qualities, these platforms also provide options for defining targeted testing stages aimed at
domains such as structural code integrity or security vulnerabilities, to name a few [16, 17]. Since having
a CI/CD pipeline in place is becoming increasingly attractive for teams of developers, integrating SEO
tests into the pipeline provides a solution that would be in line with the current software development
trends.

The paper is organized as follows: the introduction section covers general information about the
research and the problem we are trying to solve, materials and methods section state the objectives, the
literature review section provides a brief theoretical background regarding relevant domains, results
section describe and summarize the obtained solutions with the developed solution, analysis and
discussion section examine possible limitations of the utilized approach and outline the main findings,
and conclusion section contain the main observation and information.

2. Materials and Methods

The research in this paper was carried out using research questions, which are further detailed and
defined in the section research Questions and objectives. Materials were obtained by searching published
literature inside scientific databases as well as analyzing reputable online sources. The selection was
made based on their relevance to the research topic. In the article, a small number of older sources
were used, which have direct relevance to our research. The investigation utilized research questions to
better understand the issues related to search engine optimization.

2.1. Motivation

Since modern JavaScript frameworks are becoming increasingly popular among web developers, the
challenges brought by the need to be SEO compliant have to be addressed. Integrating SEO compliance
testing into CI/CD test pipelines presents the first step how to discover possible problems and would
prevent these problems from entering the production environment. Additionally, the connection
between SEO compliance testing and CI/CD pipelines has not been comprehensively addressed in the
literature, and therefore, more research has to be done to bridge this knowledge gap.



2.2. Research Questions and Objectives

In this article we examined in detail the relevant literature to provide answers to the research questions
listed below:

1. What qualities do websites have to have to be SEO compliant?
2. Do all SEO factors affect the visibility of a website equally?
3. What are the ways to make websites using JavaScript frameworks more SEO compliant?
4. What are the existing approaches to testing SEO?

The answers are incorporated into the content of the Literature Review section. Based on the
identified research gaps, two objectives of this paper were formulated: to evaluate SEO features of
Next.js and Nuxt.js frameworks, and to create a continuous SEO testing solution.

The details of the developed testing solutions and SPAs are described in the section Architecture of
the Solution.

3. Literature Review

This section briefly summarizes current knowledge in domains related to the issues addressed in the
research topics. When discussing SEO, the emphasis is on commonly acknowledged principles, however
the obstacles encountered in SPAs are also discussed. The literature review is divided into the following
sections: single page applications, Next.js, Nuxt.js, search engines and optimization practices, and
testing SEO compliance for Web applications.

3.1. Single Page Applications

Since the introduction of the XHR API, which allowed data to be sent and received asynchronously, early
SPAs began to emerge and evolve gradually [2]. In one of the earliest studies regarding their architecture,
an SPA web interface is defined as “composed of individual components which can be updated/replaced
independently, so that the entire page does not need to be reloaded on each user action” [18]. From
this definition, it can be inferred that the core difference between MPAs and SPAs relies in the way the
communication between the client and the server takes place. When the most prominent JavaScript
frameworks were introduced, CSR continued to be the primary rendering mechanism utilized in SPAs.
Despite CSR being the main reason for the enhanced UX of such applications, this rendering approach
caused problems with SEO, damaging the visibility of such websites [2]. These issues lead to development
of a new generation of frameworks with extensive SEO considerations in mind. Due to poor search
engine support of CSR, one significant advancement is support of novel rendering methods and their
combination within the same page [19].

3.1.1. Next.js

The framework offers four rendering methods and allows to apply them on a per-component level
as well as for individual pages. Table 1 compares available rendering modes based on a few selected
properties that influence SEO, user experience and the development process itself, while highlighting
similarities and differences between them.

Another benefit of Next.js is its suite of custom components with enhanced SEO features. One notable
example is the <Image/> component substituting <img> element, which automatically resizes assets
depending on viewport dimensions, prevents layout shifts and reduces page load time by means of
lazy-loading and conversion of images to modern formats like WebP [22]. Another beneficial component
is <Link/> which is an integral part of the Next.js framework. This component is used to enhance
application performance for the client, while preserving the default behavior for the crawlers.

Apart from providing components, Next.js offers an intuitive way to define metadata for individual
pages and add relevant keywords in the <title>, <meta name=’description’> and other tags by retrieving



Table 1
Comparison of rendering techniques available in Next.js framework. Abbreviations: client-side rendering (CSR),
server-side rendering (SSR), static site generation (SSR), incremental static regeneration (ISR). Source: informa-
tion summarized from [19, 1, 20, 21].

Properties of rendering methods: CSR SSR SSG ISR

page generation on request on request pre-rendering pre-rendering
best suited type of content dynamic dynamic static dynamic
content updates instantly instantly requires re-build small latency
page load time on first request slow fast fast fast
server response time fast slow fast fast
load on the server low high low high

them from the page’s URL and external data as well. Ways for the dynamic generation of the sitemap.xml
and robots.txt files are also available in Next.js.

3.1.2. Nuxt.js

Nuxt.js is an open-source web development framework suitable for both front-end and back-end
operations. It acts as an extension over Vue.js in that, besides the traditional CSR capabilities, it also
provides other specialized rendering modes, amongst them SSR, SSG and hybrid rendering, and a variety
of innovative features that streamline the development process [23]. In essence, Nuxt.js brings similar
functionalities for Vue.js as Next.js for React.

An extensive advantage of this framework lies in its wide range of modules for the simplification of
various tasks, like the automatic generation of one or more sitemap.xml files containing every detected
route inside an application, the on-demand generation of the robots.txt file and various useful plugins
for testing frameworks [24].

As its the case for Next.js, Nuxt.js also comes with built-in components for optimizing images,
hyperlinks and elements crucial for SEO. Besides these, other innovative features include its file-based
routing system and the ability to automatically import the contents of certain directories into any
location inside an application [25].

3.2. Search Engines and Optimization Practices

Search engines are the most important intermediary actor between the users and the content they are
looking for; by filtering and ordering pages based on their relevance to the user’s query, they act as a
two-way gateway that connects content providers with end users. With crawler-based search engines,
and Google in particular, having the dominant share on the search engine market, it is essential to ensure
the websites are optimized for the bots and other components of search engines. Generally, three major
subsystems assist in distinct aspects of a web search: crawler, indexer, and ranking algorithms [26].

Optimizing for crawling stage, at which pages are being discovered and re-explored, is in the case of
MPAs straightforward, while SPAs may cause issues due to empty DOM structure and slower initial
rendering [2]. Even though Google supports SPAs by employing a rendering queue, processing of
client-side rendered applications may be delayed in comparison to MPAs [7]. Thus, usage of isomorphic
JavaScript and combination of several rendering strategies are recommended as effective measures to
optimize SPAs for crawlers [1].

Indexing includes the processing and analyzing of a page’s content and structure, which in a positive
scenario leads to storing the URL, along with its metadata, in a search engine’s index database. Only
after the page is stored in the index, it can appear in search engine results page (SERP) [27]. Optimization
of MPAs and SPAs for this stage is similar and includes both technical considerations and content
research [28, 1].



The final, ranking step is, contrary to the previously discussed stages, directly dependent on the
entered query. According to Google, relevance of the page to the searched query is the key position
determining factor. However, query-independent ranking factors do exist, and might play a significant
role in rivalry situations [29]. Also, the ranking factors’ weights are subject to updates.

SEO practices aimed at optimizing websites for one or more search stages are frequently categorized
into three groups based on their target [28, 30]:

• Off-page SEO, concentrating on actions taken outside the website’s structure
• On-page SEO, targeting various elements regarding a website’s structure
• Technical SEO, being a subset of on-page SEO dealing with everything besides the content itself

While not all authors put technical SEO into a distinguished category, it is relevant to separate these
practices in the context of our objectives in this article. Figure 1 summarizes some of the most prominent
on-page SEO practices, which include, but are not limited to semantic HTML elements, internal linking
structure, assets optimization, textual content with keywords, URL structure and proper metadata [30].

Figure 1: Structural information evaluated as part of on-page SEO; special attention is devoted to semantic
elements, as indexers leverage them for guidance. Source: authors’ contribution.

In the narrow sense, on-page SEO is concerned exclusively with the content, while technical SEO
encompasses the rest of the above mentioned practices together with website’s performance and
security [31]. Thus, it can be concluded that technical SEO is the one most closely related to the web
development process.

3.3. Testing SEO Compliance of Web Applications

DevOps has now become an industry standard, since it promotes automation and, at the same time,
decreases the error rate in multiple areas of software development life cycle. Continuous integration and
continuous deployment represent key DevOps practices that are widely used by developers’ teams [13,
32, 33, 34]. Since DevOps encourages extensive testing inside CI/CD pipelines [35], incorporation of
SEO tests, especially for the technical aspects of pages, presents a suitable and practicable approach to
both evaluation of the website and prevention of SEO flaws in the deployed version.

To explore the state of the art, literature research was conducted in the domain of SEO. Four articles
providing a comprehensive overview of SEO from the period 2019-2024 were analyzed [30, 26, 28, 31].



In regards to SEO testing Lighthouse was a frequently mentioned auditing tool [36]. Some authors
presented their own SEO testing solutions [29]; and while the importance of continuous efforts in
achieving SEO compliance was often emphasized, none of the analyzed studies reported SEO as a part
of custom web application testing solution integrated into CI/CD pipelines.

There is, however, evidence that in industrial settings, this approach is utilized. The existence of
platforms such as RankSense and Lumar indicates a demand for automation of SEO issues detection.
These tools employ AI for testing and implementation of SEO practices to avoid problems in production
and reduce error-prone manual effort. Lighthouse also comes with a version, named Lighthouse CI, that
can be incorporated into CI/CD pipelines for continuous page auditing. Thus, to reduce the identified
gap in scientific literature, we developed automated SEO testing solutions.

4. Results

This section provides details of the implemented testing solution based on the information compiled
from relevant papers and online sources. In accordance with the collected sources, in the sections
that follow, an architecture is proposed that looks at the possibilities of two SPAs Nuxt.js and Next.js
frameworks. Through a defined basic structure, we try to test SEO complexities and the necessary
requirements of implementing a fully functional and optimized website. Specific tests were related to
some of the following aspects: image optimizations, performance, crawlability and indexability, etc.

4.1. Architecture of the Solution

Two SPAs were created in the e-commerce domain, each with the following goals in mind:

• to determine the extent of SEO capabilities of Nuxt.js and Next.js frameworks;
• to create and tailor SEO tests to the specifics of the developed application.

Both solutions have a similar CI/CD pipeline architecture with feature, development and main
branches. In both cases commits to the main branch triggered the execution of SEO tests and application
deployment on successful tests completion. Both web applications implement on-page and technical
SEO practices from these groups: crawlability and indexability, performance, image optimizations,
responsive design and mobile-friendliness, metadata, semantic HTML, URL structure and link validity,
information architecture, trustworthiness and security, and keywords.

The tests were designed to cover widely accepted practices in the listed on-page SEO categories. The
following sections highlight key features of the developed testing solutions.

4.2. SEO Compliance of Next.js and its Testing

The tools and frameworks utilized in this solution include:

• Next.js version 14.2.3 and React version 18.3.1
• Cypress version 13.9.0, Jest version 29.7.0, and the React testing library version 15.0.6
• Git, GitHub, GitHub Actions, and Vercel for deployment

The first set of frameworks was used to build the website, the second to perform SEO tests, and the
third to set up the CI/CD pipeline with integrated custom tests. The solution was created and tested on
a PC with the Windows 10 operating system and an Intel Core i7 processor.

For this solution SEO testing was divided into two separate stages, where component testing using
Jest and React testing library occurred at the integration to development branch, and more extensive
testing with Cypress was conducted before deployment. This method was chosen to detect faults
with components that may be modified more frequently, such as a product card, and to speed up
pre-deployment testing.

In regard to the website, pages intended for indexing were implemented to allow browsing products
and categories. In terms of rendering methods, SSR and SSG were predominantly utilized; CSR was used



scarcely. During development, SEO practices were being continuously implemented and tested at the
level of components, individual pages and files. Component level is mainly linked with semantic HTML,
accessibility and image optimization; page level is coupled with rendering methods, internal linking,
metadata and heading hierarchy; at the file level are special files such as robots.txt and sitemaps.

Next.js built-in capabilities were extensively utilized at each level; moreover, dynamic generation
was prioritized for the metadata, special files and other SEO considerations.

4.3. Testing SEO Capabilities of Nuxt.js

Our second solution was created with the following frameworks and systems:

• Nuxt.js version 3.10.3 and Vue.js version 3.4.19
• Playwright version 1.42.1, Vitest version 1.4.0, and the Vue and Nuxt test utils libraries with

versions 2.4.5 and 3.12.0
• Git, GitHub, Jenkins, Docker Desktop and DockerHub for deployment

The emphasis was on the development of a platform-independent solution by utilizing Docker for
both the Jenkins CI/CD pipeline as well as for the tested application; for these reasons, DockerHub was
chosen as the deployment environment. The solution was developed and tested on a PC with Windows
10 operating system and CPU AMD Ryzen 5.

The pipeline workflow executes the predefined Vitest component tests before deploying the dockerized
application to a local testing environment for SEO end-to-end testing with the Playwright framework.
The same testing steps were performed for both the master and development branches to be able to
notify developers about the encountered SEO issues anytime a new feature gets merged, e.g. not just
during deployment.

Figure 2: High-level visualization of our SEO testing module’s structure. Source: authors’ contribution.

An important contribution is our SEO testing module, visualized in figure 2, which is used inside
the pipeline step responsible for the execution of SEO tests. This module is able to extract the tested
application’s pages from its sitemap.xml file and run three sets of SEO tests against them in parallel; the
first set focuses on on-page SEO, the second one on technical SEO and the third one on the evaluation
of relevant Web Vitals metrics. Deployment is allowed only if the tested application is able to pass
every defined test.



To accurately test the capabilities of Nuxt.js, a combination of SSR and SSG were used for the
application’s pages together with built-in components for hyperlink definition and metadata generation.
Extensive effort was also put into image optimizations and proper page structuring with semantic
HTML elements.

4.4. Integration stage

The development of the web application was happening primarily on dev branch; specialized feature
branches were utilized scarcely. Due to the fact that the project was not being developed by a team, the
need for such branches was eliminated. However, the script for the pipeline was written in a way to
support both branching configurations.

Tests for newly added features and pages were defined either in advance, or were committed at the
same time to ensure every key component was tested before being merged with the functioning version
of the application stored on the master branch. For the CI stage component tests written in Jest were
run. Implementation of the complete CI workflow is shown in the Listing 1.

Listing 1: Defined workflow for continuous integration in Github Actions. Source: author’s contribution.

1 name: CI to dev
2 on:
3 push:
4 branches:
5 - dev
6 jobs:
7 test-jest:
8 runs-on: ubuntu-22.04
9 steps:

10 - uses: actions/checkout@v2
11 - uses: actions/setup-node@v2
12 with:
13 node-version: "20"
14 - run: npm install
15 - run: npm test

The lines 2-5 specify events that will trigger execution of the pipeline. In this case, push event
signifies that any commits to dev branch, including merging of feature branches, will trigger the
provided workflow. Below the line 6 individual jobs can be defined by providing a name for the
job, configuring environment and listing commands and actions to be executed sequentially; for our
workflow one job named test-jest (line 7) was sufficient.

When the job is triggered, its steps will be executed on a virtual machine with Ubuntu Linix dis-
tribution version 22.04 (line 8). The job consists of two built-in actions that will checkout the latest
version of the repository and download the requested Node.js version. Next, all the necessary project
dependencies specified in the package.json file will be installed (line 14). Finally, all the Jest test suites
will be run (line 15).

4.5. Evaluation

SEO compliance and performance of SPAs developed in Next.js and Nuxt.js was evaluated using
Lighthouse tool version 11.6.0, which was run from DevTools. Both static and dynamic pages were
audited; for multiple similar pages (e.g. product page), at most two representative pages were selected for
the final evaluation. All the pages attained the highest score in the SEO, best practices and accessibility
categories. In desktop mode, performance score always exceeded 95 out of 100 indicating great loading
speed.



The developed continuous SEO testing solutions were compared with the Lighthouse tool. We
identified several advantages of our custom solutions. Firstly, Lighthouse modifies test suite based on
the content of the page, which may lead to missed SEO issues, while custom test suites always apply
in their entirety. For instance, a website with no robots.txt can still get a perfect score in Lighthouse;
despite that, it is advisable to provide this file in order to avoid wasting crawling budget.

Another advantage of custom SEO tests is their flexibility and extensibility. In our experience,
Lighthouse is helpful for detecting basic SEO issues, but a perfect score is not indicative of high SEO
compliance level. Most pages attained a perfect SEO early during development, before the majority of
SEO practices were implemented. Custom SEO testing solutions allow to enforce compliance with the
defined SEO strategy and highly specific requirements.

5. Analysis and Discussion

Other previous research has demonstrated the SEO compatibility of modern JavaScript frameworks. Here,
we showed extensive SEO features of Nuxt.js and Next.js. Perfect Lighthouse SEO and performance
scores of the created applications indicate that these frameworks indeed allow us to create SPAs
compliant with all the major SEO requirements. Apart from that, many optimizations provided by
the frameworks are built-in and require minimal effort from developers. In regard to performance,
JavaScript bundling, code splitting and minification, along with numerous image optimizations are
executed automatically by the frameworks. While Nuxt.js allows to select a rendering method for
individual URLs, Next.js decides on the best rendering strategy based on the page’s functionalities.

Due to the identified limitations of the Lighthouse tool it would be necessary to audit the applications
by means of more advanced testing platforms to determine the true extent of the frameworks’ capabilities.
It would also be revealing to observe performance of the developed applications in the field and analyze
the reports from Google Search Console.

Based on previously defined research questions we were able to come up with the following answers:

• RQ1: to get the full SEO compliance mark and 100% level, websites must focus on a variety
of aspects. Starting with optimizing a page(s), it is critical to add proper metadata, such as a
descriptive title and alternative tags, and to include semantic components when necessary. Aside
from that, off-page optimization should not be overlooked, as the best results are obtained by
integrating both SEO approaches.

• RQ2: developers can take a variety of ways to achieving proper SEO compliance using JavaScript-
based frameworks, each with pros and cons. Dynamic Rendering was once a top solution for this
issue, but many providers stopped supporting it after the introduction of hydration techniques.
Today, developers are mostly urged to use frameworks that provide some means of employing
hydration in conjunction with SSR or SSG, but work is additionally being conducted to provide
even better alternatives.

• RQ3: Automation frameworks are the preferred option for SEO testing due to their ease of use
and greater performance over DIY alternatives. Predefined tests can be included in any section of
the pipeline. However, it is recommended to evaluate them prior to deployment, after other tests
have been completed in both development and production environments.

The developed custom testing solutions proved to be as efficient as Lighthouse, and in some respects
even more flexible and accurate. Available testing platforms, such as Jest, Cypress and Playwright,
provide ways to implement SEO tests for all the key technical practices. However, to fully validate the
developed testing solutions, it would be necessary to analyze how they perform in production.

The main limit might be illustrated by the leading search engines’ continual adjustments to their
needs and indexing algorithms. According to our findings, the bulk of visitors’ early interactions with a
website will have the most influence on their overall view of it, assuming SEO optimization is not done.
That is why developers should try to reduce the impact of resource loading delays so that they do not
severely degrade user experience. First Input Delay can provide important information for achieving
this goal.



6. Conclusion

In this article we focused on the challenges that search engine optimization compliance poses to
JavaScript frameworks, namely Vue.js and React, and ways how to overcome these problems by utilizing
modern frameworks build on top of them; Nuxt.js and Next.js, respectively. The required qualities of
SEO optimized websites were analyzed; a brief summary of the existing strategies of how to effectively
implement SEO practices in SPAs during the development process was also provided.

The research of relevant literature was undertaken to identify gaps in the field of SEO testing; we
observed a lack of scientific studies regarding continuous testing of SEO at the development stage,
even though multiple authors and studies point to the importance of early detection of SEO issues. To
positively contribute to this research domain, we implemented a custom solution that involved the
creation of two e-commerce SPAs, one using Nuxt.js and the other one Next.js, each utilizing a distinct
CI/CD pipeline architecture with integrated SEO testing capabilities.

Reinforced by the success of our practical implementation, we came to the conclusion that, if suitable
combinations of optimization methods are implemented, SEO no longer puts JavaScript-based websites
at a disadvantage. Moreover, we observed that integrating SEO tests into CI/CD pipelines provides
an effective error-filtering layer able to catch otherwise hardly noticeable problems, of which SEO
is undoubtedly one. The obtained results provide a good starting point for developing more robust
continuous SEO testing solutions and further investigating the issue of avoiding problems with SEO in
production.

Future research should focus on covering the possibility of creating binary libraries and a quick way
of learning the content itself while maintaining the achieved SEO results. We feel that one method to
achieve this would be to consider the capabilities of WebAssembly (Wasm), which provides a portable
binary-code format, and the Rust programming language. With this, it is feasible to obtain secure code
with efficient memory management on the server side, allowing for improved availability and servicing
a larger number of users.
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