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Abstract
Technical debt hinders many organizations from improving their software to meet user demands. Op-
portunity: Therefore, it is important to have a model to quantify the value of technical debt removal.
Methodology: The initial model was defined as the result of a brainstorming session with a team of
experts. The model has then evolved from existing standards (literature), including functional size
measurements (COSMIC). Results: In this position paper, we propose a model for quantifying the value
of technical debt (TD) removal and define angles for operationalizing future research. This value should
be quantified into the effort required to remove TD, considering the type of TD. The model includes
information to support the prioritization of TD removal activities based on their expected value, in-
cluding i) partners and vendors, ii) information and technology, iii) value stream and processes, and iv)
organization and people.
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1. Introduction

Technical debt has become a major challenge for many software organizations, hindering their
ability to effectively meet evolving user demands and market needs. Ward Cunningham first
introduced the Technical Debt (TD) metaphor in 1992 [1] in the following way: “Shipping
first-time code is like going into debt. A little debt speeds development so long as it is paid back
promptly with a rewrite. Objects make the cost of this transaction tolerable. The danger occurs
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when the debt is not repaid. Every minute spent on not-quite-right code counts as interest on
that debt. Entire engineering organizations can be brought to a stand-still under the debt load
of an unconsolidated implementation, object-oriented or otherwise”. While such practices may
provide short-term benefits, like understanding customer behavior, they often lead to long-term
consequences, such as increased complexity, decreased maintainability, and a higher likelihood
of system failures or security vulnerabilities. [2, 3] The negative impact of technical debt on
software development processes can be far-reaching. It can slow development velocity, as
developers spend more time debugging issues and working around technical limitations rather
than delivering new features. [4] This paper focuses on the technical debt that is causing a
negative impact.

As technical debt accumulates, it becomes increasingly difficult and costly to address, creating
a vicious cycle that can hinder an organization’s ability to innovate and remain competitive. It
is, therefore, important for software organizations to proactively manage and remove technical
debt through dedicated refactoring efforts, architectural improvements, and the adoption of best
practices in software development and maintenance [5, 6]. Quantifying the value of technical
debt removal is a critical step in this process, as it allows organizations to prioritize their
efforts, allocate resources effectively, and make informed decisions about when and how to
address specific types of technical debt. By understanding the potential benefits of technical
debt removal, such as increased development efficiency, improved code quality, and reduced
maintenance costs, organizations can better justify and plan for these activities. [7]

This study proposes a model for quantifying the value of technical debt (TD) removal and
defines angles for operationalizing future research. The model resulted from a workshop on
technical debt removal at the 2023 IWSM-Mensura conference. This value should be quantified
into the effort required to remove TD, considering the type of TD. The model includes infor-
mation to support the prioritization of TD removal activities based on their expected value,
including i) partners and vendors, ii) information and technology, iii) value stream and processes,
and iv) organization and people.

Technical debt can evolve from four quadrants, coined by Martin Fowler, that combine either
reckless or prudent behavior and is introduced either deliberately or inadvertently. [8] These
quadrants help team members and stakeholders understand the different types of debt that can
accumulate in the codebase. Types of technical debt need to be considered, as some types are
easier to fix than others. This categorization of technical debt leads to categories like:

• Coding errors
• Business requirement evolution
• Design patterns
• Non-functional requirements (e.g. maintainability, security, stability, high availability)

To establish the value of technical debt removal, an estimation model is needed that contains
at least the following elements:

• Cost of removal of technical debt: Cx
• Cost of non-removal of technical debt: Cy



With this estimation model, the benefits of technical debt can be quantified where Cy—Cx
> 0. Technical debt removal is beneficial only if the benefits compensate for Cx. If there are
multiple options for technical debt removal, those options can be prioritized.

What we want to achieve is to quantify technical debt and efforts for technical debt removal,
using standard algorithms to express the value. To be able to classify existing research, we
created the model in Figure 1 where the value of technical debt removal (Section 3) is influenced
or supported by four angles that will be discussed in this paper:

• Organization and people (section 4)
• Partners and vendors (section 5)
• Information and technology (section 6)
• Value streams and processes (section 7)

Figure 1: Value of Technical Debt Removal Model

In the following sections, we discuss for each angle of the model the following aspects:

• How can the (influence on) value be expressed?
• What methodologies can be used?
• What results do we expect?
• What research is needed?

2. Identification of Technical Debt in Agile mode

In Agile projects, we can assume the team has a formal ”Definition of Done" (DoD). In that case,
any incomplete DoD element will lead to identifying a piece of the software’s technical debt. [9]
Many teams will adopt a ”Definition of Ready" (DoR) for requirements, which includes a list of
requirements characteristics to be considered ready to be developed. This means that whenever
development is done without the requirements being considered ready, rework will most likely



be required once the requirements are clarified or completed. Identification of technical debt
within the requirements also comes from those elements of the DoR that have not been applied.
However, technical debt may very well exist without defining DoD and DoR or from incomplete
DoD or DoR.

3. Value

Expressing the value of technical debt removal involves assessing its impact on product quality,
development speed, and maintenance efforts. Estimating the cost of delaying technical debt
removal considers increased development time, risk of system failures, and missed opportunities.
Reduction should be proactive, scheduled regularly, aligned with major releases, and prioritized
based on impact. Continuous improvement fosters a culture of addressing debt iteratively or
continuously [10].

The value of self-admitted technical debt removal refers to the deliberate effort within a
software development team to address and eliminate known technical debt. Technical debt
is the accumulated cost of additional rework caused by choosing an easy, expedient solution
now instead of using a better approach that would take longer to develop at first. When a team
acknowledges its incurred technical debt, it recognizes that certain aspects of its codebase or
development processes need improvement. These could include outdated libraries, inefficient
algorithms, poorly designed architecture, lack of documentation, or any other aspect hindering
future development or maintenance.

Removing self-admitted technical debt involves allocating time and resources specifically to
address these issues. This might include refactoring code, updating dependencies, improving
test coverage, enhancing documentation, or revising development processes to prevent future
debt accumulation. By proactively addressing technical debt, teams can improve their software
products’ quality, maintainability, and sustainability over time. This requires balancing the
delivery of new features and allocating time for ongoing maintenance and improvement [11].

Aspects to be quantified:

• How can the value be expressed?
• What methodologies can be used?
• What results do we expect?
• What research is needed?

3.1. Functional Size Viewpoint on Value

In a well-monitored software development process [12, 13], the volume of functional size created,
modified, or deleted for each sprint is a known quantity. If the development team employs a
measurement method that enables the identification of base functional components (BFC) – for
instance, data movements [14] – it is possible to mark those BFCs that are subject to technical
debt. Identification occurs either when the functionality passes the DoD or the DoR under
reserve of some known technical debt.

When using functional size measurements to quantify the value of technical debt that is
present in developed software, it should be noted that measurement methods should be used



in accordance with the International Vocabulary of Metrology [15] and should respect proper
uncertainty measurement [16] to prevent inaccurate results. The introduction of additional
uncertainties into the measurement process results in a lack of clear correlation between the
size measurements of software components counted as technical debt and the overall size of
the product.

Accordingly, the assessment of technical debt represents an integral aspect of the standard
measurement process, occurring at each sprint. It is recommended that each sprint undergoes
functional size measurement, including technical debt, given that some of the technical debt can
be eliminated in a subsequent sprint. Furthermore, if the agile team identifies an accumulation
of technical debt, inserting a technical debt removal sprint into the development process is
always a viable option, contingent upon time availability.

The technical debt measurement is based on the functional size, which allows for direct
comparison with the total planned or delivered functional size. It should be noted that the
technical debt does not contribute to the overall size of the product. However, it may significantly
impact the required effort for subsequent development, enhancement, or maintenance of the
software product.

3.2. Non-Functional Size Viewpoint on Value

On the other hand, the non-functional viewpoint on the value of technical debt considers its
impact on non-functional aspects of the software, such as reliability, performance, security,
and maintainability. Technical debt can undermine these non-functional qualities, leading to
increased downtime, decreased system responsiveness, heightened vulnerability to security
threats, and greater difficulty in maintaining and evolving the software over time. From this
perspective, addressing technical debt is essential for ensuring that the software meets quality
standards, complies with regulatory requirements, and delivers a positive user experience.

Lastly, the most common method for estimating technical debt involves various approaches
focusing on different aspects of technical debt quantification. These approaches include identi-
fying smells, quantifying the Return on Investment (ROI) of refactoring, comparing the ideal
state with the current state of software quality, and evaluating alternative development paths
to reduce technical debt [17]. However, the lack of consistency among existing tools at the
methodology and rule sets levels has made it challenging to effectively compare and evaluate
these different estimation methods [18]. To address this issue, a novel conceptual model called
the Technical Debt Quantification Model (TDQM) has been developed, which captures essential
concepts related to technical debt quantification and allows for comparisons and evaluations
between different approaches [19].

3.3. Automation

3.3.1. Automated measurement of Technical Debt

Automated Technical Debt (TD) measurement is crucial for effective software development
management [20]. Existing studies highlight the complexity of TD measurement due to various
aspects involved, such as code size, complexity, and modularity [21]. Self-Admitted Technical
Debt (SATD) is a significant component of TD, often reported by developers themselves [22].



To address this, an approach integrating multiple sources like source code comments, commit
messages, pull requests, and issue tracking systems has been proposed, achieving an F1-score
of 0.611 in identifying different types of SATD [7]. However, the field of TD measurement is
still evolving, with limited independent validation of models and few automated tools available.
Further research is needed to enhance automated TD measurement processes and tools for
efficient software development management.

3.3.2. Automatic technical debt estimation

Automatic technical debt estimation is a crucial aspect of software development, with existing
literature highlighting various approaches to measuring technical debt principal. However,
many current methods lack full automation, availability, and validation, leading to confusion
among practitioners [23]. A study has shown that manual labelling and machine learning
techniques can significantly improve the identification and estimation of technical debt within
software projects [24]. For instance, machine learning models can be trained to estimate the
severity of architectural smells, enabling the calculation of technical debt principal based on
code analysis and prediction transparency. By leveraging these advancements, practitioners
can better understand and address technical debt in their projects efficiently and accurately.

4. Organization and People

The three main sources of technical debt are [25]:

1. documentation,
2. wrong architecture, and
3. bad coding practices.

All three of them are highly dependent on the organization in which the software is developed
and maintained and the people who develop and maintain the software.

4.1. Documentation

As mentioned in Section 2, in Agile projects, we can assume the team has a formal ”Definition
of Done" (DoD). Any incomplete DoD element will lead to identifying a piece of the software’s
technical debt. When the organization is not facilitating the enforcement of the DoD by the
scrum master, technical debt is more likely to exist and harder to fix.

Both specifications as solution documentation can be far away from code and obsolete before
coding begins, or at least after finishing the work, describing an earlier idea of the solution
approach. The ”Definition of Ready" (DoR) might have been applied at first, but as the code
evolved, many teams did not update the specifications or the solution documentation, which
then became obsolete. Identification of technical debt within the requirements also comes
from those elements of the DoR that have not been applied. Tools are available to maintain
documentation near the code, for instance, in the GIT realm. However, what if not properly
used? Can obsolescence of the documentation be avoided? What if key people maintaining
documentation or writing code are on leave temporarily?



4.2. Wrong architecture

As the software evolves over time, from maintenance requests, bug fixing and new business
needs along with their related requirements (e.g. new functionalities), the presence of technical
debt within the software architecture could be revealed through the observation that it takes
more and more time and effort to make a change. When the software architecture was first
defined, based on known requirements, it might have been adequate back then. However, after
new needs emerged, it is possible that these new needs significantly impacted the architecture.
In that case, not redefining the architecture will likely result in a lower development velocity.

4.3. Bad coding practices

However, even with the right documentation and the right architecture, technical debt may very
well exist when bad coding practices are applied to the code. It is very important that processes
or tools are in place to verify that the code that is produced adheres to quality standards and
maintainability rules [26].

But what if time pressure opposes such a practice? Technical debt can be tolerated on purpose,
but if it is left consciously, it should be managed.

5. Partners and Vendors

It is imperative that software procured from external sources, including partners, vendors, and
open-source initiatives, undergo the same rigorous assessment of technical debt as outlined in
section 4. This can be accomplished through contractual agreements with partners and vendors,
or through rigorous incoming source inspection, or a combination of both. It is recommended
that contracts and inspection practices specify the acceptable performance indicators for the
quality of code, ideally supported by an independent tool that supplies quantified values for the
different topics (such as code smells, vulnerabilities, code duplication, etc.). Furthermore, it is
essential to clearly define and assess the documentation requirements (expected vs. delivered).

It is similarly crucial to achieve consensus on the procedure to be followed in the event that
technical debt needs to be removed at a later stage, following acceptance and release. In the event
that the organization responsible for the creation of the software is tasked with the removal
of technical debt, it must be granted access to the relevant code and a clear understanding of
the respective roles and responsibilities in the event of a failure must be established. If, on the
contrary, the source code is retained by partners and vendors, it is of the utmost importance that
all parties involved in the software development process reach a consensus and coordinate their
measurements of technical debt. There should be a commonly agreed measurement process,
see the respective section of this paper.

6. Information and Technology

The IT landscape is perpetually evolving, encompassing implementation methods and overall
structure changes. Whether it’s the ascendancy of automation, the emergence of low-code/no-
code solutions, or the current rise of Gen-AI, each represents a significant shift in technology



development and application. Amidst these transformations, one constant persists: the presence
of technical debt.

Code produced through Gen-AI as shortcuts could accumulate as technical debt, requiring
extensive rework to rectify issues or comply with evolving regulations and ethical standards. An
organization needs to have a check and balance mechanism, ensuring any shortcut or Gen-AI is
fit for use and preventing technical debt addressing ethical considerations or potential biases in
the algorithms produced through Gen-AI.

During the Pursuit stage, the role and grade pyramid is experiencing a leftward shift due to
Gen-AI, with junior resources being tasked with critical deliveries, relying more on Gen-AI
code. This could potentially lead to the accumulation of technical debt in the future.

7. Value Stream and Process

Technical debt impacts the software development value stream from the initial development
to deployment and maintenance. This leads to slower development speed as developers spend
more time debugging issues and working around technical limitations. Consequently, technical
debt creates a domino effect throughout the software development value stream. It slows
down development, hinders quality, and makes deployment and maintenance more challenging.
Removing technical debt as quickly as possible allows for improved development efficiency,
code maintainability and streamlined deployment and maintenance.

To better understand the impacts of technical debt on the value stream, these aspects need to
be quantified:

• How can the value be expressed? An organization may choose to express the value in
terms of effort, duration or money;

• What methodologies can be used? As it is easier to improve an existing process (e.g.
a documented process), continuous improvement activities are expected as a means to
evolve the DevOps activities as part of the methodology as the basis of the value stream,
but methodologies should also include measurement methods for base measures and
measurement functions for derived measures;

• What results are expected? When the expected measurement results are understood, it
facilitates the decisions about how these results will be communicated;

• What further research is needed? This position paper provides a basis to allow researchers
to further investigate more precise ways to quantify technical debt removal.

8. Conclusion and Future Work

Technical debt remains a significant obstacle for many organizations striving to meet evolving
user demands and maintain a competitive edge in the software industry. Our study has proposed
a model for quantifying the value of technical debt removal, which provides a comprehensive
framework for understanding and addressing the multifaceted nature of technical debt. By
integrating elements from the Definition of Done (DoD) and Definition of Ready (DoR) within
Agile methodologies, and considering both functional and non-functional aspects, our model
offers a structured approach to identify, prioritize, and manage technical debt.



The model proposed in this paper emphasizes the importance of proactive technical debt
management, suggesting that regular and systematic removal efforts aligned with major releases
can substantially mitigate the negative impacts of technical debt. It highlights the necessity for
organizations to balance new feature development with continuous improvement practices, thus
fostering a sustainable development environment. The model also incorporates considerations
from various perspectives, including organization and people, partners and vendors, information
and technology, and value streams and processes, ensuring a holistic view of technical debt
management.

This paper also presents the critical role of automation in measuring and estimating technical
debt. Automated tools and machine learning techniques can significantly enhance the accuracy
and efficiency of technical debt quantification, enabling teams to better understand the scope
and severity of their technical debt. The integration of Self-Admitted Technical Debt (SATD)
from multiple sources, such as source code comments and commit messages, provides a more
comprehensive understanding of the debt landscape.

Despite the robustness of our proposed model, it is crucial to acknowledge that the software
development landscape is constantly evolving. Emerging technologies, such as low-code/no-
code platforms and Gen-AI, introduce new dimensions of technical debt that our current model
may not fully address. Additionally, the dynamic nature of software requirements and market
demands necessitates continual reassessment and adaptation of technical debt management
strategies.

Therefore, while our model offers a solid foundation for quantifying and managing technical
debt, it should not be viewed as exhaustive. Future research should focus on extending the
model to incorporate these evolving technologies and their unique contributions to technical
debt. Additionally, empirical validation and refinement through real-world case studies will be
essential to ensure its applicability and effectiveness across diverse organizational contexts. By
expanding our model to adapt to these emerging trends and continuous feedback, we can better
equip organizations to manage their technical debt and enhance their software development
processes.
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