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Abstract 
Requirements and conceptual model traceability is a core software engineering activity that supports 
decision-making during the entire software development life cycle. With traceability data sets growing, 
traceability visualisation techniques that properly communicate the relevant information are imperative to 
ensure quality, completeness, and transparency in enterprise models and information systems. We did a 
comparative analysis of various graphical visualisation techniques for conceptual model traceability such as 
graphical graphs, tabular forms, sunbursts, etc., The findings suggest that a one-size-fits-all solution does not 
exist because factors such as data structure, traceability purpose, and traceability-users’ skills determine the level 
of detail, content, and type of traceability visualisation technique. As a proof of concept, this paper presents an 
approach towards a traceability visualization modelling tool named StoryScreen, which facilitates the 
visualisation of traces among user stories and conceptual models. StoryScreen allows users to identify missing 
traces and fix errors in conceptual models and user stories. StoryScreen provides a project management tool 
for user story-based projects, which includes various traceability visualisation techniques such as 
graphical graphs, tabular, and textual. We expect that StoryScreen will support traceability users in 
improving user stories and creating conceptual models employing traceability visualisations that are 
filterable and interactive. 
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1. Introduction 

Requirements traceability and conceptual model traceability are important components of a well-
designed and reliable software system. Software traceability allows software engineers and 
developers to track back and forward specific software artefacts [1]. The growing variety and 
quantity of traceability artefacts pose challenges for determining appropriate traceability 
visualisation techniques. This modelling tool paper presents our research efforts in examining the 
current state of the art for requirements traceability visualisation techniques and their purpose. 
Our conclusions led to the implementation of the proof-of-concept tool named StoryScreen. 
StoryScreen allows for the specification of software requirements in the form of user stories and 
the visualisation of the corresponding traceability links to related conceptual models. For our 
research, we have defined the following main research questions. 

MRQ: Which traceability visualisation techniques have been proposed in the literature and for 
which purpose or task? We explored the literature regarding visualisation methods for 
requirements traceability and compiled a list of visualisation techniques. We examined which 
techniques are popular, how they fit specific traceability purposes and tasks, and if there are 
requirements that guide the matching of visualisation technique traceability tasks. 
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This paper is structured as follows: In section 2 we present the reviewed literature summarising 
different traceability tools and their visualisation techniques. Section 3 presents the design and 
implementation of our proof-of-concept tool named StoryScreen, which allows for traceability 
visualisation of conceptual models and user stories, as well as error detection and correction. 
Finally, section 4 presents the main conclusions and suggests directions for future work. 

2. Related work 

This section explores software traceability tools and analyses their corresponding visualisation 
techniques. 

2.1. General-purpose traceability tools 

There are various traceability tools, each with its own way of visualising the trace data [2]. Some 
tools rely on rather simple methods. Program Explorer [3] uses directed graphs to convey the 
traceability links of object-oriented programs. It tries to avoid visual clutter by allowing users to 
"reduce the search space" by applying certain filters to the data. A different paper proposes 
enhancements to the conventional traceability matrix [4]. The authors suggest that overlaying 
different sets of trace links (for example, candidate links and confirmed links) could help recover and 
validate said links. 

The main visualisation technique used in Extravis [5] is what the authors call a "hierarchical 
edge bundle" to give a global overview. It could be described as an (inverted) sunburst [6] graphic 
combined with a net map. Detailed data is visualised with "massive sequence views [7][8]. 

The ExplorViz [9] tool uses the visualisation concept called "3D city metaphor". This three- 
dimensional visualisation method resembles a city skyline to communicate data to the user more 
intuitively [10]. Another tool that makes use of a city metaphor for visualisation is DynaCity [11]. 

2.2. Requirements traceability tools 

Regarding requirements traceability, there have also been approaches using sunburst and net map 
visualisations [12]. The authors were searching for a technique to let them visualise requirements 
traceability data at scale. Instead of combining the two methods into a single visualisation, the tool 
uses sunburst to give an overview and the net map technique to give a more detailed perspective 
for a more focused data set. Similarly, in[13], the authors also recognise the advantage of using two 
separate visualisations for overviews and detail views. Here, the researchers use a tree map for the 
overview while presenting a detailed view with a hierarchical tree. The research finds that the 
approach scales well, is easy to use and supports the user in understanding, browsing and 
maintaining the trace links. 

The tool ReCVisu+ [14] gives a global view by representing all requirements as nodes and 
clustering them. The researchers focused on providing users with an interactive tool with zoom in 
and out and clustering capabilities. 

Multi-Visio Trace [15] relies on four visualisations: sunburst, hierarchical tree, graph and 
matrix. In an experiment, the researchers observed which visualisation was checked by the users for 
what kind of task. The results showed that all visualisation types have been used to complete certain 
tasks; sunburst was the most common. The study's main finding is that it might be beneficial to 
offer different visualisations and let users decide how they want to approach a specific problem. 

A series of studies evaluating existing visualisation techniques for (requirements) traceability 
have also been conducted. Many of these studies limit themselves to the most common 
visualisation types, namely matrices, graphs, lists and hyperlinks [16][17] have a broader scope 



[18]. The findings of these studies coincide: each visualisation technique has its own benefits and 
drawbacks, a one-size-fits-all solution does not exist, and various visualisations need to be provided 
to support different traceability tasks [19]. 

2.3. Overview of traceability visualisation techniques 

For detailed software traceability analysis, traceability visualisation techniques such as lists, 
matrices, graphs, trees and hyperlinks have been primarily used [16][17][19]. The most suitable 
visualisation depends on many factors [20]: What is the question that the user is trying to answer? 
What are the user’s skills? Is there a specific level of detail or a need for a global overview? 
Depending on these factors, each visualisation type has its use case. Table 1 gives an overview of 
the presented techniques, the dimension, scalability, and level of detail in supporting a global 

Table 1 
Overview and comparison of the different traceability visualisation techniques 

 

Visualisation Technique Dimension Scalability Global overview? 
Matrix 2-Dimension Low No2 

Graph Multidimensional Medium Yes 
List Multidimensional Low No 

Hyperlink 
Hierarchical Tree 

Sunburst 

Multidimensional 
Multidimensional 
Multidimensional 

Low-Medium 
Medium 
Medium-High 

No 
Yes 
Yes 

 
Matrices can only represent two-dimensional data, do not scale well and fail to give a global 

overview. Nevertheless, requirement traceability matrices are widely used in practice as they are 
easy to use and implement. Similarly, with lists or hyperlinks, matrix scalability is limited to 
provide a traceability overview. Lists are suitable to help in the link recovery process and 
hyperlinks for browsing tasks. 

Graph- or tree-based and sunburst visualisation techniques mitigate scalability issues. Their 
multidimensional nature is appropriate for communicating different traced artefacts in a compact 
manner. To the best of our knowledge, there is a lack of research and development solutions for 
specific traceability visualisation techniques for user stories and related conceptual models. 

3. Design and architecture of the StoryScreen tool 

This section presents the design and architecture of our proof-of-concept tool named StoryScreen. 
StoryScreen supports users in managing traces between user stories and related conceptual models. 
The tool offers various conventional visualisations, as well as a graph-based approach called the 
traceability graph, 

3.1. Metamodel 

We developed a traceability graph metamodel suitable for representing various software artefacts 
to be traced. The metamodel was created using the Eclipse Modelling Framework (EMF) and its 
ECORE metamodel (see Figure 1). Further, the metamodel serves as a basis for the database model 
used in StoryScreen. 

 

 
2 Can give a global overview if only two artefact types exist. 



 

Figure 1: Traceability graph metamodel 
 

In the metamodel, the main metaclasses are Node and Instance. The metaclass Node is 
specialised in Entity and SourceArtefact. The Entity metaclass represents an entity of a conceptual 
model or target artefacts with three specialisations: 

• MainEntity: A MainEntity is a standalone entity, such as a class in a class diagram. It is not 
dependent on any other Entity. 

• SubEntity: A SubEntity belongs to a MainEntity. Examples of sub-entities are class 
attributes or operations (a.k.a. methods). 

• RelationshipEntity: A RelationshipEntity represents a relationship between two 
MainEntity classes. 

The SourceArtefact metaclass can have multiple children or SourceArtefactFragment. A 
fragment represents a part of the entire SourceArtefact. For example, if a certain SourceArtefact is a 
user story, the string of words defining the role (a.k.a., actor) in the user story is considered as a 
SourceArtefactFragment. 

3.2. Traceability Graph Visualisation 

The main idea for the traceability graph (see Figure 2) is to present every artefact as a node. Such an 
artefact can be a user story, a part of a user story or part of a conceptual model (for example, a class 
or an attribute). Edges between nodes represent two types of relation: Trace link relation and 
conceptual model relation. Trace link relations represent the traces connecting a source artefact 
with a target artefact (see Figure 3). 

 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
Figure 2: Traceability graph example. User Story (US), Class (C), Attribute (AT), Relationship (RS) 



 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
Figure 3: Traceability graph example with highlighted trace links 

 
The conceptual model relations represent relationships between components within elements of 

a conceptual model (see Figure 4 (right)). An attribute belongs to a class if there is an edge linking 
the two (see Figure 4 (left)). 

 

Figure 4: Conceptual model link between a class and an attribute (left) and between two classes and 
a relationship (right) 

3.3. Traceability visualisation user interface 

Figure 5 shows the user interface of StoryScreen’s proof of concept for traceability visualisations. 
They are presented in the centre of the screen with a tab navigation at the top to select which 
visualisation should be displayed. The user can choose between the traceability graph, a conceptual 
model view, a requirements traceability matrix and a traceability list. The traceability graph and 
conceptual model allow users to modify the elements, select them, zoom in and out, and move 
elements around if required. 



 
Figure 5: Screenshot of the traceability view 

 
Filters. The goal of the filters is to allow users to fine-tune the presented traceability data to 

help them remove unnecessary and potentially distracting information. A list of all user stories is 
presented on the left-hand side of the user interface. These can be toggled on and off to select 
whether they should be displayed in the visualisations. At the top of the list, buttons to select and 
unselect all user stories are displayed. On the right side, filters for all node types are shown. 

Detail View. When an artefact is selected, a detailed view is presented at the bottom of the 
screen. This view consists of three elements. A list of all user stories related to the node is shown on 
the left. The top right displays the current user story and its main fragments: "role", "ends", and 
"means". All fragments of the user story traced to a target artefact are underlined (colour- coded) 
and can be clicked to be selected. At the bottom right, a series of actions for the selected node are 
offered, such as: “delete artefact”, “add class”, “add attribute,” and “add relationship”. When an 
artefact is to be added, the user can name it and indicate which words (fragments) of the user story 
the artefact can be traced back (see Figure 7). If an attribute is added, the user also indicates to which 
class it belongs. Similarly, when adding a relationship, the two classes which are related should be 
selected 

 

Figure 6: Example form to add an attribute 



3.4. Architecture 

The architecture of the StoryScreen tool (see Figure 7) has three main components: the web 
application, the backend application, and the database. The web application that serves the 
StoryScreen website requests the backend. The backend makes the necessary queries to the 
database and some required computation on the data, before passing it on to the website. 

 

Figure 7: System architecture of the StoryScreen tool 
 
4. Conclusions and future work 

In this paper, existing approaches for visualising software traceability data with a focus on 
traceability among conceptual models and user stories have been introduced and analysed. Each 
approach is different, but some general visualisation patterns have been identified. A persistent 
challenge still to be solved is to find visualisation methods that scale and respond to the growing 
and complex interconnection of traces among software artefacts. We performed a literature 
exploration and found that various factors determine appropriate traceability visualisation 
techniques to suit the demands of traceability users and use cases. For example, Hierarchical and 
space-filing approaches like graphs are good for giving a global overview, while conventional 
approaches like matrices are helpful if more detailed data is needed. As a proof-of-concept, we have 
implemented the StoryScreen tool to analyse how different traceability visualization techniques 
can be implemented to visualise trace links among user stories and conceptual models. The 
implementation of StoryScreen gives us insights into further study of the influence that different 
traceability visualisation techniques can have over identifying missing or wrong traceability links 
and fixing software artefact errors. As part of future work, we plan to investigate how the 
StoryScreen tool can be used in educational settings to teach software traceability concepts in 
software engineering lectures. We also plan to investigate additional traceability visualization 
techniques that consider additional types of source and target artefacts. 
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A. Video demonstration of the StoryScreen tool with traceability 

visualisation 
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